Rules of Hooks

Only call Hooks at the top level. Don’t call Hooks inside loops, conditions, or nested functions.

Each time a component renders, React keeps track of the current state and other data associated with that component. When you call a Hook, React adds some state or other data to that component's internal state. If you call a Hook conditionally or inside a loop, React won't be able to keep track of the correct state and data associated with that component.

Calling Hooks at the top level of your component ensures that React can accurately track the state and data associated with that component. This allows React to work correctly, and ensures that your component behaves predictably. If you violate this rule, you may encounter bugs, performance issues, or unexpected behavior in your application.

Only call Hooks from React function components. Don’t call Hooks from regular JavaScript functions. (There is just one other valid place to call Hooks — your own custom Hooks. We’ll learn about them in a moment.)

Class components have their own set of lifecycle methods, such as componentDidMount, componentDidUpdate, and componentWillUnmount, which are called at different points during the component's lifecycle. When using class components, you can use these methods to manage state and perform other tasks. However, when using function components, you don't have access to these lifecycle methods.

Calling Hooks from within a functional component, you can manage state and perform other tasks in a way that is similar to using lifecycle methods in class components. This makes it easier to write and maintain functional components, and eliminates the need to convert them to class components in order to manage state or perform other tasks.

Additionally, calling Hooks from outside of a function component, such as in a regular function or a class method, would not work as expected. The reason is that Hooks rely on the component instance and React's internal state management, which are only available inside function components.
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