**ES6**

# [Khai báo biến trong **ES6** với **let var const:**](ES6-notes.docx)

### 1.Let:

* Dùng để khai báo biến (Thay thế và khác phục một số nhược điểm của var)
* Có thể gán giá trị nhìu lần.

2.Const:

* Là hằng số, đại lượng không đổi.
* Không thể gán lại = 1 giá trị khác.
* Nếu hằng số là 1 Object nó không thể gán = 1 object khác tuy nhiên nó có thể set lại giá trị thuộc tính.

-Phân biệt var, let, const với cơ chế **Hoisting** :

Trong JS cho phép khi khai báo biến kiểu **var**  :

Ta có:

a= 10;

console.log(a);

var a=20;

biến **a** được sử dụng trước khi khai báo và JS cho phép điều đó khi khai báo kiểu **var** .

và kết quả:
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Nhưng khi khai báo kiểu **let** hoặc **const** :

a= 10;

console.log(a);

let a=20;

thì kết quả:

![](data:image/png;base64,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)

Vì biến **a** theo cơ chế của **let** , **const** khi biên dịch qua cơ chế **ES5**  thì nó sẽ biên dịch kiểu này :

/1/ var a;

/2/ console.log(a);

/3/ a=10;

Biến **a** ở dòng 1 dc khai báo chưa có giá trị nên khi thực hiện dòng lệch 2 **console.log(a);** sẽ **lỗi** ,đến dòng 3 thì biến **a** mới dc gán giá trị = **10**

**Vì** những gì khi khai báo biến let hay const trình biên dịch sẽ kéo lên đầu của **Function Scope** .

**Kết luận:**  *Mục đích của từ khóa* ***let****,* ***const*** *là để gàng buộc cơ chế là khai báo biến sau đó mới dc sử dụng .chứ ko phải như* ***var*** *có thể sử dụng tùy ý mặt dù chưa khai báo. “****khắc phục cơ chế sử dụng biến khi chưa được khai báo*** *.”*

[II. **Function Scope** và **Block Scope** :](ES6-notes.docx)

### Function Scope :

* + - Là phạm vi khai báo biến bên trong một hàm.
    - **Biến** bên trong **Scope** sẽ không lấy giá trị ra được từ bên ngoài.
    - **Bên ngoài** không sử dụng được **biến** bên trong NHƯNG **bên trong** sử dụng được **biến** bên ngoài **.**

### Block Scope :

* Là phạm vi khai báo **biến** bên trong **{...}** . biến bên trong scope sẽ không lấy dc giá trị từ bên ngoài . **Ngoại trừ Var**  nó sẽ không tuân thủ theo quy luật này .

if(true){

    var x= 10;

}

console.log(x);

// kết quả : 10

Khi dùng **let** :

if(true){

    let x= 10;

}

console.log(x);

// kết quả : Uncaught ReferenceError: x is not defined

**Kết luận:**

* *khi khai báo* ***let******phạm vi hoạt động*** *của nó nằm trong 1* ***scope*** *ứng với mỗi* ***scope*** *thì khai báo* ***let******x*** *sẽ khác nhau .*
* *còn đối với* ***var*** *khi khai báo trùng nó sẽ ảnh hưởng đến bên trong* ***scope*** *.*

[III. **Arrow Function** :](ES6-notes.docx)

**Arrow Function:** là một cách viết ngắn gọn của ES6. Là **function** được viết rút gọn từ khóa **function** thay bằng dấu mũi tên.

-Ngoài việc viết ngắn gọn **function**

### **Khi sử dụng Function của ES5:**

// no-arrow function

var hoTen ="abc";

// nó sẽ hỉu là

// window.hoTen="abc";

let hocVien={

    hoTen:'Nguyễn A',

    lop:'11dhpm',

    layThongTinHocVien: function(){

        function hienThiThongTin(){

            console.log('Họ Tên: '+*this*.hoTen+' Lớp: '+*this*.lop);

        }

        hienThiThongTin();

    }

}

hocVien.layThongTinHocVien();

// kq : 'Họ Tên: abc Lớp: undefined'

-vì khi sử dụng **function** của **ES5** **ngữ cảnh** của con trỏ **this** nó sẽ hỉu là của **window**

**Khi** sử dụng **arrow function** **ES6 :**

//use arrow function

window.hoTen="abc";

let hocVien = {

    hoTen: 'Nguyễn A',

    lop: '11dhpm',

    layThongTinHocVien: function () {

        let hienThiThongTin = () => {

            console.log('Họ Tên: ' +*this*.hoTen + ' Lớp: ' +*this*.lop);

        }

        hienThiThongTin();

    }

}

hocVien.layThongTinHocVien();

// kq : 'Họ Tên: Nguyễn A Lớp: 11dhpm'

-vì khi sử dụng **arrow function** nó sẽ hiểu ngữ cảnh của con trỏ **this** là của đối tượng **hocVien** mặc dùng t có khai báo biến hoTen với ngữ cảnh con trỏ là **window**.

Câu hỏi: v khi nào dùng **function** và khi nào dùng **arrow function** ?

-Ta sẽ dùng **arrow** **function** cho cách trường hợp dạng truyển **call back function** (nghĩa là :trong 1 **function** chúng ta cần sử dụng thêm 1 **function** nữa lòng vào trong và khi đó chúng ta muốn sử dụng đúng ngữ nghĩa con trỏ **this** chúng ta dùng **arrow function** ví dụ trong trường hợp trên).

[IV. **Rest Params** :](file:///C:\Git\front-end\ES6\ES6-notes.docx)

**Rest:** Các tham số truyền vào sẽ hợp thành 1 mảng, dùng khi không biết có bao nhiu tham số đầu vào của 1 hàm.

Vì trong JS **không có** khái niệm hàm chồng lên nhau

Ví dụ :

function tinhTong(a,b){

    console.log(a+b);

    return a+b;

}

function tinhTong(a,b,c){

    console.log(a+b+c);

    return a+b+c;

}

tinhTong(1,2);

tinhTong(1,2,3);

// kq : NaN 6

Nó sẽ không hàm **tinhTong** ở trên nên khi truyền 2 **param** thì nó trả về **NaN**

Khi sử dụng **…RestParams**

function tinhTong(...resParams){

    let tong=0;

    for(let i=0 ;i<resParams.length;i++){

        tong+=resParams[i];

    }

console.log(tong);

}

tinhTong(1,2);

tinhTong(6,7,2,6,3);

tinhTong(3,5,1,6);

// kq :3 24 15

**Ví dụ cho phép định nghĩa hàm chồng bằng Rest Param:**

let mangHocVien = [

    {

        maHV: 1,

        tenHV: 'Nguyễn Văn C',

    },

    {

        maHV: 2,

        tenHV: 'Nguyễn Văn D',

    },

]

function xuLyMangHocVien(...resParam) {

    if (resParam.length === 2) {

        resParam[1].push(resParam[0]);

        console.log(resParam[1]);

    }else if(resParam.length>2){

        switch(resParam[2]){

            case 'Delete':{

                let index=resParam[1].findIndex(hv => hv.maHV===resParam[0].maHV);

                resParam[1].splice(index,1);

                console.log(resParam[1]);

            }

            case 'Update':{

                let index=resParam[1].findIndex(hv => hv.maHV===resParam[0].maHV);

                resParam[1][index].tenHV='Kha đẹp trai';

                console.log(resParam[1]);

            }

        }

    }else{

        console.log(resParam[0]);

    }

}

let hv={

    maHV:3,

    tenHV:'Ngọc Kha',

}

xuLyMangHocVien(mangHocVien); // (2) [{…}, {…}]

xuLyMangHocVien(hv,mangHocVien); // (3) [{…}, {…}, {…}]

xuLyMangHocVien(hv,mangHocVien,'Update'); // (3) [{…}, {…}, {…}]

[V. **Spread Operator** :](file:///C:\Git\front-end\ES6\ES6-notes.docx)

**Spread Operator:**toán tử 3 chấm ,dùng để thêm phần tử vào mảng hoặc thêm thuộc tính vào **object**. Ngược với **Rest** nó nhận vào **mảng** và **trả ra từng phần tử**.

let mangA = [1, 2, 3, 4];

let mangB = mangA;

mangB.push(5, 6);

mangA.push(7,8);

console.log(mangB); // mình nghĩ : 1, 2, 3, 4

 kq: (8) [1, 2, 3, 4, 5, 6, 7, 8] !!!!

-khi mà gán 1 **mangB** = **mangA** thì theo tính chất của con trỏ trong lập trình thì vùng nhớ của **mangA** sẽ được trỏ cho **mangB**. khi **mangB** thay đổi thì **mangA** cũng thay đổi và tương tự ngược lại với khi thay đổi **mangA**.

Nếu muốn lấy dự liệu từ **mangA** ra xử lý và không muôn dữ liệu thay đổi thì **Spread Operator ES6** sẽ giúp chúng ta làm việc đó .

let mangA = [1, 2, 3, 4];

let mangB = [...mangA];

mangB.push(5, 6);

mangA.push(7,8);

console.log(mangB);

console.log(mangA);

/\* kq: (6) [1, 2, 3, 4, 5, 6]

       (6) [1, 2, 3, 4, 7, 8]

\*/

cú pháp [...mangA] tạo ra 1 mảng mới sẽ ôn hết giá trị mangA bỏ vào [] nên khi ta thay đổi mangB mangA ko bị ảnh hưởng .

**Điều này cũng xẩy ra tương tự với object:**

 let hs1={

    maHS:1, tenHS:'Nguyen Ngoc A',

 }

 let hs2=hs1;

 hs2.tenHS='Nguyễn Ngọc Kha';

 console.log(hs1);

//  kq : {maHS: 1, tenHS: "Nguyễn Ngọc Kha"}

Sử dụng **Spread operation** của **ES6** :

let hs1={

    maHS:1, tenHS:'Nguyen Ngoc A',

 }

 let hs2={...hs1};

 hs2.tenHS='Nguyễn Ngọc Kha';

 console.log(hs1);

//  kq: {maHS: 1, tenHS: "Nguyen Ngoc A"}

[VI. **Default params** :](file:///C:\Git\front-end\ES6\ES6-notes.docx)

Cho phép **set** **giá trị mặc định** tham số (**parameters**) của hàm nếu như không có đối số(**argument**) truyền vào.

function tinhTong(a = 5, b = 10, c = a + b) {

    console.log(a + b + c);

    return a + b + c;

}

tinhTong(); //nếu không truyền tham số gì thì nó sẽ lấy tham số mặc định của hàm

// kq : 15

tinhTong(10); //thì nó sẽ lấy tham số này thay vào giá trị đầu tiên và cộng tiếp cho tham số thứ 2

// kq : 20

tinhTong(2, 2);//thì nó sẽ lấy tham số 3 mặc định

// kq : 8

tinhTong(2,2,2);

// kq : 6

[VI. **For in For of**:](file:///C:\Git\front-end\ES6\ES6-notes.docx)

**For in** duyệt mảng theo chỉ số **index**

let arrName = ['Khai', 'Hùng', 'Tiên', 'Mỹ', 'Mọi'];

for(let index in arrName){

    console.log( 'index: '+index+' name: '+arrName[index]);

}

/\* kq:

index: 0 name: Khai

index: 1 name: Hùng

...

\*/

-**for in** sẽ lấy về **vị trí** của phần tử đó.

**for of** sẽ lấy về 1 **đối tưởng** của phần tử đó.

let arrName=[{name:'Tùng',age:20},{name:'Nhủ',age:21},

            {name:'Đại',age:22},{name:'Hoa',age:19}]

for (let item of arrName) {

    console.log(item);

}

/\* kq:

   {name: "Tùng", age: 20}

   {name: "Nhủ", age: 21}

   ....

\*/

[VII. **OOP:**](file:///C:\Git\front-end\ES6\ES6-notes.docx)

**ES5** :

// ES5

function HocSinh(mahS, tentS) {

*this*.maHS = mahS;

*this*.hoTen = tentS;

*this*.xuatTenHS = function () {

      console.log(*this*.maHS,*this*.hoTen);

   }

}

let hs = new HocSinh(1, 'Nguyen A');

hs.xuatTenHS();

**ES6** :

// ES6

class HocSinh\_ {

   maHS;

   tenHS;

   constructor(mahs, tenhs) {

*this*.maHS = mahs;

*this*.tenHS = tenhs;

   }

   // xuatThongtinHS = () => {

   //    console.log(this.maHS,this.tenHS);

   // }

   xuatThongtinHS(){

      console.log(*this*.maHS,*this*.tenHS);

   }

}

let hs1 = new HocSinh\_(1, 'nguyen B');

hs1.xuatThongtinHS();

[VIII. **OOP -extend:**](file:///C:\Git\front-end\ES6\ES6-notes.docx)

Khởi tạo **class** **NhanVien** :

class NhanVien{

   maNV;

   tenNV;

   constructor(maNV,tenNV){

*this*.maNV=maNV;

*this*.tenNV=tenNV;

   }

   tinhLuong(){

      return 1000;

   }

}

Khởi tạo class **QuanLy** kế thừa từ **nhanVien :**

class QuanLy extends NhanVien{

   dsPB=[];

   constructor(maNV,tenNV,dspb){

      super(maNV,tenNV);

*this*.dsPB=dspb;

   }

   tinhLuong(){

      return*super*.tinhLuong()+1000;

   }

}

let ql=new QuanLy(1,'nguyen ngoc kha',[{maPb:5,tenPB:'CNTT'}]);

console.log(ql);

[VIV. **OOP -import -export:**](file:///C:\Git\front-end\ES6\ES6-notes.docx)

Nếu **export default,** khi ta import có thể đặt tên biến tùy ý(không có dấu {})

 export default QuanLy;

import QuanLy1 from './QuanLy';

let ql=new QuanLy1(1,'nguyen ngoc kha',[{maPb:5,tenPB:'CNTT'}]);

nếu **export** không có **default** thì khi import ta phải đặt tên **biến** giống với tên đã **export** và có dấu {}

[X. **CÁC HÀM XỬ LÝ MẢNG:**](file:///C:\Git\front-end\ES6\ES6-notes.docx)

-cho 1 mảng sản phẩm có tên **mangSP .**

let mangSP = [

   { maSP: 1, tenSP: 'Sony Xperia X22', giaTien: 17500000, hangSX: 'SONY' },

   { maSP: 2, tenSP: 'Sony Xperia XZ1', giaTien: 15500000, hangSX: 'SONY' },

   { maSP: 3, tenSP: 'Google Pixel XL', giaTien: 27500000, hangSX: 'GOOGLE' },

   { maSP: 4, tenSP: 'Google Pixel 2', giaTien: 17500000, hangSX: 'GOOGLE' },

   { maSP: 5, tenSP: 'Samsung note 9', giaTien: 15500000, hangSX: 'SAMSUNG' },

   { maSP: 6, tenSP: 'Samsung s10', giaTien: 27500000, hangSX: 'SAMSUNG' },

   { maSP: 7, tenSP: 'Samsung s20 ultra', giaTien: 32500000, hangSX: 'SAMSUNG' },

]

**filter**() :

-trả về một **mảng** với tất cả các phần tử thõa điều kiện trong **filter.**

let mangDtSony= mangSP.filter(sp=>sp.hangSX==='SONY');

console.log(mangDtSony);

/\* kq

   0: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

   1: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

\*/

let mangDtSony = mangSP.filter(sp => sp.giaTien >=20000000);

console.log(mangDtSony);

/\* kq

   0: {maSP: 3, tenSP: "Google Pixel XL", giaTien: 27500000, hangSX: "GOOGLE"}

   1: {maSP: 6, tenSP: "Samsung s10", giaTien: 27500000, hangSX: "SAMSUNG"}

   2: {maSP: 7, tenSP: "Samsung s20 ultra", giaTien: 32500000, hangSX: "SAMSUNG"}

\*/

**Find() :**

-phương thức **find**() trả về kết quả là một **đối tượng** với phần tử vượt qua kiểm tra .

-nếu ko có phần tử nào thỏa điều kiện thì trả về undefine.

-nếu có hơn 2 **object** thỏa điều kiện thì nó sẽ trả về **object đầu.**

-thường dùng cho cách **thuộc tính riêng biệt** như : **maSV** , **maPB** …

Tìm sản phẩm có mã sp= 3

let timSP = mangSP.find(sp => sp.maSP === 3);

console.log(timSP);

/\* kq

      {maSP: 3, tenSP: "Google Pixel XL", giaTien: 27500000, hangSX: "GOOGLE"}

\*/

Khi **ko** có **phần** **tử** nào **thỏa** **điều** **kiện**:

let timSP = mangSP.find(sp => sp.maSP === 13);

console.log(timSP);

/\* kq

     undefined

\*/

Khi ta cố tình tìm sản phẩm với **hangSP**===”**SONY**” bằng **find()**

let timSP = mangSP.find(sp => sp.hangSX === 'SONY');

console.log(timSP);

/\* kq

     {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

\*/

* + kết quả trả về ta thấy có 2 phần tử nhưng với **find**() chỉ lấy phần tử đầu tiên.

-cho 1 mảng sản phẩm có tên **mangSP .**

let mangSP = [

   { maSP: 1, tenSP: 'Sony Xperia X22', giaTien: 17500000, hangSX: 'SONY' },

   { maSP: 2, tenSP: 'Sony Xperia XZ1', giaTien: 15500000, hangSX: 'SONY' },

   { maSP: 3, tenSP: 'Google Pixel XL', giaTien: 27500000, hangSX: 'GOOGLE' },

   { maSP: 4, tenSP: 'Google Pixel 2', giaTien: 17500000, hangSX: 'GOOGLE' },

   { maSP: 5, tenSP: 'Samsung note 9', giaTien: 15500000, hangSX: 'SAMSUNG' },

   { maSP: 6, tenSP: 'Samsung s10', giaTien: 27500000, hangSX: 'SAMSUNG' },

   { maSP: 7, tenSP: 'Samsung s20 ultra', giaTien: 32500000, hangSX: 'SAMSUNG' },

]

**Findindex():**

- **findIndex()** cũng giống như **find()** dùng để **tìm** trên các **thuộc tính** **đặt trưng** như : **maSV**, **maSP …**

-Phương thức **findindex**() trả về **kq là chỉ số của phần tử** ứng với vị trí của phần tử trong mảng.

-khác với **find()** nếu **ko** có **phần tử** nào sẽ trả về **undefine** , **NHƯNG**  đối với **findIndex**() thì trả về **kq : -1** .

-Trong **trường Hợp** có **2** hoặc **nhìu** kết quả thỏa **điều kiện** trong **findIndex**() thì nó sẽ trả về **kết quả** xuất hiện **đầu tiên.**

Khi tìm kiếm sp có **maSP ===7** nó trả về **index** của sp đó:

let index = mangSP.findIndex(sp => sp.maSP === 7);

console.log('index : '+index);

/\* kq: index : 6 \*/

Khi có **2 hoặc nhìu** kết quả thỏa điều kiện thì **findIndex**() sẽ trả về **index** của **phần từ đầu tiên** :

let index = mangSP.findIndex(sp => sp.hangSX === 'SONY');

console.log('index : '+index);

/\* kq: index : 0 \*/

Khi không có **kết quả** thỏa điều kiện nó sẽ trả về **vị trí = -1**:

let index = mangSP.findIndex(sp => sp.hangSX === 100);

console.log('index : '+index);

/\* kq: index : -1 \*/

TÍCH HỢP DÙNG ĐỂ TÌM VÀ XÓA 1 PHẦN TỪ :

let index = mangSP.findIndex(sp => sp.maSP === 1);

if(index!==-1){

   mangSP.splice(index,1);

   console.log('succeed!');

}else{

   console.log(index);

}

-Nếu như hàm **findIndex**() trả về **index !== -1** tức là có **tồn tại** phần tử đang tìm thì ta sẽ **xóa** phần tử thứ **index** đó bằng hàm **splice**({**vị trí xóa**},{**số lượng pt cần xóa**});

Ngược lại thì trả về kết quả **không tồn tại** phần tử đang tìm **{kq : -1}** .

-cho 1 mảng sản phẩm có tên **mangSP .**

let mangSP = [

   { maSP: 1, tenSP: 'Sony Xperia X22', giaTien: 17500000, hangSX: 'SONY' },

   { maSP: 2, tenSP: 'Sony Xperia XZ1', giaTien: 15500000, hangSX: 'SONY' },

   { maSP: 3, tenSP: 'Google Pixel XL', giaTien: 27500000, hangSX: 'GOOGLE' },

   { maSP: 4, tenSP: 'Google Pixel 2', giaTien: 17500000, hangSX: 'GOOGLE' },

   { maSP: 5, tenSP: 'Samsung note 9', giaTien: 15500000, hangSX: 'SAMSUNG' },

   { maSP: 6, tenSP: 'Samsung s10', giaTien: 27500000, hangSX: 'SAMSUNG' },

   { maSP: 7, tenSP: 'Samsung s20 ultra', giaTien: 32500000, hangSX: 'SAMSUNG' },

]

**ForEach**():

-là **phương thức thực thi một hàm 1 lần cho mỗi phần tử** .nếu mảng có **7 phần tử** thì thực thi hàm đó **7 lần**.

-hàm nhận **tham số đầu vào** là từng **phần tử** của mảng và **vị trí**. **forEach**( ( **item**, **index** ) => {} )

-**forEach** duyệt tự động theo **chiều dài** của **mảng** và **mỗi lần duyệt** nó sẽ trả về **1 đối tượng** . Nói nôm na nó cũng giống như **filter()** nhưng khác ở chỗ **filter()** chúng ta cần hứng 1 giá trị gì đó.

-**filter()** thì trả về mảng mới ,còn **forEach**() không trả về gì cả.

Ví dụ duyệt mảng có tên **mangSP** ở trên :

mangSP.forEach((sp,index) => {

   console.log(sp);

})

/\* kq

   {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

   {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

   {maSP: 3, tenSP: "Google Pixel XL", giaTien: 27500000, hangSX: "GOOGLE"}

   {maSP: 4, tenSP: "Google Pixel 2", giaTien: 17500000, hangSX: "GOOGLE"}

   {maSP: 5, tenSP: "Samsung note 9", giaTien: 15500000, hangSX: "SAMSUNG"}

   {maSP: 6, tenSP: "Samsung s10", giaTien: 27500000, hangSX: "SAMSUNG"}

   {maSP: 7, tenSP: "Samsung s20 ultra", giaTien: 32500000, hangSX: "SAMSUNG"}

\*/

Nhưng khi ta cố tình **return** 1 giá trị nào đó thì kết quả:

let mang = mangSP.forEach((sp, index) => {

   console.log(sp);

   return sp;

})

console.log(mang);

// kq : undefined

**Kết luận** : **mục đích** của **forEach**() được tạo ra chỉ **dùng** để **duyệt mảng** ,**tạo nội dung** hoặc làm gì đó chứ nó **ko** **trả về gì cả**.

**Map() :**

-hàm **map()** tương tự hàm **forEach**() NHƯNG KHÁC ở chỗ hàm **map**() có giá trị **return** là **1 mảng mới** được tạo ra từ các **đối tượng** được **return** trong **callback function** .

Sử dụng lại mảng **mangSP** ở trên . khi ta dùng **map**() muốn trả về 1 mảng có **giaTien** < 20tr .

let mangmoi =mangSP.map((sp,index) =>{

   if(sp.giaTien<20000000){

      return sp;

   }

})

 console.log(mangmoi);

/\* kq

(7) [{…}, {…}, undefined, {…}, {…}, undefined, undefined]

   0: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

   1: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

   2: undefined

   3: {maSP: 4, tenSP: "Google Pixel 2", giaTien: 17500000, hangSX: "GOOGLE"}

   4: {maSP: 5, tenSP: "Samsung note 9", giaTien: 15500000, hangSX: "SAMSUNG"}

   5: undefined

   6: undefined

\*/

Tương tự như **forEach**() **map**() vẫn chạy 7 lần khi thõa điều kiện nó sẽ trả phần từ đó và boot nó vào trong **mangmoi** và ko thõa thì nó vẫn trả về giá trịnh “**undefined** ” vào **mangmoi** . nên **kq** chúng ta có là gồm **7 phần tử** nhưng **thõa** **yêu cầu** bài toán thì chỉ **có 4 phần tử**.

🡺 để **khắc phục** và làm **đúng yêu cầu** bài toán thì ta chỉ cần dùng **filter**() với điều kiện trên . kq trả về sẽ đúng như mong đợi.

let mangmoi =mangSP.filter((sp,index) =>{

   if(sp.giaTien<20000000){

      return sp;

   }

})

console.log(mangmoi);

/\* kq

(4) [{…}, {…}, {…}, {…}]

   0: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

   1: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

   2: {maSP: 4, tenSP: "Google Pixel 2", giaTien: 17500000, hangSX: "GOOGLE"}

   3: {maSP: 5, tenSP: "Samsung note 9", giaTien: 15500000, hangSX: "SAMSUNG"}

\*/

**Kết Luận** : hàm **map**() được dùng khi chúng ta muốn **render** nội dung (giống như **forEach**() ) NHƯNG chúng ta **muốn** tạo ra **1 mảng** nội dung mới .thì ta sẽ dùng hàm **map()** để tạo ra một nội dung mới từ mảng nội dung cũ. \* Còn **forEach**() chúng ta không nắm bắt được giá trị cuối cùng trả về. **công việc** của nó tương tự như **map**() nhưng nó không bắt được giá trị cuối cùng trả về. (hàm **map**() đa số được dùng nhìu để tạo nội dung trong **React** , có 1 số hoặc thậm chí ngta có thể dùng map() để thay thế cho **forEach**())

**Reduce() :**

-Hàm **reduce**() thực thi **n lần** so với **n phần tử** của **mảng** nhầm tạo ra **1 giá trị mới** (có thể là 1 **biến** ,1 **mảng** , 1 **object** …. Tùy theo xử lý **return** trong **hàm**).

-Cú pháp:  **reduce**( ( {**giá trị đầu ra** } , { **item** } , { **index** } ) =>{} ,{**giá trị ban đầu cho giá trị output** } ) .

- Hàm này gồm 2 tham số :

-Một là nhóm **callback :** ( {**giá trị đầu ra** } , { **item** } , { **index** } ) .

-Hai là giá trị ban đầu cho **output**(tham số ban đầu của {**gia trị đầu ra**} của nhóm **callback** );

Bài toán ta có 1 mảng sp ,yêu cầu tính tổng tiền trong các sp trong mảng ( **ko dùng for** ):

let mangSP = [

   { maSP: 1, tenSP: 'Sony Xperia X22', giaTien: 17500000, hangSX: 'SONY' },

   { maSP: 2, tenSP: 'Sony Xperia XZ1', giaTien: 15500000, hangSX: 'SONY' },

   { maSP: 3, tenSP: 'Google Pixel XL', giaTien: 27500000, hangSX: 'GOOGLE' },

   { maSP: 4, tenSP: 'Google Pixel 2', giaTien: 17500000, hangSX: 'GOOGLE' },

   { maSP: 5, tenSP: 'Samsung note 9', giaTien: 15500000, hangSX: 'SAMSUNG' },

   { maSP: 6, tenSP: 'Samsung s10', giaTien: 27500000, hangSX: 'SAMSUNG' },

   { maSP: 7, tenSP: 'Samsung s20 ultra', giaTien: 32500000, hangSX: 'SAMSUNG' },

]

Duyệt mảng tính tổng tiền sp (ứng dụng **reduce**() để tính ra 1 kết quả mới từ **mangSP** ):

let tongTien = mangSP.reduce((TT, sp, index) => {

   return TT += sp.giaTien;

}, 0);

console.log(tongTien);

// kq : 153500000

Đầu tiên: tham số **TT** sẽ mang giá trị là **0**

Sau đó: nó sẽ tính **TT** và gán ngược lại giá trị output **TT ban đầu** , sau đó boot lại biến **tongTien**

Lần chạy thứ 2 nó sẽ lấy giá sản phẩm tính tổng tiền rồi return lại **TT**

Nó lập đi lập lại đến hết mảng .

Và cuối cùng ta sẽ có 1 con số là **tongTien** .

Tuy nhiên **reduce**() không chỉ để tính tổng tiền . nó còn có thể **tạo ra 1 giá trị mới** như là 1 **mảng** :

let mangDTSony = mangSP.reduce((mangSony,sp,index)=>{

   if(sp.hangSX==='SONY'){

      mangSony.push(sp);

   }

   return mangSony;

},[]);

console.log(mangDTSony);

/\*

(2) [{…}, {…}]

   0: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

   1: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

\*/

Đầu tiên **mangSony** sẽ được gán bằng một mảng rỗng **[]** với tham số thứ 2 của **reduce()**.

Sau đó : nó sẽ thực thi lệch if trong hàm nếu thõa điều kiện thì nó sẽ **push** vào **mangSony**

Tiếp đó là trả về mảng **mangSony** đó.

VÀ TƯƠNG TỰ VỚI 1 OBJECT.

**Lưu ý :**

**-** ta cũng có thể dùng hàm **filter**() để thực hiện việc trả về 1 mảng tương tự như trên tuy nhiên đối với hàm **filter**() thì nó chỉ xử lý được các **API** với 1 **cấp** thôi .

-có thể sau này ta có những **object** mà ta muôn **push** thêm 1 **thuộc tính** nào đó hoặc 1 cái **menu nhìu cấp** thì ta chỉ có thể duyệt bằng hàm **reduce**() thì lúc đó ta có thể thấy nó **rõ ràng** **tường minh** **hơn** .

-ngoài ra **reduce**() còn có thêm 1 hàm với chức năng tương tự chính là **reduceRight**() .NHƯNG **reduceRight**() sẽ duyệt theo 1 **chiều ngược lại**.

**Reverse() :**

-Hàm **reverse**() là hàm trả về 1 mảng đảo ngược mảng ban đầu .

let mangsp\_reverse=mangSP.reverse();

console.log(mangsp\_reverse);

/\*

(7) [{…}, {…}, {…}, {…}, {…}, {…}, {…}]

   0: {maSP: 7, tenSP: "Samsung s20 ultra", giaTien: 32500000, hangSX: "SAMSUNG"}

   1: {maSP: 6, tenSP: "Samsung s10", giaTien: 27500000, hangSX: "SAMSUNG"}

   2: {maSP: 5, tenSP: "Samsung note 9", giaTien: 15500000, hangSX: "SAMSUNG"}

   3: {maSP: 4, tenSP: "Google Pixel 2", giaTien: 17500000, hangSX: "GOOGLE"}

   4: {maSP: 3, tenSP: "Google Pixel XL", giaTien: 27500000, hangSX: "GOOGLE"}

   5: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

   6: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

\*/

**Sort() :**

-Hàm **Sort()** dùng để sắp xếp **mảng** theo thứ tự **tăng dần** hoặc **giảm dần** .

- Có thể ứng dụng **sắp xếp** các **mảng đối tượng** theo giá trị của **thuộc tính**.

Cú pháp : sort( ( {item thứ 2} ,{item thứ nhất} ) => {} )

Sắp xếp **tăng dần** theo **TenSP** ( **theo chuỗi** )**:**

let mangSPtheoTen = mangSP.sort((sp\_TiepTheo, sp) => {

   let tenSPTiepTheo=sp\_TiepTheo.tenSP.toLowerCase();

   let tenSP=sp.tenSP.toLowerCase();

   if(tenSPTiepTheo>tenSP){

      return 1; //giữ nguyên

   }

   if(tenSPTiepTheo<tenSP){

      return -1; //đảo vị trí

   }

   return 1;

});

console.log(mangSPtheoTen);

kết quả :

0: {maSP: 4, tenSP: "Google Pixel 2", giaTien: 17500000, hangSX: "GOOGLE"}

1: {maSP: 3, tenSP: "Google Pixel XL", giaTien: 27500000, hangSX: "GOOGLE"}

2: {maSP: 5, tenSP: "Samsung note 9", giaTien: 15500000, hangSX: "SAMSUNG"}

3: {maSP: 6, tenSP: "Samsung s10", giaTien: 27500000, hangSX: "SAMSUNG"}

4: {maSP: 7, tenSP: "Samsung s20 ultra", giaTien: 32500000, hangSX: "SAMSUNG"}

5: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

6: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

**Giải thích :**

Đầu tiên **sort**() sẽ lấy **phần tử 2** và **phần tử 1** ra so sánh

Lần 2 chạy sẽ lấy **phần tử 3** và **phần tử 2** tương tự cho những lần khác .

-Cách hoạt động:

Ta sẽ tạo ra 1 biến tạm để lưu trữ **tên của nó** là **tenSP** cần so sánh đặt biệt phải có **.toLowerCase()** để biến đổi nó thành chữ thường nó sẽ chuyễn thành mã ASCII để so sánh việc biến bền **lowercase**() sẽ giúp số ASCII cần so sánh và tiện cho việc sắp xếp vị trí theo thứ tự ký tự trong mã ASCII

Sau khi quy ra mã số : nó sẽ thực hiện dòng **if** nếu mã **tenSPTiepTheo** > **tenSP** thì sẽ **return 1** tức là **giữ nguyên**. Nếu bé hơn thì **return -1** để **đảo vị trí . nếu ko có** trong 2 trường hợp **if** trên thì **return 1** (**giữ nguyên**).

***Công thức này có thể ghi nhớ để tiện cho việc sắp xếp mảng theo chuỗi.***

Sắp xếp **tăng dần** theo **giá** ( **theo Số** )**:**

let mangSPTheoGia=mangSP.sort((sp\_tieptheo,sp) => {

   return sp\_tieptheo.giaTien-sp.giaTien;

});

console.log(mangSPTheoGia);

kết quả :

0: {maSP: 2, tenSP: "Sony Xperia XZ1", giaTien: 15500000, hangSX: "SONY"}

1: {maSP: 5, tenSP: "Samsung note 9", giaTien: 15500000, hangSX: "SAMSUNG"}

2: {maSP: 1, tenSP: "Sony Xperia X22", giaTien: 17500000, hangSX: "SONY"}

3: {maSP: 4, tenSP: "Google Pixel 2", giaTien: 17500000, hangSX: "GOOGLE"}

4: {maSP: 3, tenSP: "Google Pixel XL", giaTien: 27500000, hangSX: "GOOGLE"}

5: {maSP: 6, tenSP: "Samsung s10", giaTien: 27500000, hangSX: "SAMSUNG"}

6: {maSP: 7, tenSP: "Samsung s20 ultra", giaTien: 32500000, hangSX: "SAMSUNG"}

cách hoạt động:

ta sẽ cho giá tiền của **sp\_TiepTheo** (tức là phần tử 2) trừ đi giá tiền của **sp** ( tức là phần tử 1)

lần chạy tiếp theo sẽ là phần tử 3 -phần từ 2 theo giá tiền.

kết quả trả về nếu **Âm** (bé hơn 0) thì sẽ đảo vị trí.

Nếu **Dương** (lớn hơn 0) thì sẽ giữ nguyên.

***Công thức này có thể ghi nhớ để tiện cho việc sắp xếp mảng theo Số.***