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# 1- Hướng đối tượng trong Python

**Python** là một ngôn ngữ lập trình hướng thủ tục (Procedural-oriented), đồng thời nó cũng là ngôn ngữ lập trình hướng đối tượng (Object Oriented).

### Hướng thủ tục (Procedural-oriented)

Hướng thủ tục biểu hiện ở việc sử dụng các hàm trong **Python**. Bạn có thể định nghĩa các hàm, và các hàm này có thể sử dụng tại các module khác trong chương trình **Python**.

### Hướng đối tượng (Object Oriented)

Hướng đối tượng trong **Python** biểu hiện ở việc sử dụng lớp (class), bạn có thể định nghĩa một class, class là một nguyên mẫu (prototype) để tạo ra các đối tượng (object/instance).

# 2- Tạo class trong Python

Cú pháp tạo một class:

\*\* class syntax \*\*

class ClassName:

'Mô tả ngắn về class (Không bắt buộc)'

# Code ...

* Để định nghĩa một lớp bạn sử dụng từ khóa **class**, tiếp sau đó là tên của lớp và dấu hai chấm ( : ). Dòng đầu tiên trong thân của lớp là chuỗi (string) mô tả ngắn gọn về lớp này (Không bắt buộc), bạn có thể truy cập vào chuỗi này thông qua ***ClassName.\_\_doc\_\_*** .
* Trong thân của lớp bạn có thể khai báo các thuộc tính, phương thức (method) và các phương thức khởi tạo (Constructor).

### Thuộc tính (Attribute):

Thuộc tính là một thành viên thành viên của lớp. Chẳng hạn hình chữ nhật có hai thuộc tính **width** và **height** (Chiều rộng và chiều cao).

### Phương thức (Method):

* Phương thức của class nó tương tự như một hàm thông thường, nhưng nó là một hàm của class, để sử dụng nó bạn cần phải gọi thông qua đối tượng.
* Tham số đầu tiên của phương thức luôn là **self** (Một từ khóa ám chỉ chính class đó).

### Phương thức khởi tạo (Constructor):

* Phương thức khởi tạo (Constructor) là một phương thức đặc biệt của lớp (class), nó luôn có tên là **\_\_init\_\_**
* Tham số đầu tiên của constructor luôn là **self** (Một từ khóa ám chỉ chính class đó).
* Constructor được sử dụng để tạo ra một đối tượng.
* Constructor gán các giá trị từ tham số vào các thuộc tính của đối tượng sẽ được tạo ra.
* Bạn chỉ có thể định nghĩa nhiều nhất một phương thức khởi tạo (constructor) trong class.
* Nếu class không được định nghĩa constructor, **Python** mặc định coi rằng nó thừa kết từ constructor của lớp cha.

![http://o7planning.org/vi/11415/cache/images/i/7508381.png](data:image/png;base64,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)

rectangle.py

# Class mô phỏng một hình chữ nhật.

class Rectangle :

'This is Rectangle class'

# Phương thức tạo đối tượng (Contructor)

def \_\_init\_\_(self, width, height):

self.width= width

self.height = height

def getWidth(self):

return self.width

def getHeight(self):

return self.height

# Phương thức tính diện tích

def getArea(self):

return self.width \* self.height

Tạo đối tượng từ lớp **Rectangle**:
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from rectangle import Rectangle

# Tạo 2 đối tượng: r1 & r2

r1 = Rectangle(10,5)

r2 = Rectangle(20,11)

print ("r1.width = ", r1.width)

print ("r1.height = ", r1.height)

print ("r1.getWidth() = ", r1.getWidth())

print ("r1.getArea() = ", r1.getArea())

print ("-----------------")

print ("r2.width = ", r2.width)

print ("r2.height = ", r2.height)

print ("r2.getWidth() = ", r2.getWidth())

print ("r2.getArea() = ", r2.getArea())
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### Điều gì xẩy ra khi bạn tạo đối tượng từ một class?

Khi bạn tạo một đối tượng của lớp **Rectangle**, phương thức khởi tạo (constructor) của class đó sẽ được gọi để tạo một đối tượng, và các thuộc tính của đối tượng sẽ được gán giá trị từ tham số. Nó giống với hình minh họa dưới đây:

# 3- Tham số có mặc định trong Constructor

Khác với các ngôn ngữ khác, lớp trong **Python** chỉ có nhiều nhất một phương thức khởi tạo (Constructor). Tuy nhiên **Python** cho phép tham số có giá trị mặc định.

*Chú ý: Tất cả các tham số bắt buộc (required parameters) phải đặt trước tất cả các tham số có giá trị mặc định.*

person.py

class Person :

# Tham số age, gender có giá trị mặc định

def \_\_init\_\_ (self, name, age = 1, gender = "Male" ):

self.name = name

self.age = age

self.gender= gender

def showInfo(self):

print ("Name: ", self.name)

print ("Age: ", self.age)

print ("Gender: ", self.gender)

Ví dụ sử dụng:

testPerson.py

from person import Person

# Tạo một đối tượng Person

aimee = Person("Aimee", 21, "Female")

aimee.showInfo()

print (" --------------- ")

# age, gender mặc định

alice = Person( "Alice" )

alice.showInfo()

print (" --------------- ")

# gender mặc định

tran = Person("Tran", 37)

tran.showInfo()

# 4- So sánh các đối tượng

Trong **Python**, khi bạn tạo một đối tượng thông qua phương thức khởi tạo (Constructor), sẽ có một thực thể thực sự được tạo ra nằm trên bộ nhớ, nó có một địa chỉ xác định.   
  
Một phép toán gán đối tượng **AA** bởi một đối tượng **BB** không tạo ra thêm thực thể trên bộ nhớ, nó chỉ là trỏ địa chỉ của **AA** tới địa chỉ của **BB**.

Toán tử == dùng để so sánh địa chỉ 2 đối tượng trỏ đến, nó trả về **True** nếu cả 2 đối tượng cùng trỏ tới cùng một địa chỉ trên bộ nhớ. Toán tử != cũng sử dụng để so sánh 2 địa chỉ của 2 đối tượng trỏ đến, nó trả về **True** nếu 2 đối tượng trỏ tới 2 địa chỉ khác nhau.

compareObject.py

from rectangle import Rectangle

r1 = Rectangle(20, 10)

r2 = Rectangle(20 , 10)

r3 = r1

# So sánh địa chỉ của r1 và r2

test1 = r1 == r2 # --> False

# So sánh địa chỉ của r1 và r3

test2 = r1 == r3 # --> True

print ("r1 == r2 ? ", test1)

print ("r1 == r3 ? ", test2)

print (" -------------- ")

print ("r1 != r2 ? ", r1 != r2)

print ("r1 != r3 ? ", r1 != r3)

# 5- Thuộc tính (Attribute)

Trong **Python** có 2 khái niệm khá giống nhau, bạn cần phải phân biệt nó:

1. Thuộc tính (Attribute)
2. Biến của lớp

Để đơn giản, hãy phân tích ví dụ dưới đây:

player.py

class Player:

# Biến của lớp

minAge = 18

maxAge = 50

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

### Thuộc tính (Attribute)

Các đối tượng được tạo ra từ một lớp, chúng sẽ nằm tại các địa chỉ khác nhau trên bộ nhớ (memory), và các thuộc tính "cùng tên" của chúng cũng có các địa chỉ khác nhau trên bộ nhớ. Như hình minh họa dưới đây:

testAttributePlayer.py

from player import Player

player1 = Player("Tom", 20)

player2 = Player("Jerry", 20)

print ("player1.name = ", player1.name)

print ("player1.age = ", player1.age)

print ("player2.name = ", player2.name)

print ("player2.age = ", player2.age)

print (" ------------ ")

print ("Assign new value to player1.age = 21 ")

# Gán giá trị mới cho thuộc tính age của player1

player1.age = 21

print ("player1.name = ", player1.name)

print ("player1.age = ", player1.age)

print ("player2.name = ", player2.name)

print ("player2.age = ", player2.age)

**Python** cho phép tạo ra một thuộc tính mới cho một đối tượng có trước. Ví dụ đối tượng **player1** và thuộc tính mới có tên ***address***.

testNewAttributePlayer.py

from player import Player

player1 = Player("Tom", 20)

player2 = Player("Jerry", 20)

# Tạo một thuộc tính có tên address cho player1

player1.address = "USA"

print ("player1.name = ", player1.name)

print ("player1.age = ", player1.age)

print ("player1.address = ", player1.address)

print (" ------------------- ")

print ("player2.name = ", player2.name)

print ("player2.age = ", player2.age)

# player2 không có thuộc tính address (Lỗi xẩy ra tại đây)

print ("player2.address = ", player2.address)

# 6- Các hàm truy cập vào thuộc tính

Thông thường bạn truy cập vào thuộc tính của một đối tượng thông qua toán tử "dấu chấm" (Ví dụ ***player1.name***). Tuy nhiên **Python** cho phép bạn truy cập chúng thông qua hàm (function).

|  |  |
| --- | --- |
| **Hàm** | **Mô tả** |
| getattr(obj, name[, default]) | Trả về giá trị của thuộc tính, hoặc trả về giá trị mặc định nếu đối tượng không có thuộc tính này. |
| hasattr(obj,name) | Kiểm tra xem đối tượng này có thuộc tính cho bởi tham số 'name' hay không. |
| setattr(obj,name,value) | Sét giá trị vào thuộc tính. Nếu thuộc tính không tồn tại, thì nó sẽ được tạo ra. |
| delattr(obj, name) | Xóa bỏ thuộc tính. |

testAttFunctions.py

from player import Player

player1 = Player("Tom", 20)

# getattr(obj, name[, default])

print ("getattr(player1,'name') = " , getattr(player1,"name") )

print ("setattr(player1,'age', 21): ")

# setattr(obj,name,value)

setattr(player1,"age", 21)

print ("player1.age = ", player1.age)

# Kiểm tra player1 có thuộc tính address?

hasAddress = hasattr(player1, "address")

print ("hasattr(player1, 'address') ? ", hasAddress)

# Tạo thuộc tính 'address' cho đối tượng 'player1'.

print ("Create attribute 'address' for object 'player1'")

setattr(player1, 'address', "USA")

print ("player1.address = ", player1.address)

# Xóa bỏ thuộc tính 'address'

delattr(player1, "address")

# 7- Các thuộc tính có sẵn của class

Các lớp của **Python** đều là hậu duệ của lớp **object**. Và vì vậy nó thừa kế các thuộc tính sau:

|  |  |
| --- | --- |
| **Thuộc tính** | **Mô tả** |
| \_\_dict\_\_ | Thông tin về class này được biểu diễn ngắn gọn dễ hiểu, như một bộ từ điển (Dictionary) |
| \_\_doc\_\_ | Trả về chuỗi mô tả về class, hoặc trả về **None** nếu nó không được định nghĩa |
| \_\_class\_\_ | Trả về một đối tượng, chứa thông tin về lớp, đối tượng này có nhiều thuộc tính có ích, trong đó có thuộc tính ***\_\_name\_\_***. |
| \_\_module\_\_ | Trả về tên module của lớp, hoặc trả về ***"\_\_main\_\_"*** nếu lớp đó được định nghĩa trong module đang được chạy. |

testBuildInAttributes.py

class Customer :

'This is Customer class'

def \_\_init\_\_(self, name, phone, address):

self.name = name

self.phone = phone

self.address = address

john = Customer("John",1234567, "USA")

print ("john.\_\_dict\_\_ = ", john.\_\_dict\_\_)

print ("john.\_\_doc\_\_ = ", john.\_\_doc\_\_)

print ("john.\_\_class\_\_ = ", john.\_\_class\_\_)

print ("john.\_\_class\_\_.\_\_name\_\_ = ", john.\_\_class\_\_.\_\_name\_\_)

print ("john.\_\_module\_\_ = ", john.\_\_module\_\_)

# 8- Biến của lớp

Trong **Python** khái niệm "Biến của lớp (Class's Variable)" tương đương với khái niệm trường tĩnh (Static Field) của các ngôn ngữ khác như **Java**, **CSharp**. Biến của lớp có thể được truy cập thông qua tên lớp hoặc thông qua đối tượng.

*Lời khuyên là bạn nên truy cập "biến của lớp" thông qua tên lớp thay vì truy cập thông qua đối tượng. Điều này giúp tránh nhầm lẫn giữa "biến của lớp" và thuộc tính.*

Mỗi biến của lớp, có một địa chỉ nằm trên bộ nhớ (memory). Và chia sẻ cho mọi đối tượng của lớp.

testVariablePlayer.py

from player import Player

player1 = Player("Tom", 20)

player2 = Player("Jerry", 20)

# Truy cập thông qua tên lớp

print ("Player.minAge = ", Player.minAge)

# Truy cập thông qua đối tượng

print ("player1.minAge = ", player1.minAge)

print ("player2.minAge = ", player2.minAge)

print (" ------------ ")

print ("Assign new value to minAge via class name, and print..")

# Thay đổi giá trị biến minAge thông qua tên lớp

Player.minAge = 19

print ("Player.minAge = ", Player.minAge)

print ("player1.minAge = ", player1.minAge)

print ("player2.minAge = ", player2.minAge)

# 9- Liệt kê danh sách các thành viên của lớp hoặc đối tượng

**Python** cung cấp cho bạn hàm **dir**, hàm này liệt kê ra danh sách các phương thức, thuộc tính, biến của lớp hoặc của đối tượng.

testDirFunction.py

from player import Player

# In ra danh sách các thuộc tính, phương thức, biến của class Player.

print ( dir(Player) )

print ("\n\n")

player1 = Player("Tom", 20)

player1.address ="USA"

# In ra danh sách các thuộc tính, phương thức, biến của đối tượng 'player1'

print ( dir(player1) )

Chạy ví dụ:

['\_\_class\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_le\_\_', '\_\_lt\_\_', '\_\_module\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_weakref\_\_', 'maxAge', 'minAge']   
  
['\_\_class\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_le\_\_', '\_\_lt\_\_', '\_\_module\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_weakref\_\_', 'address', 'age', 'maxAge', 'minAge', 'name']

# 10- Hủy đối tượng