![](data:image/png;base64,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)Московский Авиационный Институт
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## **Постановка задачи**

Составить и отладить программу на языке Си, осуществляющую работу с процессами и взаимодействие между ними в одной из двух операционных систем. В результате работы программа (основной процесс) должен создать для решение задачи один или несколько дочерних процессов. Взаимодействие между процессами осуществляется через системные сигналы/события и/или через отображаемые файлы (memory-mapped files).

Необходимо обрабатывать системные ошибки, которые могут возникнуть в результате работы.

**Группа вариантов № 4, вариант 16:**

Составить и отладить программу на языке С++, родительский процесс которой считывает стандартный входной поток, отдает его дочернему процессу, который выполняет проверку строки на правило: «Строка начинается с большой буквы» и, если проверка пройдена успешно, то записывает строку в файл(имя файла также передается от родительского процесса), а в противном случае строки возвращаются в родительский процесс и выводятся в терминал.

## **Общие сведения о программе**

Программа состоит из одного файла main.cpp. В данном файле используются заголовочные файлы ostream, unistd.h, sstream, signal.h, fcntl.h, sys/mman.h, sys/types.h, sys/stat.h, pthread.h, stdio.h, semaphore.h.

Программа использует следующие системные вызовы:

1. **sem\_open –** для создания нового именнованного семафора.
2. **sem\_unlink** – для удаления именованного семафора.
3. **sem\_destroy** – для уничтожения семафора.
4. **open -** для создания файла и его открытия.
5. **close** – для закрытия файлового дескриптора.
6. **mmap –** для отображения файла в память.
7. **fork** – для создания дочернего процесса.
8. **sem\_wait –** для блокировки семафора.
9. **sem\_post** – для разблокировки семафора.
10. **dup2** – для перенаправления потока вывода.
11. **getpid** - для получения id процесса.
12. **fstat** - для считывания состояния файла.
13. **ftruncate** — обрезает/расширяет файл до заданного размера.
14. **remove** — для удаления файла.
15. **munmap** — для удаления отображения в файл.

**Общий метод и алгоритм решения**

* создать два именованных семофора, проверить, задан ли файл для вывода как аргумент, создать два файла **pipe1.txt** и **pipe2.txt,** отобразить их в память c помощью **mmap** как **pipe\_1** и **pipe\_2**, создать дочерний процесс(с помощью **fork**) и обработать возможные ошибки.
* Из родительского процесса: блокируем семафор **input\_semaphore** и освобождаем **output\_semaphore,** записываем в **pipe\_1** очередную строку для проверки: cчитываем все символы, переданные во входной поток, и передаем их через **pipe\_1** в дочерний увеличив файл с помощью функции **ftruncate**, а затем посимвольно записать в файл строку. Будем продолжать такие действия до того момента, как не будет встречен символ конца ввода EOF.
* Из дочернего процесса: блокируем семафоры **input\_semaphore** и **output\_semaphore,** считываем из **pipe\_1** посимвольно строку **s.** Далее выполняем проверку на наше правило. Если строка не прошла проверку, то мы по **pipe\_2** передаем строку в родительский процесс, если же строка прошла проверку на правило, то полученная строка записывается в выходной файл с помощью функции **write**. Когда символы, переданные из родительского процесса закончатся, дочерний процесс закроет файл с помощью функции **close** и завершится с кодом выхода 0.
* После передачи символов входного потока в дочерний процесс, родительский процесс ожидает его завершения. После выполняется считывание строк, не прошедших правило, из **pipe\_2** и выполняется их вывод в консоль. Затем, родительский процесс закрывает семафоры и отзывает **mmap**, используя системный вызов **munmap,** удаляет и закрывает ненужные файлы.

## **Код программы**

#include <iostream>

#include <unistd.h>

#include <sstream>

#include <signal.h>

#include <fcntl.h>

#include <sys/mman.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <pthread.h>

#include <stdio.h>

#include <semaphore.h>

int main(){

const char\* in\_sem\_name = "input\_semaphor";

const char\* out\_sem\_name = "output\_semaphor";

sem\_unlink(in\_sem\_name);

sem\_unlink(out\_sem\_name);

sem\_t\* input\_semaphore = sem\_open(in\_sem\_name, O\_CREAT, 777, 1);

sem\_t\* output\_semaphore = sem\_open(out\_sem\_name, O\_CREAT, 777, 0);

std::string name\_of\_file;

std::string s;

int pipe1 = open("pipe1.txt", O\_RDWR | O\_CREAT, 0777);

int pipe2 = open("pipe2.txt", O\_RDWR | O\_CREAT, 0777);

if(pipe1 == 0){

std::cout << "Error during creating semaphore1**\n**";

exit(1);

}

if(pipe2 == 0){

std::cout << "Error during creating semaphore2**\n**";

exit(1);

}

if(pipe1 == -1){

std::cout << "Error during creating file1 for file mapping**\n**";

exit(1);

}

if(pipe2 == -1){

std::cout << "Error during creating file2 for file mapping**\n**";

exit(1);

}

char\* pipe\_1 = (char\*)mmap(nullptr, getpagesize(), PROT\_READ | PROT\_WRITE, MAP\_SHARED, pipe1, 0);

char\* pipe\_2 = (char\*)mmap(nullptr, getpagesize(), PROT\_READ | PROT\_WRITE, MAP\_SHARED, pipe2, 0);

if (pipe\_1 == MAP\_FAILED){

std::cout << "Error in creating file1 mapping**\n**";

exit(1);

}

if (pipe\_2 == MAP\_FAILED){

std::cout << "Error in creating file2 mapping**\n**";

exit(1);

}

std::cout << "Print input name of file: ";

std::cin >> name\_of\_file;

int f = open(name\_of\_file.c\_str(), O\_WRONLY | O\_CREAT, 0777);

if(f == -1){

std::cout << "Error during creating file**\n**";

exit(1);

}

int id = fork();

switch(id){

case -1:

std::cout << "Error during creating fork**\n**";

exit(1);

break;

case 0: {

printf("[%d] It's child**\n**", getpid());

sem\_wait(output\_semaphore);

sem\_wait(input\_semaphore);

sem\_post(output\_semaphore);

if(dup2(f, 1) == -1){

return 6;

}

s = "";

struct stat st;

if(fstat(pipe1, &st)){

std::cout << "Error during fstat**\n**";

exit(1);

}

int ind = 0, idx = 0;

int length\_1 = 0, length\_2 = 0;

while(ind <= st.st\_size){

if(pipe\_1[ind] != '**\n**'){

s += pipe\_1[ind++];

} else {

if('A' <= s[0] and s[0] <= 'Z'){

s = s + "**\n**";

length\_1 += s.length() \* sizeof(char);

if(ftruncate(f, length\_1)){

std::cout << "Error during ftruncate**\n**";

exit(1);

}

std::cout << s;

} else {

s = "Error in string " + s;

s = s + "**\n**";

length\_2 += s.length() \* sizeof(char);

if(ftruncate(pipe2, length\_2)){

std::cout << "Error during ftruncate**\n**";

exit(1);

}

for(int i = 0; i < s.length(); i++){

pipe\_2[idx++] = s[i];

}

}

ind++;

s = "";

}

}

sem\_post(input\_semaphore);

break;

}

default: {

printf("[%d] It's parent. Child id: %d**\n**", getpid(), id);

sem\_wait(input\_semaphore);

int idx = 0;

int length = 0;

sem\_post(output\_semaphore);

while(std::cin >> s && s != "EOF"){

s = s + "**\n**";

length += s.length() \* sizeof(char);

if(ftruncate(pipe1, length)){

std::cout << "Error during ftrancate**\n**";

exit(1);

}

for(int i = 0; i < s.length(); i++){

pipe\_1[idx++] = s[i];

}

}

sem\_post(input\_semaphore);

s = "";

int ind = 0;

sem\_wait(output\_semaphore);

sem\_wait(input\_semaphore);

struct stat st;

if(fstat(pipe2, &st)){

std::cout << "Error during fstat**\n**";

exit(1);

}

while(ind <= st.st\_size){

if(pipe\_2[ind] != '**\n**'){

s += pipe\_2[ind++];

} else {

s += "**\n**";

std::cout << s;

++ind;

s = "";

}

}

close(pipe1);

close(pipe2);

close(f);

if (munmap(pipe\_1, getpagesize()) == -1){

std::cout << "Munmap1 error has been dected!" << std::endl;

exit(EXIT\_FAILURE);

}

if (munmap(pipe\_2, getpagesize()) == -1){

std::cout << "Munmap2 error has been dected!" << std::endl;

exit(EXIT\_FAILURE);

}

remove("pipe1.txt");

remove("pipe2.txt");

sem\_destroy(input\_semaphore);

sem\_destroy(output\_semaphore);

return 0;

}

}

}

## **Использование утилиты strace**

execve("./a.out", ["./a.out"], 0x7ffcb3a75800 /\* 48 vars \*/) = 0

brk(NULL) = 0x562d2b23c000

arch\_prctl(0x3001 /\* ARCH\_??? \*/, 0x7ffd67cae5c0) = -1 EINVAL (Недопустимый аргумент)

access("/etc/ld.so.preload", R\_OK) = -1 ENOENT (Нет такого файла или каталога)

openat(AT\_FDCWD, "/etc/ld.so.cache", O\_RDONLY|O\_CLOEXEC) = 3

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=70876, ...}) = 0

mmap(NULL, 70876, PROT\_READ, MAP\_PRIVATE, 3, 0) = 0x7f87b4b0f000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libstdc++.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0`\341\t\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=1956992, ...}) = 0

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7f87b4b0d000

mmap(NULL, 1972224, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f87b492b000

mprotect(0x7f87b49c1000, 1290240, PROT\_NONE) = 0

mmap(0x7f87b49c1000, 987136, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x96000) = 0x7f87b49c1000

mmap(0x7f87b4ab2000, 299008, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x187000) = 0x7f87b4ab2000

mmap(0x7f87b4afc000, 57344, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1d0000) = 0x7f87b4afc000

mmap(0x7f87b4b0a000, 10240, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7f87b4b0a000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libgcc\_s.so.1", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\0\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\3405\0\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=104984, ...}) = 0

mmap(NULL, 107592, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f87b4910000

mmap(0x7f87b4913000, 73728, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x3000) = 0x7f87b4913000

mmap(0x7f87b4925000, 16384, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x15000) = 0x7f87b4925000

mmap(0x7f87b4929000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x18000) = 0x7f87b4929000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libpthread.so.0", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\0\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\220\201\0\0\0\0\0\0"..., 832) = 832

pread64(3, "\4\0\0\0\24\0\0\0\3\0\0\0GNU\0\345Ga\367\265T\320\374\301V)Yf]\223\337"..., 68, 824) = 68

fstat(3, {st\_mode=S\_IFREG|0755, st\_size=157224, ...}) = 0

pread64(3, "\4\0\0\0\24\0\0\0\3\0\0\0GNU\0\345Ga\367\265T\320\374\301V)Yf]\223\337"..., 68, 824) = 68

mmap(NULL, 140408, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f87b48ed000

mmap(0x7f87b48f4000, 69632, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x7000) = 0x7f87b48f4000

mmap(0x7f87b4905000, 20480, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x18000) = 0x7f87b4905000

mmap(0x7f87b490a000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1c000) = 0x7f87b490a000

mmap(0x7f87b490c000, 13432, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7f87b490c000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libc.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\360q\2\0\0\0\0\0"..., 832) = 832

pread64(3, "\6\0\0\0\4\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0"..., 784, 64) = 784

pread64(3, "\4\0\0\0\20\0\0\0\5\0\0\0GNU\0\2\0\0\300\4\0\0\0\3\0\0\0\0\0\0\0", 32, 848) = 32

pread64(3, "\4\0\0\0\24\0\0\0\3\0\0\0GNU\0\t\233\222%\274\260\320\31\331\326\10\204\276X>\263"..., 68, 880) = 68

fstat(3, {st\_mode=S\_IFREG|0755, st\_size=2029224, ...}) = 0

pread64(3, "\6\0\0\0\4\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0"..., 784, 64) = 784

pread64(3, "\4\0\0\0\20\0\0\0\5\0\0\0GNU\0\2\0\0\300\4\0\0\0\3\0\0\0\0\0\0\0", 32, 848) = 32

pread64(3, "\4\0\0\0\24\0\0\0\3\0\0\0GNU\0\t\233\222%\274\260\320\31\331\326\10\204\276X>\263"..., 68, 880) = 68

mmap(NULL, 2036952, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f87b46fb000

mprotect(0x7f87b4720000, 1847296, PROT\_NONE) = 0

mmap(0x7f87b4720000, 1540096, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x25000) = 0x7f87b4720000

mmap(0x7f87b4898000, 303104, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x19d000) = 0x7f87b4898000

mmap(0x7f87b48e3000, 24576, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1e7000) = 0x7f87b48e3000

mmap(0x7f87b48e9000, 13528, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7f87b48e9000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libm.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\300\363\0\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=1369352, ...}) = 0

mmap(NULL, 1368336, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f87b45ac000

mmap(0x7f87b45bb000, 684032, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0xf000) = 0x7f87b45bb000

mmap(0x7f87b4662000, 618496, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0xb6000) = 0x7f87b4662000

mmap(0x7f87b46f9000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x14c000) = 0x7f87b46f9000

close(3) = 0

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7f87b45aa000

mmap(NULL, 12288, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7f87b45a7000

arch\_prctl(ARCH\_SET\_FS, 0x7f87b45a7740) = 0

mprotect(0x7f87b48e3000, 12288, PROT\_READ) = 0

mprotect(0x7f87b46f9000, 4096, PROT\_READ) = 0

mprotect(0x7f87b490a000, 4096, PROT\_READ) = 0

mprotect(0x7f87b4929000, 4096, PROT\_READ) = 0

mprotect(0x7f87b4afc000, 45056, PROT\_READ) = 0

mprotect(0x562d2955b000, 4096, PROT\_READ) = 0

mprotect(0x7f87b4b4e000, 4096, PROT\_READ) = 0

munmap(0x7f87b4b0f000, 70876) = 0

set\_tid\_address(0x7f87b45a7a10) = 11254

set\_robust\_list(0x7f87b45a7a20, 24) = 0

rt\_sigaction(SIGRTMIN, {sa\_handler=0x7f87b48f4bf0, sa\_mask=[], sa\_flags=SA\_RESTORER|SA\_SIGINFO, sa\_restorer=0x7f87b49023c0}, NULL, 8) = 0

rt\_sigaction(SIGRT\_1, {sa\_handler=0x7f87b48f4c90, sa\_mask=[], sa\_flags=SA\_RESTORER|SA\_RESTART|SA\_SIGINFO, sa\_restorer=0x7f87b49023c0}, NULL, 8) = 0

rt\_sigprocmask(SIG\_UNBLOCK, [RTMIN RT\_1], NULL, 8) = 0

prlimit64(0, RLIMIT\_STACK, NULL, {rlim\_cur=8192\*1024, rlim\_max=RLIM64\_INFINITY}) = 0

brk(NULL) = 0x562d2b23c000

brk(0x562d2b25d000) = 0x562d2b25d000

futex(0x7f87b4b0a6bc, FUTEX\_WAKE\_PRIVATE, 2147483647) = 0

futex(0x7f87b4b0a6c8, FUTEX\_WAKE\_PRIVATE, 2147483647) = 0

statfs("/dev/shm/", {f\_type=TMPFS\_MAGIC, f\_bsize=4096, f\_blocks=1006019, f\_bfree=990187, f\_bavail=990187, f\_files=1006019, f\_ffree=1005910, f\_fsid={val=[0, 0]}, f\_namelen=255, f\_frsize=4096, f\_flags=ST\_VALID|ST\_NOSUID|ST\_NODEV}) = 0

futex(0x7f87b490f390, FUTEX\_WAKE\_PRIVATE, 2147483647) = 0

unlink("/dev/shm/sem.input\_semaphor") = 0

unlink("/dev/shm/sem.output\_semaphor") = 0

openat(AT\_FDCWD, "/dev/shm/sem.input\_semaphor", O\_RDWR|O\_NOFOLLOW) = -1 ENOENT (Нет такого файла или каталога)

getpid() = 11254

lstat("/dev/shm/0NMf3a", 0x7ffd67cae1a0) = -1 ENOENT (Нет такого файла или каталога)

openat(AT\_FDCWD, "/dev/shm/0NMf3a", O\_RDWR|O\_CREAT|O\_EXCL, 01411) = 3

write(3, "\1\0\0\0\0\0\0\0\200\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0", 32) = 32

mmap(NULL, 32, PROT\_READ|PROT\_WRITE, MAP\_SHARED, 3, 0) = 0x7f87b4b4d000

link("/dev/shm/0NMf3a", "/dev/shm/sem.input\_semaphor") = 0

fstat(3, {st\_mode=S\_IFREG|S\_ISVTX|0411, st\_size=32, ...}) = 0

unlink("/dev/shm/0NMf3a") = 0

close(3) = 0

openat(AT\_FDCWD, "/dev/shm/sem.output\_semaphor", O\_RDWR|O\_NOFOLLOW) = -1 ENOENT (Нет такого файла или каталога)

getpid() = 11254

lstat("/dev/shm/wYsBrc", 0x7ffd67cae1a0) = -1 ENOENT (Нет такого файла или каталога)

openat(AT\_FDCWD, "/dev/shm/wYsBrc", O\_RDWR|O\_CREAT|O\_EXCL, 01411) = 3

write(3, "\0\0\0\0\0\0\0\0\200\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0\0", 32) = 32

mmap(NULL, 32, PROT\_READ|PROT\_WRITE, MAP\_SHARED, 3, 0) = 0x7f87b4b20000

link("/dev/shm/wYsBrc", "/dev/shm/sem.output\_semaphor") = 0

fstat(3, {st\_mode=S\_IFREG|S\_ISVTX|0411, st\_size=32, ...}) = 0

unlink("/dev/shm/wYsBrc") = 0

close(3) = 0

openat(AT\_FDCWD, "pipe1.txt", O\_RDWR|O\_CREAT, 0777) = 3

openat(AT\_FDCWD, "pipe2.txt", O\_RDWR|O\_CREAT, 0777) = 4

mmap(NULL, 4096, PROT\_READ|PROT\_WRITE, MAP\_SHARED, 3, 0) = 0x7f87b4b1f000

mmap(NULL, 4096, PROT\_READ|PROT\_WRITE, MAP\_SHARED, 4, 0) = 0x7f87b4b1e000

fstat(1, {st\_mode=S\_IFCHR|0620, st\_rdev=makedev(0x88, 0), ...}) = 0

write(1, "Print input name of file: ", 26) = 26

fstat(0, {st\_mode=S\_IFCHR|0620, st\_rdev=makedev(0x88, 0), ...}) = 0

read(0, "test.txt\n", 1024) = 9

openat(AT\_FDCWD, "test.txt", O\_WRONLY|O\_CREAT, 0777) = 5

clone(child\_stack=NULL, flags=CLONE\_CHILD\_CLEARTID|CLONE\_CHILD\_SETTID|SIGCHLD, child\_tidptr=0x7f87b45a7a10) = 11275

getpid() = 11254

write(1, "[11254] It's parent. Child id: 1"..., 37) = 37

futex(0x7f87b4b20000, FUTEX\_WAKE, 1) = 1

read(0, "afsgdf\n", 1024) = 7

ftruncate(3, 7) = 0

read(0, "fgxc\n", 1024) = 5

ftruncate(3, 12) = 0

read(0, "zxcm,\n", 1024) = 6

ftruncate(3, 18) = 0

read(0, "shdh,\n", 1024) = 6

ftruncate(3, 24) = 0

read(0, "rtj\n", 1024) = 4

ftruncate(3, 28) = 0

read(0, "bxvmbcbv\n", 1024) = 9

ftruncate(3, 37) = 0

read(0, "ndshfk\n", 1024) = 7

ftruncate(3, 44) = 0

read(0, "fh.khdjfkg\n", 1024) = 11

ftruncate(3, 55) = 0

read(0, "YA\n", 1024) = 3

ftruncate(3, 58) = 0

read(0, "JKD\n", 1024) = 4

ftruncate(3, 62) = 0

read(0, "ajsd,j\n", 1024) = 7

ftruncate(3, 69) = 0

read(0, "zgfdhkf\n", 1024) = 8

ftruncate(3, 77) = 0

read(0, "AHD\n", 1024) = 4

ftruncate(3, 81) = 0

read(0, "HJH,\n", 1024) = 5

ftruncate(3, 86) = 0

read(0, "ARJDFJ\n", 1024) = 7

ftruncate(3, 93) = 0

read(0, "ahsjdk\n", 1024) = 7

ftruncate(3, 100) = 0

read(0, "AYSTJK\n", 1024) = 7

ftruncate(3, 107) = 0

read(0, "asffas\n", 1024) = 7

ftruncate(3, 114) = 0

read(0, "vxczv\n", 1024) = 6

ftruncate(3, 120) = 0

read(0, "SDFA\n", 1024) = 5

ftruncate(3, 125) = 0

read(0, "vaxc\n", 1024) = 5

ftruncate(3, 130) = 0

read(0, "DFS\n", 1024) = 4

ftruncate(3, 134) = 0

read(0, "FGD\n", 1024) = 4

ftruncate(3, 138) = 0

read(0, "BC\n", 1024) = 3

ftruncate(3, 141) = 0

read(0, "fdf\n", 1024) = 4

ftruncate(3, 145) = 0

read(0, "xbvc\n", 1024) = 5

ftruncate(3, 150) = 0

read(0, "xcn\n", 1024) = 4

ftruncate(3, 154) = 0

read(0, "", 1024) = 0

futex(0x7f87b4b4d000, FUTEX\_WAKE, 1) = 1

futex(0x7f87b4b4d000, FUTEX\_WAIT\_BITSET|FUTEX\_CLOCK\_REALTIME, 0, NULL, FUTEX\_BITSET\_MATCH\_ANY) = 0

--- SIGCHLD {si\_signo=SIGCHLD, si\_code=CLD\_EXITED, si\_pid=11275, si\_uid=1000, si\_status=0, si\_utime=0, si\_stime=0} ---

fstat(4, {st\_mode=S\_IFREG|0775, st\_size=380, ...}) = 0

write(1, "Error in string afsgdf\n", 23) = 23

write(1, "Error in string fgxc\n", 21) = 21

write(1, "Error in string zxcm,\n", 22) = 22

write(1, "Error in string shdh,\n", 22) = 22

write(1, "Error in string rtj\n", 20) = 20

write(1, "Error in string bxvmbcbv\n", 25) = 25

write(1, "Error in string ndshfk\n", 23) = 23

write(1, "Error in string fh.khdjfkg\n", 27) = 27

write(1, "Error in string ajsd,j\n", 23) = 23

write(1, "Error in string zgfdhkf\n", 24) = 24

write(1, "Error in string ahsjdk\n", 23) = 23

write(1, "Error in string asffas\n", 23) = 23

write(1, "Error in string vxczv\n", 22) = 22

write(1, "Error in string vaxc\n", 21) = 21

write(1, "Error in string fdf\n", 20) = 20

write(1, "Error in string xbvc\n", 21) = 21

write(1, "Error in string xcn\n", 20) = 20

close(3) = 0

close(4) = 0

close(5) = 0

munmap(0x7f87b4b1f000, 4096) = 0

munmap(0x7f87b4b1e000, 4096) = 0

unlink("pipe1.txt") = 0

unlink("pipe2.txt") = 0

exit\_group(0) = ?

+++ exited with 0 +++

## **Демонстрация работы программы**

Print input name of file: test.txt

[11275] It's child

[11254] It's parent. Child id: 11275

afsgdf

fgxc

zxcm,

shdh,

rtj

bxvmbcbv

ndshfk

fh.khdjfkg

YA

JKD

ajsd,j

zgfdhkf

AHD

HJH,

ARJDFJ

ahsjdk

AYSTJK

asffas

vxczv

SDFA

vaxc

DFS

FGD

BC

fdf

xbvc

xcn

**Вывод в консоль:**

Error in string afsgdf

Error in string fgxc

Error in string zxcm,

Error in string shdh,

Error in string rtj

Error in string bxvmbcbv

Error in string ndshfk

Error in string fh.khdjfkg

Error in string ajsd,j

Error in string zgfdhkf

Error in string ahsjdk

Error in string asffas

Error in string vxczv

Error in string vaxc

Error in string fdf

Error in string xbvc

Error in string xcn

**Вывод в файл test.txt:**

YA

JKD

AHD

HJH,

ARJDFJ

AYSTJK

SDFA

DFS

FGD

BC

## **Вывод**

При выполнении данной работы я повторил понятие процессов, то, как следует работать с дочерными процессами, как работать с файловыми дескрипторами, а также при реализации мне понадобились семафоры, поэтому я познакомился с ними, узнал принцип их и работы и некоторые тонкости. Так, изначально я создавал семафор с помощью вызова функции sem\_init, передавая неверный аргумент при его инициализации и вследствие этого у меня возникла проблема, когда, казалось бы, все должно работать корректно, но возникала ошибка. Ее причиной оказалось то, что при инициализации я передавал неверный аргумент, запрещая использоваться ему несколькими процессами. Но я благодарен ей, ведь она помогла мне глубже понять устройство моей программы, так как пришлось разобраться во всем, чтобы найти, где мог возникнуть баг. В процессе выполнения данной лабораторной я понял, насколько важным является такой способ работы с файлами, как file mapping, ведь он позволяет не использовать буфер для чтения файла, можно лишь использовать file mapping определенной области, синхронизация памяти с файлом лежит на ОС, есть возможность использовать файл несколькими процессами одновременно, но это и является проблемой. Хотя использование файловых отображений и безопасно, но в таком случае программисту необходимо следить за тем, чтобы обмен данными между процессами осуществлялся корректно, например с помощью семафоров, как было сделано мной, ведь иначе могут возникнуть необратимые ошибки, которые нарушат выполнение всей программы.