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# Project Summary

KenKen is a popular arithmetic and logic puzzle that appears in 150 publications worldwide and is the favorite logic game of members of this project. Like sudoku, a successful solution adheres to a defined set of conditions. This project aims to determine whether a given configuration is a valid KenKen board, to estimate its level of difficulty, and to provide the solution to the board. A valid KenKen board has only 1 possible solution, and this will dictate whether the given configuration is valid or not. An example KenKen board is provided in Figure 1.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQwAAAELCAYAAAAsibgrAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAvoSURBVHhe7d2xbltXEgbgo4WQJpU6VSqoKggM6T2oarFFECivQRYpAhcppNeQsHARbCW9B4UgSCUCUZXKqVI4EMDlJSmbikN7bI7P9b36PoBLipKM7Pjw1zkzvPLObK4ABPxrdQ/wXgIDCBMYQNijHsbOzs7qEfCUbWpt2mEAYQIDCNt4JNm0JeHDqStdEFmndhhAmMAAwgQGECYw6KS//vqr/PHHH4t76tkyMG7K+HBn0Sx5fDss45vVl/DxbsblcFXTQwV95Pfff18ERnNPPdsFxuX35XxaymA0WXRVm9tkNJh/YlrOj3fKyeXyy/gwN+PDZfAen88rCZ+PrY8kw4tZuT07Wn1UytHZ8zJcPb5+ITE+xtHZ7TKALx4qyd/t7++Xvb29xT31bBcYp1fl6nT1+L02HV8e32y9ifjiiy8WgdHcU0960/Nm/EO5XjwalNGP62lyVM5ul8eWd93WdyvA5yUpMC7LyWqHcLxsapTJ7LZ47X9alydv79B2DsfzvVz/mZK0IykwTsvVwy6hOXdPz8txs3h1PT+p06vHu7PF7fZsvpfrP1OSdqQfScrpN6+bnuX6xXzv8UAPA7puq8C4PHnP+y0GX5dnq4d6GGQyJWnHljuMt99v8abpWcrw+dPYHlOfKUk7tru8vXkn4j++uWhYLmZXJTxx7bkPrWvzxq1F8/ifNA3lJ9KnoK7IOvX7MCpQ13zNdOTPP/8sX375pV1Gksg6zW96QgWmJO0QGECYI0kF6prPkSRfZJ0KjArUlS6IrFNHEiBMYNBJriVph8Cgk0xJ2iEwgDBNzwrUNZ8pSb7IOhUYFagrXRBZp44kQJjAoJNMSdohMOgkU5J2CAwgTNOzAnXNZ0qSL7JOBUYF6koXRNapIwkQJjDoJFOSdggMOsmUpB0CAwjT9KxAXfOZkuSLrFOBUYG60gWRdepIAoQJDDrJlKQdAoNOMiVph8AAwjQ9K1DXfKYk+SLrVGBUoK50QWSdOpIAYQKDTjIlaYfAoJNMSdohMIAwTc8K1DWfKUm+yDoVGBWoK10QWaeOJECYwKCTTEnaITDoJFOSdggMIEzTswJ1zWdKki+yTgVGBepKF0TWqSMJECYw6CRTknYIDDrJlKQdAgMI0/SsQF3zmZLki6xTgVGButIFkXXqSAKECQw6yZSkHQKDTjIlaYfAAMI0PStQ13ymJPki61RgVKCudEFknTqSAGGfdIcxnU5Xj7prMBisHn28zLqq6VL2kURdY+vUkaQCdc13d3dX7u/vy+7ubjk4OFg9yzYi69SRBAizw6hAXfOZkuSLrFOBUYG60gWRdepIAoQJDDrJtSTtEBh0kmtJ2iEwgDBNzwrUNZ8pSb7IOhUYFagrXRBZp44kQJjAAMI2HkmAp8uRBNiawADCTEnoJGs1nykJkEpgAGECAwgTGBW4spK+2DIwbsr4cGfRLHl8Oyzjm9WX4MrKz8HlyT+s0/nt5HL1BURsFxiX35fzaSmD0WTRVW1uk1Hzm4un5fx4p7zz7+JmXA6bv7DD8Tx24FOa/2D74Xp+PywXq3U6m13MP5q7/s4a/ABbH0mGF7Nye3a0+qiUo7Pny7+IuesX0ruxv79f9vb2Fve05KtRmcyuyunqwzJ/9OPih9vc9KfyX4kRsl1gnF6Vqzd/A2zQXH7dBIbLsNtyVM6uzub/G7Tp+PLodlKe4o/D9KbnzfiH0mz+5geVMvpRmvC5uizfN+fpxvB5WdskL34QPhyxN9/WdytPyPz//GvNhw+3D3Mxmx9D3nz/YDSbrD7zxt++ZtNtfsbpm1evXs1evny5uCfH+pr5EJPR4NH39nC5fbT1umySFBhrLoZv/px3/W1MRrP5CXJDuPTLb7/9Nru9vV3ck2P7tTqZjQYPf8ZgNur7IgyI1DT9SFJOv3nd9CzXL57kOY8uOCrf/ufh3yKdlp/Wu556GBttFRiXJ+95v8Xg6/Js9fApMyVpWTPCf8/7Lb56ttbE0MPYaMsdxtvvt3jT9Gx6SR/Qme4xU5LPwFvvt1hreg5GRX8+ZrvL25vkPj6fx8bfNW+QeaJdZKr40LV6ebJTvnv4SbamedPh+vuInrJITf0+jAr8Svx81mq+SE3zm568xbUk9IXAAMIcSSpwJMlnreaL1FRg0EnWar5ITR1JgDCBUYHfuEVfCIwKTEnoC4EBhGl6VmBKks9azRepqcCgk6zVfJGaOpIAYQKjAlMS+kJgVGBKQl8IDCBM07MCU5J81mq+SE0FBp1kreaL1NSRBAgTGBWYktAXAqMCUxL6QmAAYZqeFZiS5LNW80VqKjDoJGs1X6SmjiRAmMCowJSEvhAYFZiS0BcCAwjT9KzAlCSftZovUlOBQSdZq/kiNXUkAcIERgWmJPSFwKjAlIS+EBhAmKZnBaYk+azVfJGaCgw6yVrNF6mpIwkQJjAqMCWhLwRGBaYk9IXAAMI0PSswJclnreaL1FRg0EnWar5ITR1JgDCBUYEpCX0hMCowJaEvBAYQpulZgSlJPms1X6SmAoNOslbzRWrqSAKECYwKTEnoC4FRgSkJfSEwgDBNzwpMSfJZq/kiNRUYdJK1mq/1wJhOp6tH3TUYDFaPPg9qumStvm3burYeGCw5kuSzVvNFaqrpWYEpCX0hMIAwR5IKHEnyWav5IjUVGHSStZovUlNHEiBMYFTgWhL6QmBUYEpCXwgMIEzTswJTknzWar5ITQUGnWSt5ovU1JEECNu4wwCeLjsMYGsCAwjT9KzAlIQuiLz+BQawYEoCpBIYFbiWJJ+atkNgVOBaknxq2o60wLgZHy7OQOu3k8vVJ4Fe2L7peTMuh8fnZfE7l4cXZXZ1uniaN0xJ8qlpvsjrf8vAuCnjw+Ny3qTFYFQmt2flaPkJoGMir//tjiSX3y/DYm74/B1hcXmy+I9Z3k7K65NKszv5p+eBz9JWgXHz86+rR4NSXvyth3E4nu8/Vk6vymwyar5q7rp8t2huzHcn/14dZcqwXMyuSl8PMzr6+dS0HVsFxs+/PPxrUdPy69f/W2xjXgfD9Lwcr4fG0Vn532j1LzNd/1DG44fdyaCMJv0Ni4aOfj41bUfSlGRQ/vPt6kAyD4bnw+XDMv2p/Pd1YjSfui0Xi89Ny/n59eK54cVtOdP4gE7YKjCeff2+f8txWn75efVwg19/XkuUntrf3y97e3uLe3KoaTu2CoyjZ1+tHm0KhmH5Zu2s0bxX47vFxmJQhsNl2EzP/13GPc+MZuzXLG7jvzxq2pJmrPqg+fDhFjU/Yiy/ZzCaTZonJqPZPAoWzw1Gi2eWLoav/+zl85PZaLD63jKcXSy/CmjJw+uzuW2ydWA0JqPBo+9tbsP1BFgLi0fhsBYufQ6NV69ezV6+fLm4J4ea5nvzGt38+nd5ewV3d3fl/v6+7O7uloODg9WzbENN80Ve/0lTEuApsMOowHUP+dQ0X+T1LzCABUcSIJXAqMB1D/nUtB0CowLXPeRT03YIDCBM07MCHf18aprPlAQIMyUBUgmMCnT086lpOwRGBTr6+dS0HQIDCNP0rEBHP5+a5jMlAcJMSYBUAqMCHf18atoOgVGBjn4+NW2HwADCND0r0NHPp6b5TEmAMFMSIJXAqEBHP5+atkNgVKCjn09N2yEwgDBNzwp09POpaT5TEiDMlARIJTAq0NHPp6btEBgV6OjnU9N2CAwgTNOzAh39fGqaz5QECDMlAVIJjAp09POpaTsERgU6+vnUtB0CAwjT9KxARz+fmuYzJQHCTEmAVAKjAh39fGraDoFRgY5+PjVth8AAwjQ9K9DRz6em+UxJgDBTEiCVwKhARz+fmrZDYFSgo59PTdshMIAwTc8KdPTzqWk+UxIgzJQESPVJdxjT6XT1qLsGg8Hq0cfL3D6r6VL2kURdY69/R5IK7u7uyv39fdnd3S0HBwerZ9mGmuZzJAFS2WFUoKOfT03zOZIAYY4kQCqBUUGzfXbdQy41bYfAqMB1D/nUtB0CAwjT9KxARz+fmuYzJQHCTEmAVAIDCNt4JAGeLkcSYGsCAwh7dCQBeBc7DCBMYABhAgMIKuX/9Y7UWPv29wcAAAAASUVORK5CYII=)

Figure 1 - 3x3 example of a KenKen configuration (board configuration #2 in run.py)

For concision, a few terms will be defined. N will refer to the length of one side of the board, measured in squares – as all KenKen boards are square-shaped, this can be considered the length or width. A region is a bolded area denoted by a number and operator, or only a number, in the top corner. The region consists of 1 or more squares within the KenKen board, where a square may only hold one number. Lastly, the numbering for rows and columns will begin at 1 in the report.

A KenKen configuration is valid if the following rules are met:

1. Each column contains the natural numbers between 1 and N, inclusive.
2. Each row contains the natural numbers between 1 and N, inclusive.
3. The operator in the top left of each bolded region can be applied to the numbers filled in the squares within in that region to result in the number in the top left of that region. The operator may be applied in any direction (ie. Left to right, or right to left) as long as one of the directions results in the number in the top left of that region.

# Propositions

This is true when the row i has all the required numbers, from 1 to N.

This is true when the column j has all the required numbers, from 1 to N.

This is true when the region x evaluates to n when using the mathematical operator t.

: This is true if the square at row i and column j, or (i, j) contains the number k.

This is true if the square at row i and column j, or (i,j) contains a number from 1 to N.

# Constraints

### Constraint 1

Each square may only contain the numbers 1-N.

For example, is a proposition that can be created for a 3x3 KenKen board and can either be True or False. However, would not be created for a KenKen board within the scope of this project and would never be True.

This can also be shown with:

### Constraint 2

The board’s smallest size is 3x3 and the largest size it can go up to is 4x4.

For example, is a proposition that can be created within the scope of the project. However, would not be created within the scope of this project, as it references a 5th row and column.

### Constraint 3

The board’s solution must not defy any of the game’s rules. These rules are the following:

* 1. Each row must contain all the required numbers, from 1 to N, in any order.

For a 3x3 board:

* 1. Each column must contain all the required numbers, from 1 to N, in any order.

For a 3x3 board:

* 1. Each region’s arithmetic constraints are met using the numbers within the region, the mathematical operator and the assigned result.

For a region in a 3x3 board as shown below:

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |

The region has two valid configurations for its arithmetic constraints to be met with a 3 in the top and a 1 in the bottom, or vice versa. Other regions were omitted for clarity.

# Implementation

## Python Implementation

### Propositions and Constraints

Propositions and constraints were added to the Encoding object within the test\_kenken(N) function. The propositions and constraints that were used, along with their implementation in the code, can be found in Table 1.

Table 1 - Python implementation of corresponding model propositions and constraints.

|  |  |
| --- | --- |
| Propositions/Constraints | Python Implementation |
| This is true when the row i has all the required numbers, from 1 to N.  This is true when the column j has all the required numbers, from 1 to N. | These propositions were implemented by iterating over all ri nnf variables and adding a constraint. The constraint created three disjuncts of conjuncts, representing whether each number from 1 to N existed in the row. For example, if the value 1 existed in a row of 3 squares, the three possible placements for the 1 were ORed. To get each possible placement, the square’s values that were not 1 were negated and ANDed together with the square’s variable indicating that it is 1. The constraint added to the encoding object was that ri could only be true if and only if every single disjunction of conjuncts were true (indicating that each value existed in one and only one square in the row). Column propositions were implemented similarly. |
| This is true when the region x evaluates to n when using the mathematical operator t. | Each region in the board was stored in an object of class *Region*. This class contained instance variables: *members, rslt,* and *operator*. *Members* contained a list of the squares within that region. *Operator* and *rslt* variables stored the operation corresponding to that region, as well as the region’s desired arithmetic result, respectively. |
| : This is true if the square at row i and column j, or (i, j) contains the number k. | Each square in the board was stored in an object of class *Square*. These objects had instance variables: *is\_valid* and *value*. *Value* was a list of nnf variables, of length N. The values were represented with one-hot encoding: the 0th element in the list represented the leftmost bit and the list was a sequence of bits. Each bit was represented by an nnf variable. |
| This is true if the square at row i and column j, or (i,j) contains a number from 1 to N. | These propositions were implemented by iterating over all squares in the board and adding a constraint for its vi,j nnf variable, *is\_valid* contained in *Square*. The constraint ensured that the square’s value was any number from 1 to N by ORing their one-hot encodings, also known as their values. |

### Functions

To implement the model in python, two classes were defined: one class to represent squares on the board and another to represent regions. These classes were discussed above. Several helper functions were also defined, including: a function to display the board configuration, a function to display the solution to the board, an “If and only if” function, etc. The largest and most notable function is the test\_kenken(N) method. It is called by the main function and takes in the size of the board as an input. These functions are outlined in Table 2.

Table 2 - Functions used in Python Implementation

|  |  |  |  |
| --- | --- | --- | --- |
| Function | Input(s) | Output(s) | Purpose |
| getSquareVal() | Atom | Integer | Helper function used to retrieve the value of the number represented from the nnf Var passed in as a parameter. |
| Iff() | left, right | True/False | Helper function to evaluate “if and only if” logical expressions |
| getTrueAtoms() | A solved encoding object “solution” | A sorted list of only the true atoms of the solution “true\_in\_sol” | Helper function to return list of only the atoms labeled "True" and in alphabetical order (useful for examining proposed solution for board) |
| displayBoard() | A solved encoding object “solution” and the boards dimension “N” | Prints the solution to the board | Helper function to visually display the solution for the board |
| printConfig() | A list of Region objects | Prints the initial board configuration | Helper function to visually display the initial configuration for the board |
| test\_kenken() | Size of the board “N” | Creates the encoding object and adds constraints to it. | Function to create and verify constraints for the board and add them to the encoding object to be solved. |

### Arithmetic

There were arithmetic operations that needed to be verified within the constraints of the project. This was required to ensure that the numbers of a certain region could assert the result using the given operator. To accomplish this, all possible arrangements of the respective operator’s application were verified using the built-in python “eval” function. Next, valid arrangements were made into constraints and exclusively ORed before being added to the encoding object to ensure that only one constraint could be added. This was done for addition, subtraction, multiplication, and division and can be found on lines 288-361 in run.py.

## JAPE Proofs

1. R1→(P1,1,1∨P1,2,1∨P1,3,1)∧(P1,1,2∨P1,2,2∨P1,3,2)∧(P1,1,3∨P1,2,3∨P1,3,3) ⊢ R1→¬(¬P1,1,1∧¬P1,2,1∧¬P1,3,1)
   * R1 being satisfied implies that at least one value in the first row is equal to 1, at least one value is equal to 2, and at least one value is equal to 3. This means that all the values in the first row cannot simultaneously not equal 1 if R1 is satisfied.
2. R1→(P1,1,1∨P1,2,1∨P1,3,1)∧(P1,1,2∨P1,2,2∨P1,3,2)∧(P1,1,3∨P1,2,3∨P1,3,3), P1,1,1→(¬P1,1,2∧¬P1,1,3), P1,2,2→(¬P1,2,1∧¬P1,2,3), P1,1,1∧P1,2,2 ⊢ R1→P1,3,3
   * R1 being satisfied implies that at least one value in the first row is equal to 1, at least one value is equal to 2, and at least one value is equal to 3. If the value in the first row and first column is equal to 1, then that square cannot hold the values 2 or 3. If the value in the first row and second column is equal to 2, then that square cannot hold the values 1 or 3. Supposing both of those squares hold the assumed values, then the remaining square in the first row must hold the value 3.
3. (¬P1,2,1∧¬P1,3,1)→P1,1,1, P1,2,2→(¬P1,2,1∧¬P1,2,3), P1,3,3→(¬P1,3,1∧¬P1,3,2) ⊢ (P1,2,2∧P1,3,3)→P1,1,1
   * If the value in the first row and second/third columns are not equal to 1, then 1 must be put in the remaining square in the row. Comparatively, if the value in the first row and second column is equal to 2, then 2 cannot be in the first/third columns. If the value in the third column of the first row is 3, then 1 or 2 cannot be the value in the third column. This means that if, of the first row, 2 is the value in the second column and 3 is the value in the third column, then 1 must be the value in the first column.

# Model Exploration

Explorations, interpretations, and analyses were required for both the submitted version of the model as well as during intermediate versions to understand and better communicate its available insight. The output from the model was extended to answer the original guiding questions for the project, to explore and test constraints, and to determine the computational limitations of the model.

As mentioned in the Project Summary section, the goal of the project was to model a solution of a KenKen board given its configuration, to determine if it is a valid board configuration with only one solution, and to approximate its difficulty to solve. The output of the model, given the constraints and variable initializations, is provided in a dictionary. The first way the model was explored was to extract this information and present it in a clear manner which satisfies the original goals of the project. Ideally, this would be a visual representation of the solved board, and a message to the user displaying its difficulty and whether there is only one solution or not. To achieve this, the helper function *getTrueAtoms(sol)* was created and called to take the solution and output the names of the atoms which evaluate to true in alphabetical order. Then, the function *displayBoard(solution, dim)* used this sorted solution along with the *getSquareVal(atom)* helper function to extract the numbered values for each of the squares and display them in a formatted manner. For example, if the model returned that the atom, a0\_1, was true, then *getTrueAtoms(sol)* would collect and organize it with the other atoms in alphabetical order, *getSquareVal(atom)* would strip “a0\_” to just leave the value “1”, and *displayBoard(solution, dim)* organized and visually printed this information in a replica board. A screenshot of a solved board can be found below in Figure 2. To output the difficulty, the time taken to for the SAT solver to solve the solutions was recorded and the puzzle was classified as easy, medium, hard, or very hard depending on its time taken. Finally, the number of solutions determined by *count\_solutions()* was used to communicate to the user whether it was a valid configuration with one solution or not. An example of this output can be seen in Figure 3.
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Figure 2 - Example board solution output for board configuration #2 (Figure 1).
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Figure 3 - Example of report for the user for board configuration #2 (Figure 1).

While extensions on the final model were necessary to present and interpret conclusions, the model during development was also examined to gain insights on the comprehensiveness of the constraints. Testing the row, column, and arithmetic constraints separately helped eliminate errors and produce better quality code once they were implemented together. An example of an error fixed through this process was that the model outputted zero valid solutions at one point while there was known to be at least one. To test the cause of this, the constraints were separated into three groups: the column constraints, the row constraints, and the arithmetic constraints. First, the arithmetic constraints were commented out. The expected result for a 3x3 board after these constraints were removed was that there would be 12 solutions, with no repeat numbers in any row or column. This number was originally determined by hand-counting the permutations. The output of the model still provided zero solutions, so the error was isolated to be in either the row or column constraints. Next, when the column constraints were commented out, the output jumped to 216 solutions (63) which was expected based on the calculated number of possible permutations. This indicated that there was a semantic error in the lines of code that generate the column constraints, and it was able to be found and fixed. A process like this was used multiple times during the development to ensure reliable output and execution of the model’s solver.

In the first version of the project, the Python model supported solving a 5x5 KenKen board. Unfortunately, the project’s goals had to be modified to limit configurations to 3x3 and 4x4 as execution time required to solve a 5x5 configuration was too large, and solutions were never found. This introduces the third area of exploration of the model: to determine the computational limitations of the system and improve optimization. The first area of optimization was to isolate redundant variables and constraints to speed up solving operation. To eliminate redundant generated atoms, the variables in question were added as a constraint and the number of solutions were recorded. Then, the negation of the variable was added as a constraint instead to see if the number of solutions were affected. If they were not affected over a range of tests, then the atom was redundant and removed. This elimination occurred for atoms generated by the Region class to determine if the region was satisfied or not. Since the constraints for the regions were already covered in the constraint section for the arithmetic, they could be removed. After this process was repeated for any questionable variables, configurations causing longer time to solve were inspected. By testing various initial configurations of boards, it was found that boards with multiple regions of size greater than 3 took significantly longer to solve (Figure 4 vs Figure 5). This is due to the structure of the arithmetic constraints, which requires calculations for all the permutations of the values in the regions rather than just the combinations. The exponential increase in generated statements and constraints caused increased computational time required in the model’s solving step. It was assumed that the difficulty ranking would also be influenced by regions containing more squares, so the increased time taken to solve these configurations was accounted for and contributed to developing the time thresholds which as a result determines the difficulty class.
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Figure 4 - Example of board configuration with multiple regions of 4+ squares which takes longer to solve.
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Figure 5 - Example of board configuration with regions of 2 squares which takes much less time to solve.

# First-Order Extension

The model using predicate logic could be extended to incorporate first-order logic and assist in the verification of KenKen boards. The use of universal quantifiers would allow us to create logical statements with rows and columns represented as predicates. Predicates would enable us to map points on the board (i,j) to the integer in that square.

## Propositions

One(i,j): True if the integer at (i, j) is 1. A predicate like this will be created for each number from 1 – N.

R(i): True if the row i contains all integers from 1 – N.

C(j): True if the column j contains all integers from 1 – N.

O(x, n, t): True if region x evaluates to n when using the mathematical operator t.

A(x, n, t): True if operator t is addition, and the sum of all numbers in region x results in n. Predicates M, S and D would each be defined the same but for respective operators multiplication, subtraction and division.

## Constraints

### Constraint 1

Each square may only contain the numbers 1-N.

### Constraint 2

The board’s smallest size is 3x3 and the largest size it can go up to is 4x4. This constraint is restricted by the domain for i and j.

### Constraint 3

The board’s solution must not defy any of the game’s rules.

1. Each row must contain all the required numbers, from 1 to N, in any order.

For a 3x3 board:

1. Each column must contain all the required numbers, from 1 to N, in any order.

For a 3x3 board:

1. Each region’s arithmetic constraints are met using the numbers within the region, the mathematical operator and the assigned result.

∀ *x O(x, n, t)* → *A(x, n, t)* ∨ *S(x, n, t)* ∨ *M(x, n, t)* ∨*D(x, n, t)*