**Own Module**

* Modules are the collection of JavaScript codes in a separate logical file that can be used in external applications on the basis of their related functionality.
* Modules are popular as they are easy to use and reusable.
* To create a module in Node.js, you will need the exports keyword.
* This keyword tells Node.js that the function can be used outside the module.

***Method 1***

**In test.js file:**

const add=(a,b)=> { return(a+b); }

**module.exports**=add;

**In another file test1.js where you want to use that module:**

var **a1**=require("./test.js");

console.log(**a1(10,15)**);

to run -> **node test1.js**

***Method 2***

**In test.js file:**

const **sub**=(a,b)=> { return(a-b); }

const **mul**=(a,b)=> { return(a\*b); }

**module.exports.s**=**sub**;

**module.exports.m**=**mul**;

**In another file test1.js:**

var **a1**=require("./test.js");

console.log(**a1**.**s**(10,5));

console.log(**a1**.**m**(10,15));

to run -> **node test1.js**

***Method 3***

**In test.js file:**

const **sub**=(a,b)=> { return(a-b); }

const **mul**=(a,b)=>{ return(a\*b); }

**module.exports**.**s**=**sub**;

**module.exports**.**m**=**mul**;

**In another file test1.js:**

var **{s,m}**=require("./test.js");

console.log(**s**(10,7));

console.log(**m**(10,12));

to run -> **node test1.js**

***Method 4***

**In test.js file:**

const **sub**=(a,b)=> { return(a-b); }

const **mul**=(a,b)=> { return(a\*b); }

const **name**="Hello"

**module.exports**=**{sub,mul,name}**;

**In another file:**

var **{sub,mul,name}**=require("./test.js");

console.log(**sub**(100,20));

console.log(**mul**(10,2));

console.log(**name**)

to run -> **node test1.js**

**Write a node.js script to create calculator using external module having a function add(), sub(), mul(), div(). This function returns result of calculation. Write all necessary .js files.**

**1.js**

exports.add = function (x, y) {

    return x + y;

};

exports.sub = function (x, y) {

    return x - y;

};

exports.mult = function (x, y) {

    return x \* y;

};

exports.div = function (x, y) {

    return x / y;

};

**2.js**

const calculator = require(‘./1.js’);

let x = 50, y = 20;

console.log("Addition of 50 and 20 is "

+ calculator.add(x, y));

console.log("Subtraction of 50 and 20 is "

+ calculator.sub(x, y));

console.log("Multiplication of 50 and 20 is "

+ calculator.mult(x, y));

console.log("Division of 50 and 20 is "

+ calculator.div(x, y));

**Output:**

**Addition of 50 and 20 is 70**

**Subtraction of 50 and 20 is 30**

**Multiplication of 50 and 20 is 1000**

**Division of 50 and 20 is 2.5**

**Write all necessary .js files to create module having a function to check numbers from 2 to 50 are prime number or not.**

**1.js**

const PrimeNo = (num) =>

{

    let temp = 0

    for(let i=2;i<num;i++)

    {

        if(num%i==0)

        {

            temp++;

        }

    }

    if(temp==0) { return true; }

    else{ return false; }

}

module.exports=PrimeNo;

**2.js**

var PrimeNumber = require("./1.js")

for(i=2;i<=50;i++)

{

let x=PrimeNumber(i);

if(x==true)

{

    console.log(i+" Prime Number");

}

else{

    console.log(i+" Not a Prime Number")

}

}

**Output:**

2 Prime Number

3 Prime Number

4 Not a Prime Number

5 Prime Number ………. upto 50

**Write a nodejs script to create own module to calculate reverse of a given number.**

**That module should be used to check given number of which square of reverse and reverse of square is same.**

**For Example,**

**12 (122 =144)**

**21 (212=441)**

**144 = reverse(441)**

c1.js

function reversenum(num)

{

let rev=0;

while(num>0)

{

rev=rev\*10+(num%10);

**//num=12 (0\*10+12%10) rev=2**

**//num=1 (2\*10+1%10) rev=21**

**//num=441 (0\*10+441%10) rev=1**

**//num=44 (1\*10+44%10) rev=14**

**//num=4 (14\*10+144%10) rev=144**

num=parseInt(num/10);

**//num 1,num=0,num=44,num==4,num=0**

}

return rev;

}

function square(num){ return num\*num; }

function checknum(num)

{

a=square(num) **//a=144**

b=square(reversenum(num)) **//b=441**

if(a==reversenum(b)) { console.log("Equal") }

else{ console.log("Not equal") }

}

module.exports.checknum = checknum

c2.js

var c1=require("./c1.js");

c1.checknum(12);

**Chalk module**

 In Node.js is the third-party module that is used for styling the format of text.

**Advantages of Chalk Module:**

1. It helps to customize the color of the output of the command-line output
2. It helps to improve the quality of the output by providing several color options like for warning message red color and many more

Steps to install chalk

**- Create one folder   
- Set proxy if required:** npm config set proxy http://192.168.10.252:808

**- To install chalk: npm install chalk** **or** **npm i chalk**

- After installating a module, package-lock.json and package.json will be created.

- Add ["type": "module"] in **package.json** file as shown below

**In package.json file:**

{

**"type": "module",**

"dependencies": {

**"chalk": "^5.2.0"**

}

}

**Note:** If chalk installed successfully and package.json and package-lock.json files are not created, then try **npm init** command inside created folder. And then try to install chalk inside folder.

**Example:**

**import ch from "chalk";**

const log=console.log;

log("LJU");

log("hello"+**ch**.**bgCyan**(" LJU ")+" GM ")

log(**ch**.**blue**.**underline**.**bgYellow**("hello")+**ch**.**red**.**bold**.**underline**.**bgWhite**("Yahoo"));

**Output:**

![](data:image/jpeg;base64,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)

**Validator module**

The Validator module is popular for validation. Validation is necessary to check whether the data is in format or not, so this module is easy to use and validates data quickly and easily.

Simple functions for validation like isEmail(), isEmpty(), isLowercase() etc.

**To install validator:** npm install validator

**Example1 : Check whether given email is valid or not**

**import validator from "validator"**

let email = 'test@gmail.com'

console.log(**validator**.**isEmail**(email)) **// true**

email = 'test@'

console.log(**validator**.**isEmail**(email)) **// false**

**Example2 : Check whether string is in lowercase or not**

**import validator from "validator"**

let name = 'hellolju'

console.log(**validator**.**isLowercase**(name)) **// true**

name = 'HELLOLJU'

console.log(**validator**.**isLowercase**(name)) **// false**

**Example3: Check whether string is empty or not**

**import validator from "validator"**

let name = ''

console.log(**validator**.**isEmpty**(name)) **// true**

name = 'helloLJU'

console.log(**validator**.**isEmpty**(name)) **// false**

**Wrapper function**

* NodeJS does not run our code directly, it wraps the entire code inside a function before execution.
* This function is termed as Module Wrapper Function. Before a module’s code is executed, NodeJS wraps it with a function wrapper that has the following structure:

(function (exports, require, module, \_\_filename, \_\_dirname) {

//module code

});

* The five parameters — exports, require, module, \_\_filename, \_\_dirname are available inside each module in Node.
* Though these parameters are global to the code within a module yet they are local to the module (because of the function wrapper as explained above). These parameters provide valuable information related to a module.
* The variables like **\_\_filename** and **\_\_dirname**, that tells us the module’s absolute filename and its directory path.

**Example:**

(

function()

{

console.log(\_\_filename);

console.log(\_\_dirname);

}

)();

**Output:**

D:\Trynode\ex1.js //returnd path of current file

D:\Trynode //returned path till current file (folder)