**Node JS**

* Latest version of NODE JS is 21.7.2.
* Download node js from <https://nodejs.org/en> and install it. To check downloaded version type **node -v** in console.
* The Node.js installer includes the NPM(Node Package Manager). For version check **npm –v**.
* **NPM is the package manager** for the Node JS platform. It puts modules in place so that node can find them, and manages dependency conflicts intelligently.
* Node.js is an open source server environment.
* Node.js allows you to run JavaScript on the server.

**REPL**

**REPL stands for**

* **R Read**
* **E Eval**
* **P Print**
* **L Loop**
* It represents a computer environment like a Windows console or Unix/Linux shell where a command is entered and the system responds with an output in an interactive mode.
* The REPL feature of Node is very useful in experimenting with Node.js codes and to debug JavaScript codes.

**It performs the following tasks −**

* **Read** − Reads user's input, parses the input into JavaScript data-structure, and stores in memory.
* **Eval** − Takes and evaluates the data structure.
* **Print** − Prints the result.
* **Loop** − Loops the above command until the user presses **ctrl-c** twice.

### **Starting REPL**

REPL can be started by simply running **node** on shell/console without any arguments as follows.

$ node

You will see the REPL Command prompt > where you can type any Node.js command −

$ node

>

### **Simple Expression**

Let's try a simple mathematics at the Node.js REPL command prompt −

$ node

> 1 + 3

4

> 1 + ( 2 \* 3 ) - 4

3

>

### **Use Variables**

You can make use variables to store values and print later like any conventional script. If **var** keyword is not used, then the value is stored in the variable and printed. Whereas if **var** keyword is used, then the value is stored but not printed. You can print variables using **console.log()**.

$ node

> x = 10

10

> var y = 10

undefined

> x + y

20

> console.log("Hello World")

Hello World

undefined

### **Multiline Expression**

Node REPL supports multiline expression similar to JavaScript. Let's check the following do-while loop in action −

$ node

> var x = 0

undefined

> do {

... x++;

... console.log("x: " + x);

... }

while ( x < 5 );

x: 1

x: 2

x: 3

x: 4

x: 5

undefined

>

**...** comes automatically when you press Enter after the opening bracket. Node automatically checks the continuity of expressions.

### **Underscore Variable**

You can use underscore **(\_)** to get the last result −

$ node

> var x = 10

undefined

> var y = 20

undefined

> x + y

30

> var sum = \_

undefined

> console.log(sum)

30

undefined

>

>.editor // type .editor to enter in editor mode (Block wise execution only)

// Entering editor mode (Ctrl+D to generate output, Ctrl+C to cancel)

const fun=(a,b)=>

{console.log(“Hello”);

return a+b;

}

console.log(”Addition is =”,fun(10,20));

**//Output:**

Hello

Addition is = 30

Undefined

var t=55;

undefined

do{

... t++

... console.log(t);

... } while(t<=60)

56

57

58

59

60

61

undefined

## REPL Commands

* **ctrl + c** − terminate the current command.
* **ctrl + c twice** − terminate the Node REPL.
* **ctrl + d** − terminate the Node REPL.
* **Up/Down Keys** − see command history and modify previous commands.
* **tab Keys** − list of current commands.
* **.editor** – enable editor mode to perform tasks
* **.help** − list of all commands.
* **.break** − exit from multiline expression.
* **.clear** − exit from multiline expression.
* **.save *filename*** − save the current Node REPL session to a file. (.save j1.js)
* **.load *filename*** − load file content in current Node REPL session. (.load j1.js)

**To remove undefined error**

**“repl.repl.ignoreUndefined = true”**

**ignoreUndefined - if set to true, then the repl will not output the return value of command if it's undefined. Defaults to false.**

**Node.js uses asynchronous programming!**

A common task for a web server can be to open a file on the server and return the content to the client.

Here is how PHP or ASP handles a file request:

1. Sends the task to the computer's file system.
2. Waits while the file system opens and reads the file.
3. Returns the content to the client.
4. Ready to handle the next request.

Here is how Node.js handles a file request:

1. Sends the task to the computer's file system.
2. Ready to handle the next request.
3. When the file system has opened and read the file, the server returns the content to the client.

Node.js eliminates the waiting, and simply continues with the next request.

**File System (fs) Module**

* The ‘fs’ module of Node.js implements the File I/O operation.
* To include the File System module, use the require() method

The syntax for including the fs module in your application:

**var fs=require("fs");**

* Methods in the fs module can be synchronous as well as asynchronous.
* The **Asynchronous** function has a callback function as the last parameter which indicates the completion of the asynchronous function.
* Node.js developers prefer asynchronous methods over synchronous methods as asynchronous methods never block a program during its execution, whereas the latter does. We will discuss it later.

**mkdirSync()**

The **fs.mkdirSync()** method is used to create a directory Synchronously.

Syntax:

fs.**mkdirSync**( path, options )

**Parameters:** This method accept two parameters as mentioned above and described below:

* **path**: The path at which directory is to be created. It can be string, buffer, etc.
* **options**: It is an optional parameter which determines how to create directory like recursively, etc.

**renameSync()**

The **fs.renameSync()** method is used to synchronously rename a file at the given old path to the given new path. It will overwrite the destination file if it already exists.

Syntax:

fs.**renameSync**( oldPath, newPath )

**Property Values:**

* **oldPath**: It holds the path of the file that has to be renamed. It can be a string, buffer or URL.
* **newPath**: It holds the new path that the file has to be renamed to. It can be a string, buffer or URL.

**writeFileSync()**

The fs.**writeFileSync**() is a synchronous method.

The fs.**writeFileSync**() creates a new file if the specified file does not exist.

Syntax:

fs.**writeFileSync**( file, data, options )

**readFileSync()**

* The fs.**readFileSync**() method is an inbuilt application programming interface of the fs module which is used to read the file and return its content.
* In the fs.readFileSync() method, we can synchronously read files, i.e. we are telling node.js to block other parallel processes and do the current file reading process.

Syntax:

fs.**readFileSync**( path, options )

**Parameters**:

* **path**: It takes the relative path of the text file. The path can be of URL type. The file can also be a file descriptor. If both the files are in the same folder just give the filename in quotes.
* **options**: It is an optional parameter that contains the encoding and flag, the encoding contains data specification. Its default value is null which returns the raw buffer and the flag contains an indication of operations in the file. Its default value is ‘r’.

**appendFileSync()**

* The fs.**appendFileSync**() method is used to synchronously append the given data to a file.
* A new file is created if it does not exist. The optional options parameter can be used to modify the behavior of the operation.

Syntax:

fs.appendFileSync( path, data, [options])

**Parameters**:

This method accepts three parameters as mentioned above and described below:

* **path**: It is a String, Buffer, URL or number that denotes the source filename or file descriptor that will be appended.
* **data**: It is a String or Buffer that denotes the data that has to be appended.
* **options**: It is an string or an object that can be used to specify optional parameters that will affect the output. It has three optional

**unlinkSync()**

* The fs.unlinkSync() method is used to synchronously remove a file or symbolic link from the filesystem.
* This function does not work on directories, therefore it is recommended to use fs.rmdir() to remove a directory.

Syntax:

fs.unlinkSync( path )

**Parameters**:

This method accepts one parameter as mentioned above and described below:

* **path**: It is a string, Buffer or URL which represents the file or symbolic link which has to be removed.

We expect that the **fs.readFile()/fs.readFileSync()** would get the data in text format, i.e., string data type but it returns a buffer object.

In Node.js, the **Buffer.toString()** method is used to decode or convert a buffer to a string, according to the specified character encoding type. Converting a buffer to a string is known as encoding, and converting a string to a buffer is known as decoding.

**UTF-8 is the World Wide Web’s most common character encoding.**

fs.**readFileSync**("node/write.txt",”**utf-8**”);

**or**

data= fs.**readFileSync**("node/write.txt");

console.log(**data.toString()**);

If no encoding is specified, then the raw buffer is returned.

**Write node Example with File system methods. (CRUD Operation)**

1. **To create folder**
2. **Create one file inside that folder**
3. **Append some data to that file.**
4. **Read data from the file**
5. **Rename that file**
6. **Delete File**

var ps=require("fs");

ps.**mkdirSync**("node");

ps.**writeFileSync**("node/write.txt","Hello");

ps.**appendFileSync**("node/write.txt","Hi");

data=ps.**readFileSync**("node/write.txt");

console.log(data);

console.log(data.toString()); **//Or add “utf-8”**

//data=ps.**readFileSync**("node/write.txt",”**utf-8**”);

ps.**renameSync**("node/write.txt"," node/readwrite.txt")

ps.**unlinkSync**("node/readwrite.txt");

**Read data from file and sort that data in ascending order using .sort() .**

**//string format**

var ps=require("fs");

ps.writeFileSync("s1.txt","50 -1 99 100 20 0 56 78 59");

data=ps.readFileSync("S1.txt","utf-8");

data=data.split(" ");

**d = data.sort((a,b)=>a-b);**

console.log(d);

**Output:**

[

'-1', '0', '20',

'50', '56', '59',

'78', '99', '100'

]

**//integer format**

var ps=require("fs");

ps.writeFileSync("s1.txt","10 50 -1 99 100 140 20 0 56 78 59");

data=ps.readFileSync("S1.txt","utf-8");

data=data.split(" ");

**d=data.sort((a,b)=>a-b);**

let p=[];

for(i=0;i<d.length;i++){

**p[i]=parseInt(d[i]);**

}

console.log(p)

**Output:**

[

-1, 0, 10, 20, 50,

56, 59, 78, 99, 100,

140

]

**Write a node.js script to copy contents of one file to another file. Data should be fetched from Source.txt and insert to destination.txt.**

var ps=require("fs");

ps.writeFileSync("source.txt","ABC");

**data=ps.readFileSync("Source.txt","utf-8");**

**ps.writeFileSync("destination.txt",data);**

data1=ps.readFileSync("destination.txt","utf-8");

console.log(data1);

**Output:**

ABC

## Asynchronous Programming Using Callbacks

* Asynchronous programming is an approach to running multiple processes at a time without blocking the other part(s) of the code.
* There are some cases that code runs (or must run) after something else happens and also not sequentially. This is called asynchronous programming.
* Callbacks make sure that a function is not going to run before a task is completed but will run right after the task has completed. It helps us develop asynchronous JavaScript code and keeps us safe from problems and errors.
* In JavaScript, the way to create a callback function is to pass it as a parameter to another function, and then to call it back right after something has happened or some task is completed.

**How to create a Callback?**

To understand what I’ve explained above, let me start with a simple example. We want to log a message to the console but it should be there after 3 seconds.

const message = function() {

console.log("This message is shown after 3 seconds");

}

setTimeout(message, 3000);

* There is a built-in method in JavaScript called “setTimeout”, which calls a function or evaluates an expression after a given period of time (in milliseconds).
* So here, the “message” function is being called after 3 seconds have passed. (1 second = 1000 milliseconds)
* In other words, the message function is being called after something happened (after 3 seconds passed for this example), but not before. So the message function is an example of a callback function.

**JavaScript setInterval() Method:** The setInterval() method repeats a given function at every given time interval.

**JavaScript setTimeout() Method:** This method executes a function, after waiting a specified number of milliseconds.

**What is an Anonymous Function?**

Alternatively, we can define a function directly inside another function, instead of calling it. It will look like this:

setTimeout(function() {

console.log("This message is shown after 3 seconds");

}, 3000);

As we can see, the callback function here has no name and a function definition without a name in JavaScript is called as an “anonymous function”. This does exactly the same task as the example above.

**Callback as an Arrow Function**

If you prefer, you can also write the same callback function as an ES6 arrow function, which is a newer type of function in JavaScript:

setTimeout(() => {

console.log("This message is shown after 3 seconds");

}, 3000);

**Callback examples**

**Display content on browser after 5 seconds**

<html>

<head>

</head>

<body>

<p id="id"></p>

<script>

**setTimeout(myfun,5000);**

**function myfun()**

**{**

**document.getElementById("id").innerHTML="LJU";**

**}**

</script>

</body>

</html>

**Display addition of two numbers on browser using callback function**

<html>

<body>

<p id="demo"></p>

<script>

function **mydisplay(sum)**

{

document.getElementById("demo").innerHTML="<b>"+ **sum** +"</b>";

}

function **mycals**(**num1,num2**,**mycallback**)

{

sum=num1+num2;

**mycallback(sum)**;

}

**mycals**(**13,15**,**mydisplay**);

</script>

</body>

</html>

**Initialize two variables and increment both the variables and display the addition of both the variables at interval of 1 second.**

<html>

<body>

<p id="p1"></p>

<script>

function **add(a,b)**

{

obj=document.getElementById("p1");

obj.innerHTML=(a+b);

}

a=2;

b=5;

**setInterval**(

function()

{

**add(++a,++b);**

},**1000**);

</script>

</body>

</html>

**Write code to increase the font size at interval of 1000 ms and it should stop increasing when the font size reaches to 50px. This task should be performed when you click on “Increase” button on browser. (Default font size = 15px)**

<html>

    <body>

        <p id="p1"> Hello</p>

        <button onclick="**fun1()**">Increase</button>

        <script>

        font=15;

        function **fun(font)**

        {

           document.getElementById(“p1”).style.fontSize=font+”px”;

        }

        function **fun1()**

        {

**setInterval(**

                function()

                {

                    if(font<=50)

                    {

**fun(font++);**

                    }

                },**1000**);

        }

    </script>

    </body>

</html>

**// Without using button**

<html>

    <body>

        <p id="demo" style="color:blue"></p>

        <script>

            size = 15;

            function add() {

                demo.innerHTML = "hello";

                demo.style.color ="red";

                demo.style.fontSize = size;

                if (size <= 50) {

                    size++;

                }

            }

            setInterval(add, 1000);

        </script>

    </body>

</html>

**Write code to perform the tasks as asked below.**

* **Add three buttons.**
* **Increase button to increase the fonts. It should stop increasing the fonts when the font size reaches to 200px or stop button is clicked.**
* **Decrease button to decrease the fonts. It should stop decreasing the fonts when the font size reaches to 20px or stop button is clicked.**
* **Stop button to stop increasing or decreasing the fonts.**
* **Increasing/decreasing interval is of 100 ms.**
* **(Default font size = 50px)**

<html>

<body>

<p id="p1" style="font-size: 50px;"> Hello</p>

<button onclick="**inc**()">Increase</button>

<button onclick="**dec**()">Decrease</button>

<button onclick="**stop**()">stop</button>

<script>

font=50;

function **fun(font)**

{

document.getElementById('p1').style.fontSize=font+'px';

}

function **inc**()

{

test = **setInterval**(()=>{

if(font<100){ **fun(++font);**

}

},100);

}

function **dec**()

{

test =**setInterval**(()=>{

if(font>15){ **fun(--font)**;}

},100);

}

function **stop**() { **clearInterval**(test); }

</script>

</body>

</html>

**Asynchronous File system (Non-blocking concept)**

* Asynchronous functions do not block the execution of the program and each command is executed after the previous command even if the previous command has not computed the result.
* The previous command runs in the background and loads the result once it has finished processing. Thus, these functions are called non-blocking functions.
* They take a callback function as the last parameter.
* Asynchronous functions are generally preferred over synchronous functions as they do not block the execution of the program whereas synchronous functions block the execution of the program until it has finished processing. Some of the asynchronous methods of fs module in NodeJS are:
* fs.readFile()
* fs.writeFile()
* fs.appendFile()

**fs.writeFile() method**

It is used to asynchronously write the specified data to a file. By default, the file would be replaced if it exists. The ‘options’ parameter can be used to modify the functionality of the method.

**Syntax:**

fs.writeFile( file, data,options, callback )

**Parameters:**

This method accepts four parameters as mentioned above and described below:

* **file**: It is a string, Buffer, URL or file description integer that denotes the path of the file where it has to be written. Using a file descriptor will make it behave similar to fs.write() method.
* **data**: It is a string, Buffer, TypedArray or DataView that will be written to the file.
* **callback**: It is the function that would be called when the method is executed.
  + **err**: It is an error that would be thrown if the operation fails.

**appendFile() method**

The fs.appendFile() method is used to asynchronously append the given data to a file. A new file is created if it does not exist. The options parameter can be used to modify the behavior of the operation.

**Syntax**:

fs.appendFile( path, data, options, callback )

**Parameters**:

This method accepts four parameters as mentioned above and described below:

* **path**: It is a String, Buffer, URL or number that denotes the source filename or file descriptor that will be appended to.
* **data**: It is a String or Buffer that denotes the data that has to be appended.
* **options**: It is an string or an object that can be used to specify optional parameters
* **callback**: It is a function that would be called when the method is executed.
  + **err**: It is an error that would be thrown if the method fails.

**fs.readFile() method**

It is an inbuilt method that is used to read the file. This method read the entire file into the buffer.

**Syntax:**

fs.readFile( filename, encoding, callback\_function )

**Parameters:** The method accepts three parameters as mentioned above and described below:

* **filename**: It holds the name of the file to read or the entire path if stored at another location.
* **encoding**: It holds the encoding of the file. Its default value is ‘utf8’.
* **callback\_function**: It is a callback function that is called after reading of file. It takes two parameters:
  + **err**: If any error occurred.
  + **data**: Contents of the file.

**Return Value: It returns the contents/data stored in file or error if any.**

**Example to understand difference between sync and async.**

var fs = require('fs');

**//Synchronous**

fs.writeFileSync('test.txt', 'Hello World!')

console.log('Synchronous Write operation completed.');

console.log("Outside");

**//Asynchronous**

fs.writeFile('test1.txt', 'Hello World!', function (err) {

if (err)

console.log("Error Generated"+err);

else

console.log(err)

console.log('Asynchronous Write operation completed.');

});

console.log("Outside");

**Output:**

Synchronous Write operation completed.

Outside

Outside

Asynchronous Write operation completed.

**Example to understand writeFile, appendFile, readFile, rename, unlink methods.**

fs = require("fs")

fs.**writeFile**('test1.txt', 'Hello World!', (err) => {

if (err) { console.log("Error Generated"+err); }

else { console.log("Written"); }

});

fs.**appendFile**('test1.txt', '\nGood Morning!', (err) => {

if (err) { console.log("Error Generated"+err); }

else { console.log("Appended"); }

});

fs.**readFile**('test1.txt',"utf-8", (readErr, data) => {

if (readErr) { console.error("Error Generated: "+readErr) }

else { console.log(data); }

})

fs.**rename**('test1.txt','test2.txt',() => {console.log("Renamed")})

fs.**unlink**('test2.txt', unlinkErr => {

if (unlinkErr) { throw unlinkErr; }

else { console.log("Deleted")}

});

console.log("Last sentence")

**Output is dependent on time to be taken to complete the particular task.**

**Write a Node.js script that asynchronously writes data to a file named 'test1.js'.**

**If no error occurs during the writing process, the script should then append additional data to the same file.**

**Finally, it should read the content of the file, including the newly written and appended data, and display it in the console.**

**Or**

**Writing data to file, appending data to file and then reading the file data using using ES6 callback.**

fs = require("fs")

**fs.writeFile**('test1.txt', 'Hello World!', function (err) {

if (err) { console.log("Error Generated"+err); }

else{

**fs.appendFile**('test1.txt', '\nGood Morning!', function (err) {

if (err){ console.log("Error Generated"+err); }

else{

**fs.readFile**('test1.txt',"utf-8", (readErr, data) => {

if (readErr) console.log("Error Generated: "+readErr)

console.log(data);

**})**;

}

**});**

}

**});**

**OR Use setTimeout to read data**

fs = require("fs")

**fs.writeFile**('test1.txt', 'Hello World!', function (err) {

if (err) console.log("Error Generated"+err);

**fs.appendFile**('test1.txt', '\nGood Morning!', function (err) {

if (err)

console.log("Error Generated"+err);

**});**

**});**

var **rfile** = function(){

**setTimeout**(function() {

**fs.readFile**('test1.txt',"utf-8", (readErr, data) => {

if (readErr) console.log("Error Generated: "+readErr)

console.log(data);

**});**

**},2000)**

}

**rfile();**

**Write codeto perform the tasks.**

1. **Create one CSV(.csv) file with minimum two lines of data and copy the file content in JSON (.json) file. Read the json file data and print the data in console.**
2. **Write simple html code and create one file named “h1” with .html extension.**
3. **Write simple JSON string with two properties name and branch to .json file. Read the file data and print the value of name in console.**

const fs = require("fs");

**//CSV file**

csv = fs.readFileSync("test.csv","utf-8")

**// csv to json**

array = csv.split("\n");

let json = JSON.stringify(array);

fs.writeFileSync('test.json', json);

json\_data = fs.readFileSync("test.json","utf-8");

json\_parse = JSON.parse(json\_data)

console.log(json\_parse[1]);

**// HTML file**

fs.writeFileSync("h1.html","<html><body><h1 style='color:red'>Hello</h1></body></html>");

data= fs.readFileSync("h1.html","utf-8");

console.log(data);

**// JSON file**

fs.writeFileSync("xyz.json",'{"name":"LJU","branch":"CSE"}');

var data=fs.readFileSync("xyz.json");

var data1=JSON.parse(data);

console.log(data1.name);

**/\* Output**

**test.csv**

**A,B,C,D,E**

**we,are,students,of,LJU**

**test.json**

**["A,B,C,D,E","we,are,students,of,LJU"]**

**h1.html**

**<html><body><h1 style='color:red'>Hello</h1></body></html>**

**xyz.json**

**{"name":"LJU","branch":"CSE"}**

**Output:**

**we,are,students,of,LJU**

**<html><body><h1 style='color:red'>Hello</h1></body></html>**

**LJU**

**\*/**

**OS Module : Operating System**

**Get information about the computer's operating system:**

* **arch():** Returns the operating system CPU architecture
* **freemem():** Returns the number of free memory of the system
  + **Return Value:** This method returns an integer value that specifies the amount of free system memory in bytes.
* **tmpdir():** Returns the operating system's default directory for temporary files
* **platform():** This method is an inbuilt application programming interface of the os module which is used to get the Operating system platform.
  + **Return Value:** This method returns a string that represents the operating system platform. The returned values can be one of these ‘aix’, ‘android’, ‘darwin’, ‘freebsd’, ‘linux’, ‘openbsd’, ‘sunos’, and ‘win32’. This value is set at compile time.
* **hostname():** Returns the hostname of the operating system
  + **Return Value:** This method returns a string value that specifies the host name of the operating system.

The syntax for including the os module in your application:

**var os=require("os");**

**Example:**

var os=require("os");

console.log(os.**arch**());

console.log(os.**hostname**());

console.log(os.**platform**());

console.log(os.**tmpdir**());

**Output:**

x64

ITICT406-182

win32

C:\Users\LJIET\AppData\Local\Temp

**Write node.js script to create a folder named “AA” in temp folder. Also, create file named “temp.txt” inside “AA” folder. Now, check if available physical memory of the system is greater than 1 GB then write “Sufficient Memory” in the file, else write “Insufficient” in file.**

var fs=require("fs");

var os=require("os");

f = os.**tmpdir**();

freemem=os.**freemem**()/1024/1024/1024;

fs.**mkdirSync**(f+"/AA");

if(freemem > 1){

fs.**writeFileSync**(f+"/AA/temp.txt","Sufficient memory")

}

else{

    fs.**writeFileSync**(f+"/AA/temp.txt","Low memory")

}

**Note:**

**os.freemem() = bytes,**

**os.freemem()/1024 = KB,**

**os.freemem()/1024/1024 = MB,**

**os.freemem()/1024/1024/1024 = GB**

**Write node.js script to create a folder named “AA” at temp folder. Also, create file named “temp1.txt” inside “AA” folder. Now, check platform is “win32” or not and print message accordingly in file.**

var **fs**=require("fs");

var os=require("os");

f = os.**tmpdir**();

p = os.**platform**();

if(p ==  "win32"){

**fs**.writeFileSync(f+"/AA/temp1.txt","You are working on windows 32 bit")

}

else{

**fs**.writeFileSync(f+"/AA/temp.txt","You are working on windows 64 bit")

}

**Path Module**

The Path module provides a way of working with directories and file paths.

The syntax for including the path module in your application:

**var os=require("path");**

|  |  |
| --- | --- |
| **Mehod** | **Description** |
| basename() | Returns the last part of a path |
| dirname() | Returns the directories of a path |
| extname() | Returns the file extension of a path |

**Example:**

var pm=require("path");

path=pm.**dirname**("D:/LJ/abc.html");

console.log(path);

path=pm.**basename**("D:/LJ/abc.txt");

console.log(path);

ext = pm.**extname**("D:/LJ/abc.txt")

console.log(ext);

path=pm.**parse**("D:/LJ/abc.html");

console.log(path);

**Output:**

**D:/LJ**

**abc.txt**

**.txt**

**{**

**root: 'D:/',**

**dir: 'D:/LJ',**

**base: 'abc.html',**

**ext: '.html',**

**name: 'abc'**

**}**

**Write node.js script to check whether the file extension is .txt or not.**

var pm=require("path");

path=pm.**parse**("D:/LJ/abc.html");

if(path.ext == ".txt"){

    console.log("Text Document");

}else{

    console.log("Not a text Document");

}

Not a text Document

**HTTP Module**

HTTP module allows Node.js to transfer data over the Hyper Text Transfer Protocol (HTTP).

To include the HTTP module, use the require() method:

var http = require('http');

## Node.js as a Web Server

* The HTTP module can create an HTTP server that listens to server ports and gives a response back to the client.
* Use the createServer() method to create an HTTP server.
* If the response from the HTTP server is supposed to be displayed as HTML, you should include an HTTP header with the correct content type:

**Example**:

var **http** = require('http');  
**//create a server object:**  
**http**.**createServer**(function (req, **res**) {  
  **res**.**write**('Hello World!'); //write a response to the client  
  **res**.**end**(); //end the response  
}).**listen(3120);** **//Server listening on port**

![](data:image/png;base64,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)

## Add an HTTP Header

| **Name** | **MIME type** |
| --- | --- |
| HyperText Markup Language (HTML) | text/html |
| Cascading Style Sheets (CSS) | text/css |
| JavaScript | application/javascript |
| JavaScript Object Notation (JSON) | application/json |
| JPEG Image | image/jpeg |
| Portable Network Graphics (PNG) | image/png |

var http = require('http');  
http.createServer(function (req, res) {  
**res.writeHead(200, {**'Content-Type'**:**'text/html'**});**  res.write('<h1>Hello World!</h1>');  
  res.end();  
}).listen(8180);
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The first argument of the res.writeHead() method is the status code, 200 means that all is OK, the second argument is an object containing the response headers.

## Request Url

The function passed into the http.createServer() has a req argument that represents the request from the client, as an object (http.IncomingMessage object).

This object has a property called "url" which holds the part of the url that comes after the domain name:

var http = require('http');  
http.createServer(function (**req**, res) {  
  res.writeHead(200, {'Content-Type': 'text/html'});  
  res.write(**req.url**);  
  res.end(“Url Fetched”);  
}).listen(8280);
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## Get the query string

We can fetch the values from url query string as mentioned below using URL module.

1. **Add static url in code and request server to display data of query string on browser.**

var **http** = require('http');

var **url** = require('url');

**var addr="http://localhost:8080/default.html?year=2024&month=feb";**

**http**.**createServer**(function (req, res) {

res.**writeHead**(200, {'Content-Type': 'text/html'});

**/\*Use the url module to get the querystring\*/**

var q = **url.parse**(addr, true).**query**;

**/\*Return the year and month from the query object:\*/**

var txt = q.year + " " + q.month;

res.end(txt);

}).listen(3001);
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1. **Add query string in url at browser and request server to display data.**

var http = require('http');

var **url** = require('url');

http.**createServer**(function (**req**, res) {

  res.**writeHead**(200, {'Content-Type': 'text/html'});

  var q = **url**.**parse**(**req**.**url**, true).query;

  var txt = q.year + " " + q.month;

  res.end(txt);

}).listen(3180);

![](data:image/png;base64,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)

**Write node js script to perform tasks as asked.**

1. **Create one page with two links (Home(/) and about(/about)).**
2. **Both pages must contain HTML type content and add required content on both the pages.**
3. **If user add any other URL path, then he/she will be redirected to page and plain message will be displayed of “Page not found”.**

var h=require("http");

var server=h.createServer(

    function(req,res)

    {

        if(req.url=="/")

        {

            res.writeHead(200,{"content-type":"text/html"});

            res.write("<h1> Home page </h1><div><ul><li><a href='/'>Home</a></li><li><a href='/about'>About</a></li></ul>");

            res.end();

        }

        else if(req.url=="/about")

        {

            res.writeHead(200,{"content-type":"text/html"});

            res.write("<h1> About Page </h1>");

            res.end();

        }

        else

        {

            res.writeHead(404,{"content-type":"text/plain"});

            res.write("Page not found");

            res.end("\nPlease check the url");

        /\* res.write("Bye");\*/ //display nothing if you add any content after res.end

        }

    });

server.listen(5051);

console.log("Thanks!");

**Write node js script to request server to display JSON data on browser**

var http=require("http");

var server=http.createServer(

    function(req,res)

    {

    if(req.url=="/")

    {

        const a={"Name":"ABC", "Age":35};

        res.writeHead(200,{"content-type":"application/json"});

        res.write("Thank you..!");

        res.write(JSON.stringify(a));

        res.end();

    }

});

server.listen(6001);

**Output:** Thank you..!{"Name":"ABC","Age":35}

**Write a nodejs program load a simple html file defined as static on nodejs web server and print its content as html content.**

var h=require("http");

var ps=require("fs");

var u=require("url");

var addr="http://localhost:6051/7.html";

var q=u.parse(addr,true);

data=ps.readFileSync("."+q.pathname);

var server=h.createServer(

function(req,res)

{

res.writeHead(200,{"content-type":"text/html"});

//res.writeHead(200,{"content-type":"text/plain"}); gives content of file(Whole program will display in port)

res.write(data);

res.end();

});

server.listen(6051);

**Write a nodejs program load a simple html file on nodejs web server and print its content as html content.**

var h=require("http");

var ps=require("fs");

var u=require("url");

var server=h.createServer(

    function(req,res)

    {

        var q=u.parse(req.url,true);

       data=ps.readFileSync("."+q.pathname);

            res.writeHead(200,{"content-type":"text/html"}); //text/plain gives program

            res.write(data);

            console.log(data);

            res.write("<h1> hello</h1>")

            res.end()

});

server.listen(6055);

console.log("Server Started");

**JSON Processing Examples**

**Write node JS script to write an array of objects with properties name and age in a file named student.txt. Then read the file and display the object on console.**

const student =

    [

        {

            name: "ABC",

            age: 30

        },

        {

            name: "XYZ",

            age: 32

        }

    ]

var ps=require("fs");

ps.writeFileSync("student.txt",**JSON.stringify(student)**);

data=ps.readFileSync("student.txt","utf-8");

b=**JSON.parse(data);** // To access values of properties

console.log(b);

**Output:**

[ { name: 'ABC', age: 30 }, { name: 'XYZ', age: 32 } ]

**Create JSON object which contains array of objects. Calculate perimeter of square and perimeter of circle by using side value and diameter value respectively. Write object as well as perimeter values of square and circle in shape.txt file.**

**const shape =**

**[**

**{**

**name: "circle",**

**diameter: 8**

**},**

**{**

**name: "square",**

**side: 10**

**}**

**]**

const shape =

    [

        {

            name: "circle",

            diameter: 8

        },

        {

            name: "square",

            side: 10

        }

    ]

var ps=require("fs");

ps.**writeFileSync**("shape.txt",**JSON.stringify(shape)**);

data=ps.**readFileSync**("shape.txt","utf-8");

b=**JSON.parse(data)**;

    var perimeter = (**b[0].diameter**/2) \* 3.14 \* 2 ; **//2\*3.14\*r** **(here r=diameter/2)**

    console.log(perimeter);

    var peri = (**b[1].side**) \*4  ; **//4\*side**

    console.log(peri);

ps.appendFileSync("shape.txt","\nPerimeter of circle = "+ perimeter+ "\nPerimeter of square = "+ peri);

**Output:**

[{"name":"circle","diameter":8},{"name":"square","side":10}]

Perimeter of circle = 25.12

Perimeter of square = 40

**Write node js script and json to perform below tasks.**

1. **Write below object in txt file named s2.txt**

**{d:{a:10,b:20,c:[30,10]}}**

1. **Read data from the same file and perform the below tasks.**
   1. **addition of a and b.**
   2. **subtraction of 2nd element of c and b. (Must be positive value)**
   3. **multiplication of elements of c.**
2. **Add the Output of addition, subtraction and multiplication below the object in s2.txt file.**

var fs=require("fs");

const data ={d:{a:10,b:20,c:[30,10]}}

fs.writeFileSync("s2.txt",**JSON.stringify(data)**+"\n");

data1=fs.readFileSync("S2.txt","utf-8");

console.log(data1)

data1=**JSON.parse(data1)**;

**add=data1.d.a+data1.d.b;**

**sub=Math.abs(data1.d.c[1]-data1.d.b);**

**mul=data1.d.c[1]\*data1.d.c[0];**

console.log(add,sub,mul)

fs.appendFileSync("s2.txt",add+"\n"+sub+"\n"+mul)

**Nodemon**

Nodemon is a popular tool that is used for the development of applications based on [node.js](https://www.javatpoint.com/nodejs-tutorial). It simply restarts the node application whenever it observes the changes in the file present in the working directory of your project.

To carry out the installation of Nodemon in your node.js-based project use the following steps for your reference.

**npm install -g nodemon**

To check version

**Nodemon -v**

Once nodemon is installed it might throw an error. We need delete the file as mention in error. Below is the file path.

**C:/user/LJENG (This will be different) /Appdata/Roaming/npm/nodemon.ps1** (Follow the path and delete nodemon.ps1 file)

**npm list -g** command is used to check the path.

**For example**, if we created one file named “first.js” which contains code as below

var http = require('http');  
http.createServer(function (req, res) {  
**res.writeHead(200, {**'Content-Type'**:**'text/html'**});**  res.write('<h1>Hello World!</h1>');  
  res.end();  
}).listen(8180);

To run the file use below command

**nodemon first.js**

If we make any changes in the **first.js** file, it will automatically be reflected and the server will restart and the latest output will be displayed on the browser.