**MongoDB**

* **MongoDB is an open source** NoSQL database management program. **NoSQL (Not only SQL)** is used as an alternative to traditional relational databases.
* NoSQL databases are quite useful for working with large sets of distributed data. MongoDB is a tool that can manage document-oriented information, store or retrieve information.
* **MongoDB** is used for high-volume data storage, helping organizations store large amounts of data while still performing rapidly.
* Organizations also use MongoDB for its ad-hoc queries, indexing, load balancing, aggregation, server-side JavaScript execution and other features.

Structured Query Language (SQL) is a standardized programming language that is used to manage relational databases. SQL normalizes data as schemas and tables, and every table has a fixed structure.

* Instead of using **tables and rows as in relational databases**, as a NoSQL database, the **MongoDB architecture is made up of collections and documents**.
* **Collections** are equivalent of **SQL tables**, contain document sets. **Documents** are made up of **key-value pairs** -- MongoDB's basic unit of data.

**Difference between SQL and NoSQL**

| **SQL** | **NoSQL** |
| --- | --- |
| **RELATIONAL DATABASE MANAGEMENT SYSTEM (RDBMS)** | **Non-relational or distributed database system.** |
| These databases have fixed or static or predefined schema | They have a dynamic schema |
| These databases are not suited for hierarchical data storage. | These databases are best suited for hierarchical data storage. |
| These databases are best suited for complex queries | These databases are not so good for complex queries |
| Vertically Scalable | Horizontally scalable |
| **Examples:**[MySQL](https://www.geeksforgeeks.org/mysql-common-mysql-queries/), [PostgreSQL](https://www.geeksforgeeks.org/what-is-postgresql-introduction/), Oracle, MS-SQL Server, etc | **Examples:**[MongoDB](https://www.geeksforgeeks.org/mongodb-tutorial/), [GraphQL](https://www.geeksforgeeks.org/graphql-query/), [HBase](https://www.geeksforgeeks.org/architecture-of-hbase/), [Neo4j](https://www.geeksforgeeks.org/neo4j-introduction/),[Cassandra,](https://www.geeksforgeeks.org/apache-cassandra-nosql-database/) etc |

**MongoDB vs. RDBMS: What are the differences?**

* A relational database management system (RDBMS) is a collection of programs and capabilities that let IT teams and others create, update, administer and otherwise interact with a relational database.
* RDBMS store data in the form of tables and rows. RDBMS most commonly uses SQL.
* One of the main differences between MongoDB and RDBMS is that RDBMS is a relational database while MongoDB is nonrelational.
* Likewise, while most RDBMS systems use SQL to manage stored data, MongoDB uses BSON for data storage -- a type of NoSQL database.
* While RDBMS uses tables and rows, MongoDB uses documents and collections. In RDBMS a table -- the equivalent to a MongoDB collection -- stores data as columns and rows. Likewise, a row in RDBMS is the equivalent of a MongoDB document but stores data as structured data items in a table.
* A column denotes sets of data values, which is the equivalent to a field in MongoDB.

|  |  |
| --- | --- |
| RDBMS | **MongoDB** |
| Database | **Database** |
| Table | **Collection** - stores data as columns and rows. |
| Row | **Document** - stores data as structured data items |
| Column | **Field** - denotes sets of data values |
| Primary Key | Primary Key (Default key \_id provided by MongoDB itself) |

**MongoDB is also better suited for hierarchical storage.**

**Why is MongoDB used?**

An organization might want to use MongoDB for the following:

* **Storage**. MongoDB can store large structured and unstructured data volumes and is scalable vertically and horizontally. Indexes are used to improve search performance. Searches are also done by field, range and expression queries.
* **Data integration.** This integrates data for applications, including for hybrid and multi-cloud applications.
* **Complex data structures descriptions.** Document databases enable the embedding of documents to describe nested structures (a structure within a structure) and can tolerate variations in data.
* **Load balancing.** MongoDB can be used to run over multiple servers.

**Features of MongoDB**

Features of MongoDB include the following:

* **Replication.** A replica set is two or more MongoDB instances used to provide high availability. Replica sets are made of primary and secondary servers. The primary MongoDB server performs all the read and write operations, while the secondary replica keeps a copy of the data. If a primary replica fails, the secondary replica is then used.
* **Scalability.** MongoDB supports vertical and horizontal scaling. Vertical scaling works by adding more power to an existing machine, while horizontal scaling works by adding more machines to a user's resources.
* **Load balancing.** MongoDB handles load balancing without the need for a separate, dedicated load balancer, through either vertical or horizontal scaling.
* **Schema-less.** MongoDB is a schema-less database, which means the database can manage data without the need for a blueprint.

**Schema-less databases are a type of NoSQL database that do not require a predefined schema to store data. Instead, they allow data to be stored in flexible and dynamic formats, such as JSON documents, key-value pairs, graphs, or columns.**

* **Document**. Data in MongoDB is stored in documents with key-value pairs instead of rows and columns, which makes the data more flexible when compared to SQL databases.

**Above Scalability feature of mongoDB is explained in detail.**

**Scaling**

Scaling alters the size of a system. In the scaling process, we either compress or expand the system to meet the expected needs. The scaling operation can be achieved by adding resources to meet the smaller expectation in the current system, by adding a new system to the existing one, or both.

Scaling can be categorized into 2 types:

* **Vertical Scaling:**

When new resources are added to the existing system to meet the expectation, it is known as vertical scaling.

Consider a rack of servers and resources that comprises the existing system. Now when the existing system fails to meet the expected needs, and the expected needs can be met by just adding resources, this is considered vertical scaling. Vertical scaling is based on the idea of adding more power(CPU, RAM) to existing systems, basically adding more resources.

Vertical scaling is not only easy but also cheaper than Horizontal Scaling. It also requires less time to be fixed.

* **Horizontal Scaling:**

When new server racks are added to the existing system to meet the higher expectation, it is known as horizontal scaling.

Now when the existing system fails to meet the expected needs, and the expected needs cannot be met by just adding resources, we need to add completely new servers. This is considered horizontal scaling. Horizontal scaling is based on the idea of adding more machines to our pool of resources. Horizontal scaling is difficult and also costlier than Vertical Scaling. It also requires more time to be fixed.

**Advantages of MongoDB**

MongoDB offers several potential benefits:

* **Schema-less.** Like other NoSQL databases, MongoDB doesn't require predefined schemas. It stores any type of data. This gives users the flexibility to create any number of fields in a document, making it easier to scale MongoDB databases compared to relational databases.
* **Document-oriented.** One of the advantages of using documents is that these objects map to native data types in several programming languages., Having embedded documents also reduces the need for database joins, which can lower costs.
* **Scalability.** A core function of MongoDB is its horizontal scalability, which makes it a useful database for companies running big data applications. In addition, sharding lets the database distribute data across a cluster of machines. MongoDB also supports the creation of zones of data based on a shard key.
* **Third-party support.** MongoDB supports several storage engines and provides pluggable storage engine APIs that let third parties develop their own storage engines for MongoDB.

**Disadvantages of MongoDB**

Though there are some valuable benefits to MongoDB, there are some downsides to it as well.

* **Continuity.** With its automatic failover strategy, a user sets up just one master node in a MongoDB cluster. If the master fails, another node will automatically convert to the new master. This switch promises continuity, but it isn't instantaneous -- it can take up to a minute.
* **Data consistency.** MongoDB doesn't provide full referential integrity through the use of foreign-key constraints, which could affect data consistency.
* **Security**. In addition, user authentication isn't enabled by default in MongoDB databases. However, malicious hackers have targeted large numbers of unsecured MongoDB systems in attacks, which led to the addition of a default setting that blocks networked connections to databases if they haven't been configured by a database administrator.

**How to install and setup MongoDB**

**Step 1:**

* Go to <https://www.mongodb.com/>
* Under the **Products** tab

**|-**Community Edition

**|-**Download Community

**|-**Download Mongo dB Community server (8.0.9)

**-**Select Version, Platform, Package(msi- **Microsoft Software Installer**) and Download it
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* **Run and install downloaded version**

**Step 2:**

**Mongo Shell**

The mongo shell is an interactive JavaScript interface to MongoDB. You can use the mongo shell to query and update data as well as perform administrative operations.

**To download**

* Go to <https://www.mongodb.com/try/download/shell> (version - 2.5.2)
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* Download zip
* Extract files and from **bin** folder **Copy** **exe** and **dll** files to “**C:\Program Files\MongoDB\Server\8.0\bin**”

**Step 3:**

Set path property in environment variable (Under **User variables temporary if you don’t have administrative rights**)

* Select “System Variable” > Path
* Click on “Edit”
* Add “**C:\Program Files\MongoDB\Server\8.0\bin**”

**Step 4:Verify MongoDB Installation**

### C**heck MongoDB Server Version**

### To confirm MongoDB is installed and accessible via command line:

Open **Command Prompt, type:**

mongod --version

This will display the version of the **MongoDB server** (mongod) installed.

S**tart the MongoDB Shell**

To start the **MongoDB Shell (**mongosh**)**:

In **Command Prompt**, type:

mongosh

This connects to the **default MongoDB instance** running on: **localhost:27017**

**What is mongosh?**

The mongosh command starts the **MongoDB Shell**, a command-line interface for interacting with your MongoDB server. It allows you to:

* Perform administrative tasks
* Create and manage databases and collections
* Insert, query, and update documents
* Run MongoDB commands and scripts

**Connect to a Specific MongoDB Instance:**

mongosh "mongodb://hostname:port"

mongosh "mongodb://192.168.1.100:27018"

It will shown as below screenshot.
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* **Default database**
  + **Test>**

### **What is MongoDB Compass?**

**MongoDB Compass** is a graphical user interface (GUI) tool provided by MongoDB for interacting with MongoDB databases. It is designed to provide a user-friendly way to visualize, manipulate, and manage your data without needing to use the command line.

# **To download**

* **Go to** <https://www.mongodb.com/try/download/shell>
* **And download MongoDB Compass Download (GUI) (1.43.5 stable)**

**Commands**

|  |  |
| --- | --- |
| **Show Databases:** | show dbs |
| **Switch to a Database:** | use databaseName |
| **Create a Database (Switching to a non-existent database creates it):** | use newDatabase |
| **Drop current database:** | db.dropDatabase() |
| **Show Collections:** | show collections |
| **Create a Collection:** | db.createCollection("collectionName") |
| **Drop a Collection:** | db.collectionName.drop() |
| **Insert a Document:** | db.collectionName.insertOne({ key: "value" }) |
| **Insert Documents:** | db.collectionName.insertMany([{ key: "value" },{ key: "value" }]) |
| **Find All Documents in a Collection:** | db.collectionName.find() |
| **Find Documents with a Query:** | db.collectionName.find({ key: "value" }) |
| **Find Documents’ specific field with a Query:** | db.collectionName.find({ key: "value" },**{key :true}**) |
| **Update a Document:** | db.collectionName.update({ key: "value" }, **{ $set: { key: "new\_value" }}**) |
| **Update a Document and if document not available then insert a document:** | db.collectionName.update({ key: "value" }, { $set: { key: "new\_value" } },**{upsert:true}**) |
| **Delete a first Document:** | db.collectionName.deleteOne({}) |
| **Delete all Documents:** | db.collectionName.deleteMany({}) |
| **Delete a Document with a Query:** | db.collectionName.deleteOne({key: "value"}) |
| **Delete Documents with a Query:** | db.collectionName.deleteMany({key: "value"}) |
| **Show Users:** | show users |

* **To list all the available DBs write below command**
  + **test> show dbs**
    - admin 40.00 KiB
    - config 72.00 KiB
    - local 76.00 KiB
* **To show current active database.**
  + **test>db**
* **Display all available collections in existing database**
  + **test>show collections**
* **To create/use database**
  + **test>** **use mydb**
    - **mydb>**

**db.createCollection()**

MongoDB db.createCollection(name, options) is used to create collection.

Basic syntax of createCollection() command is as follows −

**db.createCollection(name, options)**

In the command, name is name of collection to be created. The options parameter allows you to specify various configuration options when creating a new collection.

**Example:**

**db.createCollection("student")**

**The drop() Method**

**For Collection**

MongoDB's db.collection.drop() is used to drop a collection from the database. Basic syntax of drop() command is as follows −

**db.COLLECTION\_NAME.drop()**

**Example**

First, check the available collections into your database mydb.

**>use mydb**

switched to db mydb

**>show collections**

mycollection

user

student

Now drop the collection with the name **mycollection**.

>**db.mycollection.drop()**

true

Again check the list of collections into database.

**>show collections**

user

student

**For Database**

**mydb > db.dropDatabase()**

{ ok: 1, dropped: ‘mydb’ }

This will drop a database named “mydb”

**renameCollection()**

Call the **db.collection.renameCollection()** method on a collection object, to rename a collection. Specify the new name of the collection as an argument.

**Example:**

**db.student.renameCollection("students")**

This renames “**student**” collection to “**students**”.

**Insert documents**

* **insertOne()**

**To create collection with only one document**

* + **mydb>**db.student.insertOne({name:”Test”,rollno:23})
    - **In above example student is collection(table).**
    - **Two fields(columns) are “name” and “rollno”**
    - **1st document(row) data are “Test” and “23” for fields “name” and “rollno” respectively.**
* **insertMany()**

**To create collection with more than one documents**

* + **mydb>**db.student.insertMany(**[**{name:"N1",age:20},{name:"N2",age:24}**]**)

**Output:**

{ \_id: ObjectId("64dfd8ffc925fb0136d77817"), name: 'N1', age: 20 },

{ \_id: ObjectId("64dfd8ffc925fb0136d77818"), name: 'N2', age: 24 }

* **We can also store non-uniform document fields as shown in below example.**
  + **mydb>**db.student.insertMany([

{name:"N1",age:20,status:”Active”},

{name:"N2",age:24},

{name:"N3",age:27,status:”Active”,city:”Ahmedabad”}

])

So here documents contain 3,2 4 fields respectively.

**Find documents**

* **find()**

**Find document/Read document**

* + Mydb>db.student.find()
    - Display all documents of **student** collection

**Syntax**

**db.student.find (query/filter/condition, projection)**

**Query/filter/condition** : Optional. Specifies selection filter using query operators. To return all documents in a collection, omit this parameter or pass an empty document

**Projection** :Optional. Specifies the fields to return in the documents that match the query filter. To return all fields in the matching documents, omit this parameter.

**Example: only query**

* **mydb> db.student.find({name:"N1"})**
  + As an output it will give all the documents with name N1 and also display all the fields as shown below.

**Output :**

[ { \_id: ObjectId("64de65b454282c021d807835"), name: 'N1', age: 20 } ]

**Example: query and projection**

* + **mydb>** **db.student.find({name:"N1"},{\_id:0,age:false })**
    - As an output it will give all the documents with name N1 and displays only **name** field as shown below

Output:

[ { name: 'N1' } ]

**Note: To display field write “true” or 1**

**To not display field write “false” or 0**

**If you use 1 (or true) for a field in the projection document, it means that field will be included** in the output.

**If you use 0 (or false) for a field, it means that field will not be included** in the output.

**Here’s how it works:**

**Including Specific Fields:**

If you specify a field with 1 or true, only that field and the \_id field (by default) will be included in the result.

**Example**: { name: 1, age: 1 } will include only the name, age, and \_id fields in the output.

**Excluding Specific Fields:**

If you specify a field with 0 or false, that field will be excluded from the result, and all other fields will be included (except \_id, which is included by default unless explicitly excluded).

**Example**: { name: 0, age: 0 } will exclude the name and age fields and include all other fields.

**Excluding the \_id Field:**

You can explicitly exclude the \_id field by setting it to 0 or false.

**Example**: { \_id: 0, name: 1 } will include only the name field and exclude the \_id field.

**Mutually Exclusive Inclusion and Exclusion:**

You cannot mix inclusion (1 or true) and exclusion (0 or false) in the same projection document, except for the \_id field.

**Example**: { name: 1, age: 0 } is invalid, but { name: 1, \_id: 0 } is valid.

* **findOne**()
* findOne() method returns only a document that satisfies the criteria entered or first document of the collection.
* If the criteria entered matches for more than one document, the method returns only one document according to natural ordering, which reflects the order in which the documents are stored in the database.
  + **Db.student.findOne() -** Since no filter or query condition is provided, MongoDB will return the **first document** it finds in the collection, according to the natural order (which is usually the order in which documents were inserted).
  + **Db.student.findOne({name:”N1”}) -** MongoDB searches the collection for a document that matches the specified filter criteria, {name: "N1"}. If such a document exists, it returns the first match it finds.
* **Limit()** 
  + The limit() method limits the number of records or documents that you want. It basically defines the max limit of records/documents that you want. Or in other words, this method uses on cursor to specify the maximum number of documents/ records the cursor will return.
  + For example, N1 name exists in 4 documents and we want to display limited number of documents then we can use **limit** method
  + Suppose, we have written 1 in limit then it will display only 1st document of 4 documents.
    - **Db.student.find({name:”N1”}).limit(1)**

**Or we can use findOne() to display only 1st document**

* + - Db.student.**findOne**({name:”N1”})

**Displays only first document of collection**

* **skip()**
  + Call the [skip()](https://www.mongodb.com/docs/manual/reference/method/cursor.skip/#mongodb-method-cursor.skip) method on a cursor to control where MongoDB begins returning results. This approach may be useful in implementing paginated results.
  + Suppose, we have 3 documents with name “N1”. Below command will skip 1st document and give only 2nd document as an output.
    - **db.student.find({name:"N1"}).limit(1).skip(1)**

Output:

[ { \_id: ObjectId("64de6dbb54282c021d807837"), name: 'N1', age: 23 } ]

**Update documents**

* **updateOne()**

**db.collection.updateOne(filter,document,options)**

**Updates only one document where filter is matched**

* **updateMany()**

**db.collection.updateMany(filter, document, options)**

**Updates all documents where filter is matched**

#### **Parameters:**

1. **filter**: The selection criteria for the update, same as [**find**()](https://www.tutorialsteacher.com/mongodb/read-documents-using-find) method.
2. **document**: A document or pipeline that contains modifications to apply.
3. **options**: Optional. May contains options for update behavior. It includes **upsert** etc.
   * **db.student.updateOne(**

**{name:"N1"},**

**{$set:**

**{**

**name:"N4"**

**}**

**})**

Updates only one document with **name N4** where **name is N1**

* + **db.student.updateOne({name:"N1",age:23},{$set:{name:"N4"}})**
    - Updates only one document with name N4 where name is N1 and age is 23
  + **db.student.updateOne({name:"N1",age:23},{$set:{name:"N4",age:11}})**
    - Updates only one document with name N4 and age 11 where name is N1 and age is 23
  + **db.student.updateMany({name:"N1"},{$set:{name:"N4"}})**
    - Updates all documents with name N4 and where name is N1
* **Upsert**
  + In MongoDB, upsert is an option that is used for update operation e.g. update(), findAndModify(), etc. Or in other words, **upsert** is a combination of update and insert (**update + insert = upsert**).

**Syntax: upsert: <boolean>**

* The value of upsert option is either true or false. By default it is **false**.

collection.update\_one(filter, update, upsert)

### **Key Points:**

* **Filter**: Specifies which document to look for.
* **Update**: Specifies the update operation to perform.
* **Upsert**: If set to true, MongoDB will insert a new document if no matching document is found.

Upsert operations are efficient for ensuring a document with specific criteria exists, either by updating an existing document or inserting a new one if none exists.

* If the value of this option is set to true and the document or documents found that match the specified query, then the update operation will update the matched document or documents.
* Or if the value of this option is set to true and no document or documents matches the specified document, then this option inserts a new document in the collection and this new document have the fields that indicate in the operation.

**db.student.updateOne({age:45},{$set:{name:"PQR"}},{upsert:true})**

In above example it will find document with age 45 in collection. If condition matched then update the name else insert new document with mentioned fields.

**Note:** **Update will only update the values if the document is already exist** **with mentioned filter value.**

**If document does not exist in collection with mentioned filter value and we want to add document with the mentioned fields then we have to add 3rd parameter upsert:true.**

**Delete Documents**

**deleteOne() and deleteMany()**

We can delete documents by using the methods deleteOne() or deleteMany(). These methods accept a query object. The matching documents will be deleted.

## **deleteOne()**

The deleteOne() method will delete the first document that matches the query provided.

* + **db.student.deleteOne({name:”N1”})**
    - This deletes only 1st document where name is “N1”

## **deleteMany()**

The deleteMany() method will delete all documents that match the query provided.

* + **db.student.deleteMany({})**
    - This deletes all documents of collection
  + **db.student.deleteMany({name:”N1”})**
    - This deletes all the documents where name is “N1”

**count()**

**db.collection.count(query)**

* Returns the count of documents that would match a find() query.
* The db.collection.count() method does not perform the find() operation but instead counts and returns the number of results that match a query.
* The db.collection.count() method has the following parameter:
* The db.collection.count() method is equivalent to the db.collection.find(query).count() construct.

**db.people.count({uname:"N1"})**

It will give an answer with below warning.

DeprecationWarning: Collection.count() is deprecated. Use countDocuments or estimatedDocumentCount.

**Or**

**db.people.find({uname:"N1"}).count()**

**As an output it will give 3 if uname “N1” exists in 3 documents**

**Or**

**db. people.countDocuments({uname:"N1"});**

**As an output it will give 3 if uname “N1” exists in 3 documents**

**sort()**

Specifies the order in which the query returns matching documents. You must apply sort() to the cursor before retrieving any documents from the database.

**The sort parameter contains field and value pairs, in the following form:**

**sort({ field: value })**

**Example:**

To display all documents in descending order of age.

**db.student.find().sort({age:-1})**

**Ascending: 1 and Descending: -1**

**Comparision Operators**

MongoDB comparison operators can be used to compare values in a document. The following table contains the common comparison operators.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| **$eq** | Matches values that are equal to the given value.  **Syntax: { field: { $eq: value } }**  db.people.find({age:{$eq:20}}) |
| **$gt** | Matches if values are greater than the given value.  **Syntax: { field: { $gt: value } }**  db.people.find({age:{$gt:20}}) |
| **$lt** | Matches if values are less than the given value.  **Syntax: { field: { $lt: value } }**  db.people.find({age:{$lt:20}}) |
| **$gte** | Matches if values are greater or equal to the given value.  **Syntax: { field: { $gte: value } }**  db.people.find({age:{$gte:20}}) |
| **$lte** | Matches if values are less or equal to the given value.  **Syntax: { field: { $lte: value } }**  db.people.find({age:{$lte:20}}) |
| **$in** | Matches any of the values in an array.  **Syntax: { field: { $nin: [<value1>, <value2>, ... <valueN> ] } }**  db.people.find( { age: { $in: [ 25, 50 ] } } ) |
| **$ne** | Matches values that are not equal to the given value.  **Syntax: { field: { $ne: value } }**  db.people.find({age:{$ne:20}}) |
| **$nin** | Matches none of the values specified in an array.  **Syntax: { field: { $nin: [<value1>, <value2>, ... <valueN> ] } }**  db.people.find( { qty: { $nin: [ 5, 15 ] } } ) |

* **Update only one document with branch “CSE” and age “21” where age is equal to 5.**
  + db.people.updateOne({age:{$eq:5}},{$set:{branch:"CSE",age: 21}})
* **Display all documents where age is greater than 25**
  + db.people.find({age:{$gt:25}})
* **Display all documents where age is greater than 25 and less than 50**
  + db.people.find({age:{$gt:25,$lt:50}})
  + db.people.find({$and:[{age:{$gt:25}},{age:{$lt:50}}]})
* **Display all documents where age is equal to 70**
  + db.people.find({age:{$eq:70}})
* **Display all documents where age is not equal to 70**
  + db.people.find({age:{$ne:70}})
* **Display all the documents where people are aged 45 or 70** 
  + db.people.find({age:{$in:[45,70]}})
* **Display all the documents where people are not aged 45 or 70.**
  + db.people.find({age:{$nin:[45,70]}})

**Logical operators**

MongoDB supports logical query operators. These operators are used for filtering the data and getting precise results based on the given conditions. The following table contains the comparison query operators:

|  |  |
| --- | --- |
| **Operator** | **Description** |
| **$and** | It is used to join query clauses with a logical AND and return all documents that match the given conditions of both clauses. |
| **$or** | It is used to join query clauses with a logical OR and return all documents that match the given conditions of either clause. |
| **$not** | It is used to invert the effect of the query expressions and return documents that does not match the query expression. |
| **$nor** | It is used to join query clauses with a logical NOR and return all documents that fail to match both clauses. |

* **$and**
  + **To fetch documents with more than one conditions and all the conditions must be satisfied.** 
    - db.student.find({$and:[{name:"N1"},{age:28}]})

**or**

db.student.find({name:"N1",age:28})

**This fetches documents which satisfies both the conditions.**

* **$or**
  + **To fetch documents with more than one conditions and one of the conditions must be satisfied.** 
    - db.student.find({$or:[{name:"N1"},{age:28}]})

**This fetches documents which satisfies one of the conditions.**

* **$not**
  + It performs a logical NOT operation on the specified <operator-expression> and selects the documents that do not match the <operator-expression>. This includes documents that do not contain the field.

Syntax: { field: { $not: { <operator-expression> } } }

**db.student.find( { age: { $not: { $lt: 20 } } } )**

The $not operator in MongoDB is used to negate the query criteria. It can be combined with other operators to match documents where the specified condition is **not true.**  Here are some examples to illustrate the use of the $not operator:

### 1. **Basic Example with** $not **and** $eq **(Equal)**

* **Query:** Find all documents in the student collection where the age is **not equal** to 18.
* **Code:**

db.student.find({ age: { $not: { $eq: 18 } } })

* **Explanation:** This query matches all documents where the age field is not equal to 18.

### 2. **Example with** $not **and** $lt **(Less Than)**

* **Query:** Find all documents in the student collection where the age is **not less** than 20.
* **Code:**

db.student.find({ age: { $not: { $lt: 20 } } })

* **Explanation:** This query returns all documents where the age field is 20 or more.

### 3. **Example with** $not **and** $regex

* **Query:** Find all documents in the student collection where the name does **not** start with the letter "J".
* **Code:**

db.student.find({ name: { $not: { $regex: "^J" } } })

* **Explanation:** This query matches all documents where the name field does not start with the letter "J". The ^ in the regex pattern indicates the start of the string.

### 4. **Example with** $not **and** $in

* **Query:** Find all documents in the student collection where the grade is **not** in the set ["A", "B"].
* **Code:**

db.student.find({ grade: { $not: { $in: ["A", "B"] } } })

* **Explanation:** This query matches all documents where the grade field is neither "A" nor "B".
* **$nor**
  + The $nor is a logical query operator that allows the user to perform a logical NOR operation on an array of one or more query expressions. This operator is also used to select or retrieve documents that do not match all of the given expressions in the array. The user can use this operator in methods like find(), update(), etc., as per their requirements.
    - **db.student.find({$nor: [{name: "N1"}]})**
    - **db.student.find({$nor: [{name: "N1"},{age:20}]})**
      * **It will show documents which do not have name “N1” or age “20”**

**Field Update operators**

| **Name** | **Description** |
| --- | --- |
| [$currentDate](https://www.mongodb.com/docs/manual/reference/operator/update/currentDate/#mongodb-update-up.-currentDate) | Sets the value of a field to current date, either as a Date or a Timestamp. |
| [$inc](https://www.mongodb.com/docs/manual/reference/operator/update/inc/#mongodb-update-up.-inc) | Increments the value of the field by the specified amount. |
| [$mul](https://www.mongodb.com/docs/manual/reference/operator/update/mul/#mongodb-update-up.-mul) | Multiplies the value of the field by the specified amount. |
| [$rename](https://www.mongodb.com/docs/manual/reference/operator/update/rename/#mongodb-update-up.-rename) | Renames a field. |
| [$set](https://www.mongodb.com/docs/manual/reference/operator/update/set/#mongodb-update-up.-set) | Sets the value of a field in a document. |
| [$unset](https://www.mongodb.com/docs/manual/reference/operator/update/unset/#mongodb-update-up.-unset) | Removes the specified field from a document. |

* **$inc**

**{ $inc: { <field1>: <amount1>, <field2>: <amount2>, ... } }**

* **Examples:**
  + **db.table1.updateMany({},{$inc:{age:10}});**
    - Increase age field values by 10 for all documents
  + **db.table1.updateOne({},{$inc:{age:15}});**
    - Increase age field values by 15 of 1st document
  + **db.table1.updateOne({},{$inc:{age:-15}});**
    - increase age field values by (-15) of 1st document
* **$mul**

Multiply the value of a field by a number. To specify a $mul expression, use the following prototype:

**{ $mul: { <field1>: <number1>, ... } }**

The field to update must contain a numeric value.

* + db.table1.updateOne({},{$mul:{age:15}});
    - Multiply age field by 15 of 1st document
  + db.table1.updateMany({name:’N1’},{$mul:{age:0.5}});
    - Multiply age field by 0.5 for all documents where name is “N1”
  + db.table1.updateOne({},{$mul:{age:2}});
    - Multiply age field by 0.5 for all documents
* **$unset**

The $unset operator deletes a particular field. Consider the following.

**syntax:{ $unset: { <field1>: "", ... } }**

**Example:**

db.people.updateOne({age:{$eq:21}},{$unset:{branch:"CSE",age: 21}})

* **$rename**

The $rename operator updates the name of a field and has the following form:

**Syntax: {$rename: { <field1>: <newName1>, <field2>: <newName2>, ... } }**

db.people.updateMany({},{$rename:{'name':'uname'}})

db.people.updateMany({},{$rename:{'name':'Uname',’branch’:’Branch’}})

* **$currentDate**

The $currentDate operator in MongoDB is used in update operations to set the value of a field to the current date or timestamp. It is often used to automatically update fields with the current date and time whenever a document is modified.

### **Example 1: Setting a Field to the Current Date**

* **Scenario:** You have a users collection, and you want to update the lastModified field to the current date whenever a user's document is updated.

**Query:**

db.users.update(

{ name: "ABC" },

{ $currentDate: { lastModified: { $type: "date" } } }

)

* **Explanation:**
  + This query finds the document where the name is "ABC" and sets the lastModified field to the current date (Date type).
  + The $type: "date" option is optional. If you don't specify it, MongoDB defaults to using a Date type.

### **Example 2: Setting a Field to the Current Timestamp**

* **Scenario:** You have an orders collection, and you want to set the lastUpdated field to the current timestamp whenever an order is updated.

**Query:**

db.orders.update(

{ orderId: 12345 },

{ $currentDate: { lastUpdated: { $type: "timestamp" } } }

)

* **Explanation:**
  + This query finds the document where the orderId is 12345 and sets the lastUpdated field to the current timestamp (Timestamp type).
  + The Timestamp type is different from Date in that it is a special internal MongoDB type that includes an incrementing ordinal value in addition to the time.

**When you see a Timestamp with { t: 1723223315, i: 1 }, it represents two components:**

* **t (Time Component):**

Description: The t represents the number of seconds since the Unix epoch (January 1, 1970, 00:00:00 UTC).

Example Value: In Timestamp({ t: 1723223315, i: 1 }), the value 1723223315 corresponds to the number of seconds.

* **i (Increment Component):**

Description: The i represents an incrementing ordinal value that differentiates multiple operations occurring within the same second. Example Value: In Timestamp({ t: 1723223315, i: 1 }), the value 1 indicates that this is the first operation within that particular second. If another operation occurred in the same second, its i value might be 2

### **Example 3: Using $currentDate with Other Update Operators**

* **Scenario:** You want to increment a field and update the lastModified field in a single update operation.

**Query:**

db.inventory.update(

{ item: "apple" },

{

$inc: { quantity: 10 },

$currentDate: { lastModified: true } **// equivalent to { $type: "date" }**

}

)

* **Explanation:**
  + This query finds the document where the item is "apple", increments the quantity by 10, and sets the lastModified field to the current date.

**MongoDB Cursor**

When find() method is used to find a document present in a given collection, then this method returns a pointer which will point to a document of a collection, this pointer is known as cursor.

Using this cursor(pointer) also, we can access the document. By default, cursor iterate automatically, but we can also iterate it manually.

### For Example:

* let rec=db.lju.find({age:30})
* rec

# **Regex**

**$regex :**Provides regular expression capabilities for pattern matching strings in queries.

**To use $regex, use one of the following syntax:**

**{ <field>: { $regex: /pattern/} }**

### **case 1: Find all names where “test” occurs as a substring or as a separate word.**

db.lju.find({name:{$regex:/test/}})

**or**

db.lju.find({name:{$regex:"test"}})

### **case 2: To have a case-insensitive matching we can append /i indentifier after RE**

db.lju.find({name:{$regex:/test/i}})

This will return documents if name is stored in collection as “Test”,”tEST”, “teST”,”Testing” etc.

### **case 3: To match a string beginning with “test” only.**

db.lju.find({name:{$regex:/^test/}})

### **case 4: To end with “test” only.**

db.lju.find({name:{$regex:/test$/}})

### **case 5: To end with digit only.**

db.lju.find({name:{$regex:/[0-9]$/}})

### **case 6: To start with digit only.**

db.lju.find({name:{$regex:/^[0-9]/}})

**or**

db.lju.find({name:{$regex:/^\d/}})

### **case 7: To accept only digits, nothing else. Not even blank.**

db.lju.find({name:{$regex:/^[0-9]**+**$/}})

### **case 8: To accept only with empty string also.**

db.lju.find({name:{$regex:/^[0-9]**\***$/}})

### **case 9: To match having a name of 3-10 letters only.**

db.lju.find({name:{$regex:/^[A-Za-z]{3,10}$/}})

**Letters only is mentioned in question so we have added ^ and $.**

Note:

If we include \w instead of this [A-Za-z], then it may allow digits & underscore also.

If it is asked in question that it **allowed only letters** then **use [A-Za-z]**

### **Note: all patterns can be matched with string only. If there is one field age and we have inserted all int values then RegEx can not be compared with it.**

# **SQL to MongoDB Mapping**

![https://afteracademy.com/images/mastering-mongoose-for-mongodb-and-node-js-sql-nosql-difference-4873e5034d1a469e.png](data:image/jpeg;base64,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)

|  |  |
| --- | --- |
| **SQL** | **MongoDB** |
| CREATE TABLE lju (  id MEDIUMINT NOT NULL AUTO\_INCREMENT,  user\_id Varchar(20), age Number,  status char(1), PRIMARY KEY (id)  ) | **db.createCollection ( "lju”)**  creates collection no need to define schema |
| ALTER TABLE lju ADD join\_date DATETIME | db.lju.updateMany(  { },  { $set: { join\_date: new Date() } }  )  **Note:**  **new Date().toLocaleDateString()-The toLocaleDateString() method returns the date (not the time) of a date object as a string, using locale conventions.** |
| ALTER TABLE lju DROP COLUMN  join\_date | db.lju.updateMany(  { },  { $unset: { "join\_date": "" } }  ) |
| DROP TABLE lju | db.lju.drop() |
| INSERT INTO lju (name, age, status)  VALUES (“Test”, 45, "A") | db.lju.insertOne(  { name: “Test”, age: 18, status: "A" }) |
| SELECT \*FROM lju | db.lju.find() |
| SELECT id, name FROM lju | db.lju.find( { }, { name:1 } ) |
| SELECT name, status FROM lju | db.lju.find( { }, { name:1,status:1,\_id: 0 } ) |
| SELECT \* FROM lju WHERE status = "A" | db.lju.find( { status: "A" } ) |
| SELECT name FROM lju WHERE status = "A" | db.lju.find( { status: "A" }, { name: 1,\_id: 0 } ) |
| SELECT \* FROM lju WHERE status  != "A" | db.lju.find( { status: { $ne: "A" } } ) |
| SELECT \* FROM lju  WHERE status = "A" AND age = 50 | db.lju.find({status:”A”,age:50})  **or**  db.lju.find(  { $and: [ { status: "A" } , { age: 50 } ] }  ) |
| SELECT \* FROM lju WHERE status = "A" OR age = 30 | db.lju.find(  { $or: [ { status: "A" } , { age: 30 } ] }  ) |
| SELECT \* FROM lju WHERE age > 25 | db.lju.find(  { age: { $gt: 25 } }  ) |
| SELECT \* FROM lju WHERE age <= 25 | db.lju.find(  { age: { $lte: 25 } }  ) |
| SELECT \* FROM lju  WHERE age > 25 AND age<= 50 | db.lju.find(  { age: { $gt: 25, $lte: 50 } }  ) |
| SELECT \* FROM lju  WHERE name like "%abc%" | db.lju.find( { name: {$regex: /abc/ }} )  **or**  db.lju.find( { name: { $regex: /abc/ } } ) |
| SELECT \* FROM lju  WHERE name like "abc%" | db.lju.find( { name: /^bc/ } )  **or**  db.lju.find( { name: { $regex: /^abc/ } } ) |
| SELECT \* from lju where name=”abc” and age=20 | db.lju.find({name:"abc",age:20}) |
| SELECT \* FROM lju  WHERE status = "A" ORDER BY age ASC | db.lju.find( { status: "A" } ).sort({ age: 1 }) |
| SELECT \* FROM lju  WHERE status = "A" ORDER BY age DESC | db.lju.find( { status: "A" } ). sort( { age: -1  } ) |
| SELECT COUNT(\*) FROM lju | db.lju. count()  or  db. lju. find(). count() |
| SELECT COUNT(\*) FROM lju  WHERE age > 30 | db.lju.count( { age: { $gt: 30 } } ) or  db.lju.find( { age: { $gt: 30 } } ).count() |
| SELECT \* FROM lju LIMIT 1 | db.lju.findOne() or  db.lju.find().limit(1) |
| SELECT \* FROM lju LIMIT 2 OFFSET 3; | db.lju.find().limit(2).skip(3) |
| EXPLAIN SELECT \*  FROM lju WHERE status = "A" | db.lju. find( { status: "A" } ).explain() |
| UPDATE lju SET status = "C"  WHERE age > 25 | db.lju.updateMany( { age: { $gt: 25 } }, { $set: {  status: "C" } } ) |
| UPDATE lju SET age = age + 3  WHERE status = "A" | db.lju.updateMany( { status: "A" } , { $inc: {  age: 3 } |
| DELETE FROM lju WHERE status =  "D" | db.lju.deleteMany( { status: "D" } ) |
| DELETE FROM lju | db.lju.deleteMany( { } ) |
| SELECT \*  FROM lju  WHERE name NOT IN ('aaa','abc','bbb'); | db.lju.find( { name: { $nin: [ ‘aaa’,’abc’,’bbb’ ] } } ) |
| SELECT name  FROM lju  WHERE age IN (20,23,33); | db.lju.find( { age: { $in: [ 20, 23, 33 ] } },{name:1,\_id:0} ) |

**Examples**

**Example1**

**Create a collection named student having fields name, age, standard, percentage. Insert 5 to 10 random documnets in collection.**

**1) Find name of all students having age>5**

**2) Increase the standard for all students by 1.**

**3) Arrange all the records in descending order of age.**

**4) Show the name of student who is the oldest student among all students.**

**5) Delete the record of the student if standard is 12.**

db.student.insertMany([{name:"abc",age:13,standard:6,perc:80},{name:"def",age:15,standard:8,perc:90},{name:"ghi",age:10,standard:3,perc:75},{name:"pqr",age:5,standard:1,perc:89},{name:"xyz",age:17,standard:12,perc:97}])

1. db.student.find({age:{$gt:5}},{name:1,\_id:0})
2. db.student.updateMany({},{$inc:{standard:1}})
3. db.student.find().sort({age:-1})
4. db.student.find({},{name:1,\_id:0}).sort({age:-1}).limit(1)
5. db.student.deleteOne({standard:12})

**Example2**

**Perform the tasks as asked below.**

Create Collection “employees” with following data

**[{\_id: 1,name: "Eric",age: 30,position: "Full Stack Developer",salary: 60000},**

**{\_id: 2,name: "Erica",age: 35,position: "Intern",salary: 8000},**

**{\_id: 3,name: "Erical",age: 40,position: "UX/UI Designer",salary: 56000},**

**{\_id: 4,name: "treric7",age: 37,position: "Team Leader",salary: 85000},**

**{\_id: 5,name: "Eliza",age: 25,position: "Software Developer",salary: 45000},**

**{\_id: 6,name: "Trian",age: 29,position: "Data Scientist",salary: 75000},**

**{\_id: 7,name: "Elizan",age: 25,position: "Full Stack Developer",salary: 49000}]**

1. Find All Documents
2. Find Documents by Position “Full Stack Developer”:
3. Retrieve name of employees whose age is greater than or equal to 25 and less than or equal to 40.
4. Retrieve name of the employee with the highest salary.
5. Retrieve employees with a salary greater than 50000.
6. Retrieve employees' names and positions, excluding the "\_id" field.
7. Count the number of employees who have salary greater than 50000
8. Retrieve employees who are either " **Software Developer**" or "**Full Stack Developer**" and are below 30 years.
9. Increase the salary of an employee who has salary less than 50000 by 10%.
10. Delete all employees who are older than 50.
11. Give a 5% salary raise to all "**Data Scientist**"
12. Find documents where name like “%an”
13. Find documents where name like “Eri--” (Case Insensitive)
14. Find documents where name like “%ric%”
15. Find documents where name contains only 4 or 5 letters.
16. Find documents where name must end with digit

**Answers:**

1. db.employees.insertMany([{\_id: 1,name: "Eric",age: 30,position: "Full Stack Developer",salary: 60000},

{\_id: 2,name: "Erica",age: 35,position: "Intern",salary: 8000},

{\_id: 3,name: "Erical",age: 40,position: "UX/UI Designer",salary: 56000},

{\_id: 4,name: "treric7",age: 37,position: "Team Leader",salary: 85000},

{\_id: 5,name: "Eliza",age: 25,position: "Software Developer",salary: 45000},

{\_id: 6,name: "Trian",age: 29,position: "Data Scientist",salary: 75000},

{\_id: 7,name: "Elizan",age: 25,position: "Full Stack Developer",salary: 49000}])

1. db.employees.find()
2. db.employees.find({position:"Full Stack Developer"})
3. db.employees.find({ age: { $gte: 30, $lte: 40 } },{name:1,\_id:0})
4. db.employees.find({},{name:1,\_id:0}).sort({ salary: -1 }).limit(1)
5. db.employees.find({ salary: { $gt: 50000 } })
6. db.employees.find({salary:{$gt:50000}}).count()
7. db.employees.find({ $and: [{ $or: [{ position: "Software Developer" }, { position: "Full Stack Developer" }] }, { age: { $lt: 30 } }] })
8. db.employees.updateOne({salary:{$lt:50000}},{ $mul: { salary: 1.1 } })
9. db.employees.deleteMany({ age: { $gt: 50 } })
10. db.employees.updateMany({ position: "Data Scientist" }, { $mul: { salary: 1.05 } })
11. db.employees.find({name:{$regex:/an$/}})
12. db.employees.find({name:{$regex:/^eri[A-z]{2}$/i}})
13. db.employees.find({name:{$regex:/ric/i}})
14. db.employees.find({name:{$regex:/^[A-Za-z]{4,5}$/i}})
15. db.employees.find({name:{$regex:/[0-9]$/}})

**Example3**

**Insert 10 documents with random data with fields \_id,brand,price,cat as shown below.**

db.product.insertMany([

{\_id:1,brand:"samsung",price:29000,cat:"mobile"},

{\_id:2,brand:"nokia",price:5000,cat:"mobile"},

{\_id:3,brand:"vivo",price:16000,cat:"mobile"},

{\_id:4,brand:"samsung",price:60000,cat:"tv"},

{\_id:5,brand:"samsung",price:40000,cat:"washing machine"},

{\_id:6,brand:"ifb",price:45000,cat:"wasing machine"},

{\_id:7,brand:"apple",price:120000,cat:"mobile"},

{\_id:8,brand:"oppo",price:20000,cat:"mobile"},

{\_id:9,brand:"sony",price:80000,cat:"tv"},

{\_id:10,brand:"vivo",price:31000,cat:"mobile"},

])

1. **Display price and brand of product which are of mobile cat.**
2. **Increase price of each Samsung products by 1000.**
3. **Update all vivo product by adding field quantity and add random value**
4. **Display price of products which are of vivo or oppo brand.**
5. **Display brand and cat of products which are less than 80000 and greater than or equal to 30000.**

**Answers:**

1. db.product.find({cat:”mobile”},{cat:0,\_id:0})
2. db.product.updateMany({brand:"samsung"},{$inc:{price:1000}})
3. db.product.updateMany({brand:"vivo"},{$set:{quantity:5}})
4. db.product.find({$or:[{brand:"vivo"},{brand:"oppo"}]},{price:1,\_id:0})
5. db.product.find({price:{$lt:80000,$gte:30000}},{price:0,\_id:0})

**Example4**

**Consider following student collection:**[  
 {\_id:123433,name: "SSS",age:22},  
 {\_id:123434,name: "YYY",age:2},  
 {\_id:123435,name: "PPP",age:32},  
] **Do as directed:  
(1) Update name=”JJJ” and age=40, where age=20 occurs. Insert new document, if record is not found.  
(2) To retrieve age and name fields of documents having names “YYY” & “SSS”. Don’t project \_id field.**

**Answers:**

1. db.info.updateMany({age:20},{$set:{name:'JJJ',age:40}},{upsert:true})
2. db.info.find({ $or: [ { name: 'YYY' }, { name: 'SSS' } ] }, { \_id: 0 })