**Semantic Attributes and Metadata in NIEM 6**

Our goal is to support multiple serializations of NIEM data, and not just XML. For this to matter, each of those different serializations – NIEM JSON, NIEM RDF, etc. – must be accepted by the relevant developers. If our NIEM serializations are too ugly, unconventional, or difficult, then we might as well not bother.

These multiple serializations (and the lossless round-trip translations among them) are possible because the NIEM conceptual model is based on the RDF conceptual model, and because all NIEM data has an RDF interpretation. Two NIEM messages with different serializations are equivalent if they are each equivalent to the same RDF graph. For example, these two messages are equivalent:[[1]](#footnote-1)

|  |  |
| --- | --- |
| <nc:Email>  <nc:MessageID>M1</nc:MessageID>  <nc:MessageSentDate>  <nc:Date>2022-03-31</nc:Date>  </nc:MessageSentDate>  </nc:Email>  **NIEM XML** | {  "nc:Email": {  "nc:MessageID": "M1",  "nc:MessageSentDate": {  "nc:Date": "2022-03-31"  }  }  }  **NIEM JSON** |

Both messages resolve to the same NIEM RDF (Turtle syntax):

\_:msg nc:Email :\_n02 .

\_:n02 nc:MessageID "M1 .

\_:n02 nc:MessageSentDate \_:n03 .

\_:n03 nc:Date "2022-03-31" .

A diagram of that RDF graph looks like this:
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The NIEM conceptual model has *objects*, *properties*, and *values*.[[2]](#footnote-2) In terms of the conceptual model, the above example contains:

* 3 objects: message object (\_:msg), email object (\_:n02), and sent-date object (\_:n03)
* 4 properties: nc:Email, nc:MessageID, nc:MessageSentDate, and nc:Date
* 2 literal values ("M1" and "2022-03-31")
* 2 object values (\_:n02 and \_:n03)

The objects, properties, and values in NIEM data are described by and conform to a *message model,* which is a NIEM data model. (NIEM core and domain models are also NIEM data models, but not message models.) A data model defines:

* The *object type* of each object, known as the object's *class*
* The *datatype* of each literal
* The *has-a* relationship denoted by properties; e.g. there is a *has-a-MessageID* relationship from the email object to the "M1" literal value.

A property with an object value is an *object property.* A property with a literal value is a *datatype property.*

A NIEM data model specifies the optional and required properties in all objects of a class. It specifies the range of each object property (which is a class). It specifies the range of each datatype property (which is a datatype). At present, NIEM data models are expressed in XSD. In NIEM 6 they will also be expressed in the *Common Model Format (CMF).* The part of the message model defining the nc:MessageID property looks like this:

|  |  |
| --- | --- |
| <xs:element  name="MessageID"  type="niem-xs:string"/>  **XSD** | <Property>  <Name>MessageID</Name>  <Namespace s:uri="nc"/>  <Datatype s:uri="xs:string"/>  </Property>  **CMF** |

**NIEM without attributes is wonderful**

Let's begin by visiting the wonderful imaginary world without XML attributes, and see what happens when we need to add a property to a MessageID literal. Those strings can be very long,so we might want to truncate the string in our message, and put a "truncated=true" property on the shortened string value. We would like to create a message graph like this:
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Bzzzt! We can't do that! Literals can't have a property. If you want to have a property like nc:partialIndicator, you must have an object to hang it from. What we must do instead is:

* Convert nc:MessageID from a datatype property to an object property
* Create an object class nc:MessageIDType for this new object property
* Create a new datatype property nc:MessageIDValue for the literal "M1"

The resulting graph looks like this:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiYAAACZCAMAAAAsEwH9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAFcUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEBAQAAAAAAAAEBAQAAAAAAAAEBAQAAAAcHBw8PDwAAAAYGBggICAsLCxAQEBERERgYGB4eHiAgICgoKDAwMDIyMjMzMzg4OEBAQEhISE1NTVBQUFhYWGBgYGhoaHBwcHJycnh4eH9/f4eHh4+Pj5eXl52dnZ+fn6Kioqenp6+vr7e3t7+/v8PDw8fHx8nJyc/Pz9fX19jY2N7e3t/f3+fn5+rq6uzs7O/v7/Hx8fX19ff39/v7+////49Az/QAAABAdFJOUwAECAoQExUYGiAhKDA2Nzg8PkBDSFBYYGJocHR4fICEh42Pl5+nr7Cyt7/HzM3P19/h4uTl5+ju7/D09/j5/v4CkTsqAAAACXBIWXMAABcRAAAXEQHKJvM/AAANuklEQVR4Xu2dj1vb1hWGiUNDTeigjGDwqIfBeGAGmG0eFIdwlqW00IU0GUmdkiwJWZs12bJR/v/n2TnnHkmWkWzZliVZnPdJkHwlXeu797s/JB3bI4qiKIqiKIqSPkanp3OFwlKFWS4U5qenx2RTKki7vgiYzJe2wINaeWFadhlq0q4vAmYXK1xk909Ovm80zs6Zl41G49HJIW/YXM5lZN9hJO36oiC7WKOSOvr72U+XHrx/9fQhbd8tTcoBQ0ba9UVBJrdORdg4v5BS8+b8+SPcbSs/dCN52vVFQra0C/Dg1LOVtfL++2+wJFeGqsmlXV8kZBbvApy8bN/Omnnz5D4W5NC0uLTri4ZZHLKfvJcSCsjHxn2oLwzHbC/t+iJhAsfs439K6XTBh8cA1TuSSYJJtb4bqxs3ZXWgZJZwzD6TkumS8yOASsJ75nj0TQHMmrXxHSiYtW4xDsCckL1bmDC3/xlvGN9xcozIJqMVgKcfpVi654cHUJ2QrBJJTPqwcqX6itCvTchvRcrEsodlFyIam9yuwoNzKZKeeH8MX85IZkEYSDPzJ3J9wtT+b0xdZra/aGr7XdFsk5E5XIglXM6IxCbTX8JRl1O7Vi5wBJ+X7AIwkGbmy+D1zW18si1CyLdlWtCf/c+3cYHb937FNpGNeO7G2taSisEcTiu86uzqyDQvyCtWpyLHcXqRcspsN79PmMwDPOq9Q7Z4CrAkGXZmIM3Mjwj0zVFl8znw+RRncck2+Yzr7sZqmWuVNtIKvsYXZXs5UpSNXNU8mli7umXy9gxbj/eyjmuxiX1wiOQBTqUo+uIMYFmydIi0mXkzUH0C1xnVEFe8DdpkfIe8Q0tr49zeLdPkraYvUO1zgpMP7uqWKeawkwk6zm0T5+DwmLwLPV4BtHJ+D3KSqU2kzcyTweoTuEropN1tGGWaCty4SRvYMibRWN9aMnS4bRN71xaZ7iJg6Di3TZyDQ2O0Ck+lGPrmJdRvS7YW0TYzDwasT2iyiTkdA9UUnhidt7EJ94h0ptg3sq9lSZ0n95FWa3B29WgNVCCmr7COa7WJdXBorMFJ8JvXnTiF6qjkK0TbzDwYsD7BXyadNG11ZArjO1zRvGQpdDhXOylxdnXJpH2Q4t6nvNJ0HBWmY5Om9wmFAhx+kDIIgYuHPGtoItpmdpVB6xNsmWZ6aUEyR4r7v8c0kslet+GNZsnm4lKqidmdXV0yZaY+BV9wcdrH8U58ElffJwSmAfq6n9DK+4OWy8aIm1krA9cn2DJNReKMypqC0Rma80b9ZpK2cRP/8elbSzZXkVsDNwLcy9rVJXNO+tjMtmlL9nG8kylJ2sU+OCQ24bkUQEi8gZrrOVnEzayVgesTHJvgmXDv59jEnCcrwVRzw4h2al5SH1koythqBlBrV0smQWsMWwqxjjM7YW44GjW/TzjcgcPwBm7DMeQlcybiZtbC4PWFDBcXFglpSg7r8IOoD43X7uYWdTNzM3h9IcOmv7HKZkkME+E3tsvLh743F/qhp2Y2RPos2PU+po+LpfBuKTi8gopkHyY9NbMh0pdk/gzvRHuIXBxAVvIPk16a2TDpSy4TcCTSQ+UxTyrjYsKJC0mlPjej3YTV4dXijdV2545dtvuClMnBE1EekIuvsUW/wpVfvsOVxybxCs+7eFIcPjkoW0bpXR+CEn0ExqvPTRY2gxsFrwSmcNTGflm8Ym6y0GBuUrxtstTldcDPXzUuL19QOT7DEnzrV4xvYh28c1jTYpTe9SEv/vK3ROpzk0W1QY2CV5d8vYg2kcG7aB6+03jONsHrBI+LhDK8EeXBePbt/6iV0V9++dd/m5UWPkBV3iAOyCZilH70XXz9j+98bBKvPjdkk6BGKe7d4guB1lif8Z0Cp+PrWepxWlmHDoHm3GG8+PY/2BdjO7v4Gv9QM/uRN16+8LHJJdTlDeLA2ISN0o++Z9/+188m8epzY2wSzCiOTVpifag/IZvMlUfG/3D1UrIKHSL/TDEC2oG64p+/4u74rTV6+/Umlw/A+zFqJFg2QaP8qXd9Px/++IuvTWLV58aySfChh2zijvWhJDPoeFPrVIwMty5qaeIPyyY8kntiPtOfBP4lZ9QOL31kEX+bHMJYQd4gSawH/IwI2oRnILwMYJPNQLcVeGyhMnPb5Jfv/DqTSwB5gzhwepPaH3vW9xbT/G0Sqz43Tm9SXwr6SSK0Bz/nkFgfTmpnk7VAD9ntYnQPOs+sKcoVPkJN3iAOLJvU8pme9fEsxdcm8epzY9kkuEnYJs2xPpzUzibL8FKUt6OpGJumeNZ1owc/waa8QRwYm6BJ+tD3lvNAPDXGq8+NsUk3JjE2QY/QU7JANskHiji3i9FcKpq/L+jSwIczKMkbxAHZhE3Slz7EtzeJV58bskl3JjE2aYr14aR2NpmEY1Hug7kSsIoRX6I3uDPhNT9OBxqR0YmcZZJ+9BG+NolXn5ts1yYRmzTF+lBSO5tk7t5v/ymnlmLE1wBUinyvHvEux0OI85tjZiyT9KGP8bVJvPrcjHVtErFJU6wPhfQg/o9Vy2F9gqWZN8m5SZl2fRFxBx6K9hB54h1vGAdp1xcRmRq8FvEO/JiUaTP/8OfDveSEY6RdX1TkO03yuuepxHwngrTriwjP5tYX7+9BL98XMyDSri8q8qF+KA579IewIlkngrTri4oKnEgJhMJTvw/ZxkXa9UVEmB/Yp6jzesK65LTri4rJu+EN3+/8vwAkNtKuLyrycBDSxxQ+HiXoaYdN2vVFxQochPKp/XffwOYAPzfZM2nXFxGZNQjjpvb5AWwm8sZT2vVFxjL0P897dQ/WknoRkHZ9UZEHeNzfh7KfA5SS2yOnXV9UzHwJx4F+ZMYb+vr/BckqkaRdX1RMVAFOe7xhedG4B/U2cS1JoF99+7/rPrAjjYwu1uGgpy+NeX0IUE785K5Pfb8u1fV3uphsGeCou49TIj+dAGwOxQ+y9qlvdKG2fm1vrrmY3sSCPOvi690vXj0CqHXxkwbx0q++2fVaQcceZB6HcHgSsMm9Oz0A2F0cpsvEfvVNlOqla/pUx83MChbkN42OlwXvzo5wx/Wh+1HnfvWNFWrrCZ+uR8NYnn4T/v5J441P93xx3nj0AHepLQ7lXcm+9eXWawvX/U4bM1mizhlb3ZPG6/Nzu+W9Oz8/b5we86baSvCv6Ukc/eqbxLHH50cOrhmjM4VKnQuMOebfgxcqi7ND/3SjT31ji7WKjj3C7VxhqVKpSOnBeqVSKuRTdPugH32Z3GY1r2OPm4mU31vqSd/kSn1Zxx6lI9nF3bUhnqMpUZHJbVXndexROjJd3l0e+im9MniyS7trPfyatXLdyMxvbc1r3JLSkZny7pKOPUpHssu75aGIqVDiZXS+ujV0T0OVGJhZ2x3OR6JKtNxe1oBIJQCj+eqmjj1KZ+5UaosaEKl05HapXtKxR+nI6EJVg/GVAGgwvhKIidKuBuMrnRlb0GB8JQi59aoG4yud0WB8JRBjhVpFAyKVjmgwvhIMDcZXAjG2qAGRSgA0GF8JxvSKBuMrAcgu7ZZ17FE6osH4SjA0GF8JRHZ5d0WD8ZWOaDC+EgwKxtegFKUjWQ3GV4KgwfhKMO6saUCkEgANxlcCocH4SjBmK7UFHXtSxI3VjZuy2vLCRWa70GarBxqMnyqu2sTTDV3bRIPx08LU/meyZtHeJt5czcVhVoPxh5/B20SD8ZPH3MYn2wBcm1MAUKYF/mlKLmIyrczt/WoHfrtK311eNqaQLU02cee2/7k96EjecsgNk8vIyPgOLmmM4cz5OMNYoabfTpwg5mDvFv7BqpqiP8VZsQlgc5+iiivif97ESbhOf7nurS3NNnHlhiYQm1h525mZ3oTfoDnzZjQYP0HMUfWYqSa1dguu6pEiVT2S2WbnYJ1KBRtTyJZmm7hzG98xNnHlzZlJLpxM7yKZu6FgfA1KSQRz2Py5vqhKHTjZ1DrC9Skv3DahLc02sXIzsxJjmI2brrw5M85Fkilj651aGFusaTB+EmiyCfUfFo5N7HnEFZtYW7xsYhzg2ETytjMTm3AyrfvYBLPQYPwk0FKxFmKTvVviAQ+b2FtkxWUT797EPiRob8JMr2hAZNw0VSzWno2pNpw1cFV62sTe4mUTPoJ9QBusvJ3MJBdO5rlJG5uM0K+yaDB+rNgVa2ateCnSfKUza9xTbBp0pKql7mmLl004N+dKR/J2MuNcTLL509Ym2C9pMH6sOBWL9WWmDewJuo9B9Ud1DYUiJUlN4m7mvom1xdMmtNvep6tiEytvOzPOhd4LzJVwJ5sgM+XWbyfWKUvccH0njeySKxh/rKYzlphJpE1agvELsKX9Sbwk1CbIzJp8O3GmBrDGSYpyFQnGn6VbMEuSpihX4GD8TbIJzEuSonhwZ51dAhDgfgrfpFGuJWWxyW7nwBS1ybVlrC42gWqHyx3rOZKEtBRpcm6eJVhBMEpqWaS6N1Q63Z01vYmEtDg2MSEx5BclpdDVsE1JEv2wbMKOsG0iN4sTe+Wv9E8OoF5BSgVkpkN3IjYxMxTbJiaMQectiuBnE+6K1CaKoV1voiiCyyY8GaGZK09jFcVCgluMTegFB8LgnBa7kykKc1AUhINbxCb0ggNh0CI4NVGXKIqiKIqiKIqiKIqiKIqiKIqiKIqiKIqiKIoSFSMj/weXyvB1pRP0aQAAAABJRU5ErkJggg==)

The message data looks like this:

|  |  |
| --- | --- |
| <nc:MessageID>  <nc:MessageIDValue>M1  <nc:partialIndicator>true  </nc:MessageID>  **NIEM XML** | {  "nc:MessageID": {  "nc:MessageIDValue": "M1",  "nc:partialIndicator": true  }  }  **NIEM JSON** |

Both messages resolve to the same NIEM RDF (Turtle syntax):

\_:n02 nc:MessageID \_:n04 .

\_:n04 nc:MessageIDValue "M1" .

\_:n04 nc:partialIndicator "true" .

The message model looks like this in XSD:

<xs:element name="MessageID" type="nc:MessageIDType"/>

<xs:complexType name="MessageIDType>

<xs:complexContent>

<xs:extension base="s:ObjectType">

<xs:sequence>

<xs:element ref="nc:MessageIDValue"/>

<xs:element ref="nc:partialIndicator"/>

</xs:sequence>

</xs:extension>

</xs:complexContent>

</xs:complexType>

<xs:element name="MessageIDValue" type="niem-xs:string"/>

<xs:element name="partialIndicator" type="niem-xs:boolean" minOccurs="0"/>

In CMF the message model looks like this:

<Class>

<Name>MessageIDType</Name>

<HasProperty>

<Property s:uri="nc:MessageIDValue"/>

<MinOccursQuantity>1</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

</HasProperty>

<HasProperty>

<Property s:uri="nc:partialIndicator"/>

<MinOccursQuantity>0</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

</HasProperty>

<Class>

<Property>

<Name>MessageIDValue</Name>

<Datatype s:uri="xs:string"/>

</Property>

<Property>

<Name>partialIndicator</Name>

<Datatype s:uri="xs:boolean"/>

</Property>

Everybody is happy, because:

1. Programmers know exactly what they are going to get
2. All of the data components appear in the message model, in both XSD and CMF
3. They are the same components in all of the serializations; i.e. you find nc:MessageIDValue in the XML, JSON, and RDF data.

Now, the nc:partialIndicator property is optional. The message looks like this if we leave it out:

|  |  |
| --- | --- |
| <nc:MessageID>  <nc:MessageIDValue>M1  </nc:MessageID>  **NIEM XML** | {  "nc:MessageID": {  "nc:MessageIDValue": "M1"  }  }  **NIEM JSON** |

Both messages resolve to the same NIEM RDF (Turtle syntax):

\_:n02 nc:MessageID \_:n04 .

\_:n04 nc:MessageIDValue "M1" .

Everybody is still fairly happy, for the same three reasons. Some programmers will gripe about the "unnecessary" nesting . "Why must my message include both nc:MessageID and nc:MessageIDValue?" Well, that's part of the data model, which includes nc:partialIndicator because some people need it, even if you don't. (We might be able to satisfy this gripe with component aliases, later on.)

**NIEM with attributes means trouble**

Let us now return to the real world, which includes XML attributes. Attributes on complex content are nothing special. You can write

<nc:Email nc:someAttribute="foo">

<nc:MessageID>M1</nc:MessageID>

<nc:MessageSentDate>

<nc:Date>2022-03-31</nc:Date>

</nc:MessageSentDate>

</nc:Email>

and no one will bat an eye; the attribute is just one more property on the nc:Email object. However, attributes on simple content are trouble. XML is different from every other serialization we are likely to support, in that it is possible to put a property on a literal via an attribute. In the previous example we added a "truncated" property to nc:MessageID through an element. If you do it with an attribute instead, the XML message data looks like this:

<nc:MessageID nc:partialIndicator="true">M1</nc:MessageID>

In NIEM JSON the message looks like this:

{

"nc:MessageID": {

"rdf:value": "M1",

"nc:partialIndicator": "true"

}

}

Both messages resolve to this RDF:

\_:n02 nc:MessageID \_:n04 .

\_:n04 rdf:value "M1" .

\_:n04 nc:partialIndicator "true" .

The message model with attributes is different. In XSD, it looks like this:

<xs:element name="MessageID" type="nc:MessageIDType"/>

<xs:complexType name="MessageIDType>

<xs:simpleContent>

<xs:extension base="niem-xs:string">

<xs:attribute ref="nc:partialIndicator" use="optional"/>

</xs:extension>

</xs:complexContent>

</xs:complexType>

<xs:element name="partialIndicator" type="niem-xs:boolean" minOccurs="0"/>

At present the CMF representation looks like this:

<Class>

<Name>MessageIDType</Name>

<HasValue s:uri="xs:string"/>

<HasProperty>

<Property s:uri="nc:partialIndicator"/>

<MinOccursQuantity>0</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

</HasProperty>

<Class>

<Property>

<Name>partialIndicator</Name>

<Datatype s:uri="xs:boolean"/>

</Property>

Finally, if the message omits the optional nc:partialIndicator attribute, the JSON serialization will look like this:

{

"nc:MessageID": "M1"

}

At this point the JSON developers are *not* happy – and I expect their emotions will be shared by developers using GPB, YAML, and most any other serialization we decide to support. They are unhappy because:

1. *Programmers know exactly what they are going to get.* Not any more, they don’t. The value of the nc:MessageID key can be either a literal or an object. JSON developers will have to write code to do one thing with a literal, another thing with an object, for every property that can have an attribute. They will hate that.
2. *All of the data components appear in the message model, in both XSD and CMF.* Not any more, they don't. The rdf:value component does not appear in the model at all. It will be completely alien to JSON developers. They will hate it. (Some RDF developers will recognize rdf:value as an old RDF idiom; I believe this was never widely adopted and is now out of favor, but I could be wrong.)
3. *The CMF model is slanted towards XML.* At present, CMF has this funky HasValue element to represent simple content with attributes. This is a model for an attribute; it only makes sense for XML. The technology-neutral way to represent a property on a literal value is to create a class – as shown in the CMF example on page 3.

**What to do about semantic attributes**

NIEM XML is packed full of attributes. Much as I would like to, we can't make them go away. However, there is some good news:

1. Relatively few are *semantic attributes* expressing some property of the message model*.*  Most are part of the plumbing, like s:id and s:ref. Plumbing attributes do not cause the problems described above.
2. Most elements in most messages do not have attributes, either because the element type does not define any attributes, or because the attributes defined were omitted from the message model subset.
3. The message model tells developers exactly where attributes can appear.

So if a change proposal for attributes causes any pain, it will only cause that pain in a few places.[[3]](#footnote-3)

My proposal is to change the RDF interpretation of simple content with semantic attributes. We can revise the NDR to say that if you have XML like

<nc:MessageID nc:partialIndicator="true">M1</nc:MessageID>

then the RDF interpretation is exactly what you would get if you had used an element instead, namely:

\_:n02 nc:MessageID \_:n04 .

\_:n04 nc:MessageIDLiteralValue "M1" .

\_:n04 nc:PartialIndicator "true" .

And since NIEM RDF and NIEM JSON are joined at the hip, this fixes the JSON as well:

{

"nc:MessageID": {

"nc:MessageIDLiteralValue": "M1",

"nc:PartialIndicator": true

}

}

We would also change the CMF representation of simple content with attributes, replacing HasValue with a datatype property, and indicating properties that should be XML attributes, like this:

<Class>

<Name>MessageIDType</Name>

<HasProperty>

<Property s:uri="nc:MessageIDLiteralValue"/>

<MinOccursQuantity>1</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

</HasProperty>

<HasProperty>

<Property s:uri="nc:PartialIndicator"/>

<MinOccursQuantity>0</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

<cmx:AttributeIndicator>true</cmx:AttributeIndicator>

</HasProperty>

<Class>

You may have noticed that nc:PartialIndicator uses lower camel case only in the XML. Everything else (CMF, JSON, RDF) uses upper camel case. The conversion would happen in CMFTool and NIEMTran. I think this approach is better for non-XML developers, but I'm not married to it.)

You may have noticed nc:MessageIDLiteralValue instead of nc:MessageIDValue. I don't like it, either -- but there are 18 places in the NIEM 5.0 model where there is a FooValue and also a FooType with simple content and attributes, and I don't think we are changing all of them.

And now, I think everyone is fairly happy again, because:

1. Programmers know exactly what they are going to get
2. All of the data components appear in the message model, in both XSD and CMF
3. They are the same components in all of the serializations; i.e. no ugly rdf:value for everything but XML.

**What to do about metadata on simple content**

There is no happy ending here. Adding a metadata attribute to simple content introduces all the problems described above. The problems are more severe, because a metadata attribute can appear *anywhere,* not on a relatively few elements that are all known in advance via the message model. I think we have three choices:

1. We can maintain the status quo, and hope that non-XML developers will come to accept rdf:value properties, and be willing to test every data value to see if it is an object or a literal.
2. We can apply the FooLiteralValue trick to every complex type with simple content (and not just those with attributes).
3. We can eliminate metadata on simple content.

I vote for Door #3. It is much like our solution for relationship metadata. There we said that if you want metadata on a relationship, then you must include a class for the relationship in your message model. Option #3 says that if you want metadata on a literal, then you must include a class with the literal as a property in your message model. Option #3, unlike the other two, has no impact on the vast majority of simple content elements.

If we combined our design pattern for relationship metadata with our idea of using elements for metadata, then metadata on simple content might look like this:

|  |  |
| --- | --- |
| <my:MessageIDRelationship>  <nc:MessageID>M1  <nc:Metadata>  <nc:EffectiveDate>2022-03-31  </nc:Metadata>  </my:MessageIDRelationship>  **NIEM XML** | {  "my:MessageIDRelationship": {  "nc:MessageID": "M1",  "nc:Metadata": {  "nc:EffectiveDate": "2022-03  }  }  }  **NIEM JSON** |

Both messages would resolve to this RDF:

\_:n01 nc:MessageIDRelationship \_:n02 .

\_:n02 nc:MessageID "M1" .

\_:n02 nc:Metadata \_:n03 .

\_:n03 nc:EffectiveDate "2022-03-31" .

The message model in XSD would contain the following in the "my" namespace:

<xs:complexType name="MessageIDRelationship>

<xs:complexContent>

<xs:extension base="s:ObjectType">

<xs:sequence>

<xs:element ref="nc:MessageID"/>

<xs:element ref="nc:Metadata" minOccurs="0"/>

</xs:sequence>

</xs:extension>

</xs:complexContent>

</xs:complexType>

Since we are creating a new class for the object that will hold the metadata property, we might as well skip the augmenation business. (Metadata for complex content would use augmentations in this approach.)

In CMF we would see:

<Class>

<Name>MessageIDRelationship</Name>

<Namespace s:uri="my"/>

<HasProperty>

<Property s:uri="nc:MessageID"/>

<MinOccursQuantity>1</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

</HasProperty>

<HasProperty>

<Property s:uri="nc:Metadata"/>

<MinOccursQuantity>0</MinOccursQuantity>

<MaxOccursQuantity>1</MaxOccursQuantity>

</HasProperty>

<Class>

It's not elegant, but if you really need metadata on simple content, it would work. We need more study on exactly what such metadata would mean, and when it would be needed.

**What to do about the plumbing attributes (s:id, s:ref, s:uri)**

These attributes are even worse than semantic or metadata attributes. All of the old problems apply. The new problem is that there is no RDF equivalent of these attributes. Literals do not have identifiers in RDF. If you need an identifier, you must have an object. The RDF equivalent for XML like this:

<nc:MessageID s:id="foo">ABCD</nc:messageID>

<nc:MessageID s:ref="foo"/>

would be something like this:

\_:n1 nc:MessageID ABCD .

\_:n2 nc:MessageID *the exact same literal in that tuple over there*

There's no way to say that in RDF. Either we get rid of plumbing attributes on simple content, or we give up on complete convertibility among NIEM serializations. (By the way, writing software to process NIEM XML is *much easier* if you do not have to worry about s:ref pointers on simple content elements. I mean, a lot. I doubt if one developer in ten is actually writing code that meets our specification.)

**What to do about s:sequenceID**

I want to get rid of this in NIEM 6 and replace it with an "order is significant" property on object classes in CMF, and equivalent appinfo in XSD.

**What if we do nothing?**

I believe the status quo is somewhat hostile to JSON developers. I think the rdf:value key, the ubiquitous object-or-literal test, and the XML-centric CMF will all be an obstacle to adoption. I also believe the long-term future for machine-to-machine data exchange is JSON and YAML, not XML. So I think we should find some alternatives to the status quo – those proposed above, or something even better.

1. Examples in this paper may omit closing tags, shorten component names, etc. for clarity. [↑](#footnote-ref-1)
2. These correspond to *subjects, predicates,* and *objects* in the RDF conceptual model. [↑](#footnote-ref-2)
3. Festus: *Doc, Doc, my arm hurts in three places!*

   Doc: *Well, then stay outta those three places!*

   You're welcome 😊. [↑](#footnote-ref-3)