* Inheretance – is a relationship – parent child relationship.
* Multiple inheritance is not possible that means a extending both b and c because they might have same functions and java will get confused which to follow so ambiguity.
* Aggregation – has a relationship – which means one object can have a parameter which has another object as one of the parameter of that object.
* Overloading – having same methods with different parameters but return type should be same because different return type is not allowed in method overloading it will give compile time error.main method can be overloaded but it will accept only that method which has sting array arguments as input.
* Overriding – means one method which has many implementation. Static method cannot be overridden because it is associated with a class but not with the object.
* Static methods are accessible via class name.
* Method overriding can have different return types this is useful for checking type of the return because child class can change the return type to its own class so that if child class executes function which returns this we will understand that the return type is actually which class it will become problem if there are multiple level inherentaance if return type is same.
* Final keyword can be assigned to variable clas and method. Final variable cannot be changed it is constant blank final variable can be assigned value only inconstructor. Final method cannot be oveerriden. Blank static final variable will be assigned value only in static block. Static class cannot be xtended.
* Static and final both methods cannot be overridden.

Points to Remember for abstract class

* An abstract class must be declared with an abstract keyword.
* It can have abstract and non-abstract methods.
* It cannot be instantiated.
* It can have [constructors](https://www.javatpoint.com/java-constructor)

and static methods also.

* It can have final methods which will force the subclass not to change the body of the method.
* String is immutable that means it cannot be changed. For mutable strings we use stringBuffer and stringbuilder.
* Two ways string can be created – by literal and by new keyword.
* When created by literal if same string is created it will check in string constant pool and will not create a new object it will refer to the previous one. And by new keyword it will create new ref but it will refer to same thing in string constant pool.
* Strings can be compared using equals, equalIgnoreCase, CompareTo methods.
* Strings can be concatenated also, it can be concatenated using concat, join StringBuilder.append and Strongjoiner, Collectors.joinning methods.
* Substring can be provided in java by using Substring(firstIndex, lastIndex) where firstIndex will be included and last index will be excluded.
* Split can be used to split strings with provided regex and limit.

**intern() method :**In Java, when we perform any operation using intern() method, it returns a canonical representation for the string object. A pool is managed by String class.

* When the intern() method is executed then it checks whether the String equals to this String Object is in the pool or not.
* If it is available, then the string from the pool is returned. Otherwise, this String object is added to the pool and a reference to this String object is returned.
* It follows that for any two strings s and t, s.intern() == t.intern() is true if and only if s.equals(t) is true.

|  |
| --- |
| // Java program to illustrate  // intern() method  class GFG {      public static void main(String[] args)      {          // S1 refers to Object in the Heap Area          String s1 = new String("GFG"); // Line-1            // S2 refers to Object in SCP Area          String s2 = s1.intern(); // Line-2            // Comparing memory locations          // s1 is in Heap          // s2 is in SCP          System.out.println(s1 == s2);            // Comparing only values          System.out.println(s1.equals(s2));            // S3 refers to Object in the SCP Area          String s3 = "GFG"; // Line-3            System.out.println(s2 == s3);      }  } |

* Output:
* false
* true
* true
* **Explanation :** Whenever we create a String Object, two objects will be created i.e. One in the Heap Area and One in the String constant pool and the String object reference always points to heap area object. When line-1 execute, it will create two objects and pointing to the heap area created object. Now when line-2 executes, it will refer to the object which is in the SCP. Again when line-3 executes, it refers to the same object which is in the SCP area because the content is already available in the SCP area. No need to create a new one object.
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* If the corresponding String constant pool(SCP) object is not available then intern() method itself will create the corresponding SCP object.

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | The String class is immutable. | The StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when we concatenate too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when we concatenate t strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |
| 4) | String class is slower while performing concatenation operation. | StringBuffer class is faster while performing concatenation operation. |
| 5) | String class uses String constant pool. | StringBuffer uses Heap memory |

* Synchronous – thread safe – one thread at a time.
* Non synchronous – not thread safe – multiple threads share at a same time.
* Static anf final cane be overloaded but cannot be overridden.
* Java Regex – Its api that is used for string validation or manipulation.

Pattern.matches(regex, char seq);

e.g. – [0-9] includes 0 to 9 and [^0-9] without 0-9 {} indicates number of characters

|  |  |
| --- | --- |
| . | Any character (may or may not match terminator) |
| \d | Any digits, short of [0-9] |
| \D | Any non-digit, short for [^0-9] |
| \s | Any whitespace character, short for [\t\n\x0B\f\r] |
| \S | Any non-whitespace character, short for [^\s] |
| \w | Any word character, short for [a-zA-Z\_0-9] |
| \W | Any non-word character, short for [^\w] |
| \b | A word boundary |
| \B | A non word boundary |

* Exception –
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* Difference between throw and throws –

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. no.** | **Basis of Differences** | **throw** | **throws** |
| 1. | Definition | Java throw keyword is used throw an exception explicitly in the code, inside the function or the block of code. | Java throws keyword is used in the method signature to declare an exception which might be thrown by the function while the execution of the code. |
| 2. | Type of exception Using throw keyword, we can only propagate unchecked exception i.e., the checked exception cannot be propagated using throw only. | Using throws keyword, we can declare both checked and unchecked exceptions. However, the throws keyword can be used to propagate checked exceptions only. |  |
| 3. | Syntax | The throw keyword is followed by an instance of Exception to be thrown. | The throws keyword is followed by class names of Exceptions to be thrown. |
| 4. | Declaration | throw is used within the method. | throws is used with the method signature. |
| 5. | Internal implementation | We are allowed to throw only one exception at a time i.e. we cannot throw multiple exceptions. | We can declare multiple exceptions using throws keyword that can be thrown by the method. For example, main() throws IOException, SQLException. |

* Throws keyword can be used to declare checked and unchecked both the exceptions but it will propagate only checked exceptions.
* Throw keywprd can be used to declare only unchecked exceptions.

Some of the rules are listed below:

* **If the superclass method does not declare an exception**
  + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception.
* **If the superclass method declares an exception**
  + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. The java compiler decides its name. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class was created within the method. |
| [Static Nested Class](https://www.javatpoint.com/static-nested-class) | A static class was created within the class. |
| [Nested Interface](https://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

There are given some points that should be remembered by the java programmer.

* The nested interface must be public if it is declared inside the interface, but it can have any access modifier if declared within the class.
* Nested interfaces are declared static
* A thread is basically a saperate execution. It is a light weight subprocess. A process can have multiple threads. A process has dedicated address in memory space whereas threads share the memory but each thread requires at least one process to execute.
* Threads can be created using two methods either by extending Thread class or implementing Runnable class. Both can have run function in it. So whenever we do start() it will run run() method and perform action written in it. Also whenever you create thread using runnable interface you have to create thread like this,

Thread t1 = new Thread(Runnable class object). So this will actually create a thread. And class objects which are extending Thread are by default treated as thread.

* Thread scheduling is done to schedule threads which are in the runnable state and which should be picked first. Now there are 3 diff strategies to decide that,
  1. First come first serve strategy – where the thread which came first will be served but in that case also it can lead to starvation(like one thread occupying a space for a long time and blocking critical part of the code for long) so we use time slicing.
  2. Time slicing – here every thread has assigned a particular time. And the thread has to leave a CPU after that time is completed.
  3. Priority based – whichever thread has higher priority between 1 to 10 that get executed first.
* Whenever a particular thread goes in the sleep mode thread scheduler will immediately pick the other thread in the queue and starts executing.
* **class** TestSleepMethod1 **extends** Thread{
* **public** **void** run(){
* **for**(**int** i=1;i<5;i++){
* // the thread will sleep for the 500 milli seconds
* **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
* System.out.println(i);
* }
* }
* **public** **static** **void** main(String args[]){
* TestSleepMethod1 t1=**new** TestSleepMethod1();
* TestSleepMethod1 t2=**new** TestSleepMethod1();
* t1.start();
* t2.start();
* }
* }

**Output:**

1

1

2

2

3

3

4

4

# **What if we call Java run() method directly instead start() method?**

* Each thread starts in a separate call stack.
* Invoking the run() method from the main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack.
* So instead of creating a saperate stack for thread, it will go into the main stack. And lets say there are 2 threads and run method has for loo[s and it is sleeping thread for 500ms so forst thread will be executed completely with 500ms gaps and then second threads will be executed because it is treated as objects in main stack and not like thread so no context switching.
* By default priority given to thread will be 5. And we can assign a different priority and then can get the priority Thread().currentThread.getPriority().
* Deamon thread is a service provider thread that provides background services to user thead. So as soon as all user threads are dead JVM will automatically terminate the thread. .setDeamon is used to set the thread as deamon and isDeamon is used to check whether it’s a deamo thread or not.
* The CPU always runs only one thread at a time but the context switching between the thread is so fast that we feel that there are two threads running simultaneously.
* Examples –

1. A very good example of thread-based multithreading is a word processing program that checks the spelling of words in a document while writing the document. This is possible only if each action is performed by a separate thread.

2. Another familiar example is a browser that starts rendering a web page while it is still downloading the rest of page.

* Gafrbage collection is used in java to automatically destroy unreferenced objects, this is done in java automatically that’s why java is more memory effeicient.

By unreferenced objects means objects which are initialised as null, objects which are assigned ref to another object so the previous ref is destroyed and anonymous objects(new Class).

Finalize() method is used before destroying the object. We can call gc() to invoke garbage collector in class and we have to implement finalize() function to do any cleanup that we need to do before destroying object.

Garbage collector destroys objects only those which are created by new keyword. For others we will have to invoke finalize () method explicitly.

1. // Java program that prints the odd and even numbers using two threads.
2. // the time complexity of the program is O(N), where N is the number up to which we
3. // are displaying the numbers
4. **public** **class** OddEvenExample
5. {
6. // Starting the counter
7. **int** contr = 1;
8. **static** **int** NUM;
9. // Method for printing the odd numbers
10. **public** **void** displayOddNumber()
11. {
12. // note that synchronized blocks are necessary for the code for getting the desired
13. // output. If we remove the synchronized blocks, we will get an exception.
14. **synchronized** (**this**)
15. {
16. // Printing the numbers till NUM
17. **while** (contr < NUM)
18. {
19. // If the contr is even then display
20. **while** (contr % 2 == 0)
21. {
22. // handling the exception handle
23. **try**
24. {
25. wait();
26. }
27. **catch** (InterruptedException ex)
28. {
29. ex.printStackTrace();
30. }
31. }
32. // Printing the number
33. System.out.print(contr + " ");
34. // Incrementing the contr
35. contr = contr + 1;
36. // notifying the thread which is waiting for this lock
37. notify();
38. }
39. }
40. }
41. // Method for printing the even numbers
42. **public** **void** displayEvenNumber()
43. {
44. **synchronized** (**this**)
45. {
46. // Printing the number till NUM
47. **while** (contr < NUM)
48. {
49. // If the count is odd then display
50. **while** (contr % 2 == 1)
51. {
52. // handling the exception
53. **try**
54. {
55. wait();
56. }
57. **catch** (InterruptedException ex)
58. {
59. ex.printStackTrace();
60. }
61. }
62. // Printing the number
63. System.out.print(contr + " ");
64. // Incrementing the contr
65. contr = contr +1;
66. // Notifying to the 2nd thread
67. notify();
68. }
69. }
70. }
71. // main method
72. **public** **static** **void** main(String[] argvs)
73. {
74. // The NUM is given
75. NUM = 20;
76. // creating an object of the class OddEvenExample
77. OddEvenExample oe = **new** OddEvenExample();
78. // creating a thread th1
79. Thread th1 = **new** Thread(**new** Runnable()
80. {
81. **public** **void** run()
82. {
83. // invoking the method displayEvenNumber() using the thread th1
84. oe.displayEvenNumber();
85. }
86. });
87. // creating a thread th2
88. Thread th2 = **new** Thread(**new** Runnable()
89. {
90. **public** **void** run()
91. {
92. // invoking the method displayOddNumber() using the thread th2
93. oe.displayOddNumber();
94. }
95. });
96. // starting both of the threads
97. th1.start();
98. th2.start();
99. }
100. }
     * Synchronised block is used so that one thread can be run at a time that means if one thread is at sleep it should wait for the sleep time and then run next task complete it and then other thread will work.

* //example of java synchronized method
* **class** Table{
* **synchronized** **void** printTable(**int** n){//synchronized method
* **for**(**int** i=1;i<=5;i++){
* System.out.println(n\*i);
* **try**{
* Thread.sleep(400);
* }**catch**(Exception e){System.out.println(e);}
* }
* }
* }
* **class** MyThread1 **extends** Thread{
* Table t;
* MyThread1(Table t){
* **this**.t=t;
* }
* **public** **void** run(){
* t.printTable(5);
* }
* }
* **class** MyThread2 **extends** Thread{
* Table t;
* MyThread2(Table t){
* **this**.t=t;
* }
* **public** **void** run(){
* t.printTable(100);
* }
* }
* **public** **class** TestSynchronization2{
* **public** **static** **void** main(String args[]){
* Table obj = **new** Table();//only one object
* MyThread1 t1=**new** MyThread1(obj);
* MyThread2 t2=**new** MyThread2(obj);
* t1.start();
* t2.start();
* }
* }

**Output:**

5

10

15

20

25

100

200

300

400

500

* + Collection is a group of objects. Collection implements iterable interface and it has many interfaces (List, Set, Queue) and classes that implements this interfaces(ArrayList, LinkedList, HashSet, LinkedHashset, vector, dequeu),
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  + Array List – array List is used to dynamically store value and maintain its order.it is non synchronised,
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* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non [synchronized](https://www.javatpoint.com/synchronization-in-java).
* Java ArrayList allows random access because the array works on an index basis.
* In ArrayList, manipulation is a little bit slower than the LinkedList in Java because a lot of shifting needs to occur if any element is removed from the array list.
* We can not create an array list of the primitive types, such as int, float, char, etc. It is required to use the required wrapper class in such cases. For example:

1. ArrayList<**int**> al = ArrayList<**int**>(); // does not work
2. ArrayList<Integer> al = **new** ArrayList<Integer>(); // works fine

* Java ArrayList gets initialized by the size. The size is dynamic in the array list, which varies according to the elements getting added or removed from the list.
* Java.util package has a Collection class which has static method sort() so by using Collection.sort() we can sort the elements of arraylist.
* By using equals() method we can compare two arraylist.
* By using reverse() method we can reverse any collection.
* We can use Collections.synchronizedList(List<T>) method to synchronize collections in java. The synchronizedList(List<T>) method is used to return a synchronized (thread-safe) list backed by the specified list.
* By using Collections.reverseOrder(Comparator<T>cmp) method, we can sort the collection in reverse order.
* LinkedList –
* ![Java LinkedList class hierarchy](data:image/png;base64,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)

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses a **dynamic array** to store the elements. | LinkedList internally uses a **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses an array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses a doubly linked list, so no bit shifting is required in memory. |
| 3) An ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |