1. :
2. Ranking and Window Functions
3. Using ROW\_NUMBER() – Unique ranking per category

SELECT

ProductID,

ProductName,

Category,

Price,

ROW\_NUMBER() OVER (

PARTITION BY Category

ORDER BY Price DESC

) AS RowNum

FROM Products;

1. Using RANK() – Ties get same rank, gaps appear

SELECT

ProductID,

ProductName,

Category,

Price,

RANK() OVER (

PARTITION BY Category

ORDER BY Price DESC

) AS RankNum

FROM Products;

1. Using DENSE\_RANK() – Ties share rank, no gaps

SELECT

ProductID,

ProductName,

Category,

Price,

DENSE\_RANK() OVER (

PARTITION BY Category

ORDER BY Price DESC

) AS DenseRankNum

FROM Products;

1. : Create a Stored Procedure

CREATE PROCEDURE sp\_GetEmployeesByDepartment

@DepartmentID INT

AS

BEGIN

SELECT

EmployeeID,

FirstName,

LastName,

DepartmentID,

Salary,

JoinDate

FROM Employees

WHERE DepartmentID = @DepartmentID;

END;

1. :Return Data from a Stored Procedure

CREATE PROCEDURE sp\_GetEmployeeCountByDepartment

@DepartmentID INT

AS

BEGIN

SELECT

COUNT(\*) AS TotalEmployees

FROM

Employees

WHERE

DepartmentID = @DepartmentID;

END;

1. . Write Testable Code with Moq

**Project1**

**IMailSender.cs**

namespace CustomerCommLib

{

public interface IMailSender

{

bool SendMail(string toAddress, string message);

}

}

MailSender.cs

using System.Net;

using System.Net.Mail;

namespace CustomerCommLib

{

public class MailSender : IMailSender

{

public bool SendMail(string toAddress, string message)

{

MailMessage mail = new MailMessage();

SmtpClient smtpServer = new SmtpClient("smtp.gmail.com");

mail.From = new MailAddress("your\_email\_address@gmail.com");

mail.To.Add(toAddress);

mail.Subject = "Test Mail";

mail.Body = message;

smtpServer.Port = 587;

smtpServer.Credentials = new NetworkCredential("username", "password");

smtpServer.EnableSsl = true;

smtpServer.Send(mail);

return true;

}

}

}

**CustomerComm.cs**

namespace CustomerCommLib

{

public class CustomerComm

{

private readonly IMailSender \_mailSender;

public CustomerComm(IMailSender mailSender)

{

\_mailSender = mailSender;

}

public bool SendMailToCustomer()

{

string email = "cust123@abc.com";

string message = "Some Message";

return \_mailSender.SendMail(email, message);

}

}

}

**Project2**

**CustomerCommTests.cs**

using NUnit.Framework;

using Moq;

using CustomerCommLib;

namespace CustomerComm.Tests

{

[TestFixture]

public class CustomerCommTests

{

private Mock<IMailSender> \_mockMailSender;

private CustomerComm \_customerComm;

[OneTimeSetUp]

public void Init()

{

\_mockMailSender = new Mock<IMailSender>();

// Configure mock to return true for any input

\_mockMailSender

.Setup(m => m.SendMail(It.IsAny<string>(), It.IsAny<string>()))

.Returns(true);

\_customerComm = new CustomerComm(\_mockMailSender.Object);

}

[Test]

public void SendMailToCustomer\_ShouldReturnTrue()

{

// Act

var result = \_customerComm.SendMailToCustomer();

// Assert

Assert.IsTrue(result);

}

}

}

![](data:image/png;base64,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)