**ASSIGNMENT NO. :**

**PROBLEM STATEMENT:**

Menu driven program in C to perform all operations on a single linked list.

**THEORY:**

In Array we have some limitations like we have to initialize the array size at the time when program is written and its space is reserved during compilation of the program. During the execution of the program, it may so happen that the actual size is less than the defined size and so, a good amount of space is wasted. The opposite phenomena could also happen. Another problem is that during insertion operation, we have to move the elements from the end of the array by a index to the right and then insert the element at the desired position. This means the number of shifting for insertion and deletion is O(n) for as list of n elements in average case.

With using linked list we can overcome from all this problems. Basically in linked list we create a node which has two parts, one reserved for the data and other holds the address of the next node, adjacent to the former node. A basic representation of linked list is given below:

Representation of an ordered list of alphabet, L=(A,B,C,D) using linked list may be depicted as shown in figure:

![https://www.geeksforgeeks.org/wp-content/uploads/gq/2013/03/Linkedlist.png](data:image/png;base64,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)

**ALGORITHM:**

**Input:** A pointer, say ‘start’ that would hold the address of the first node of a singly linked list and an element, say ‘item’ that has to be inserted or deleted or to be searched as per user instruction and a position, say ‘pos’ from where an element is to be inserted or deleted.

**Output:** 1) Item inserted or deleted Successfully or a suitable unsuccessful message.

2) Item inserted or deleted from position ‘pos’ or suitable unsuccessful message.

3) Item found a position ‘pos’ or not found message.

**Data Structure used:** A single linked list where each node contains a data part, say DATA and an address field, say LINK that contains the address of the intermediate next node of a given node.

Steps: Algorithm\_Display()

Begin

If(start = NULL)

Then

Print “List is Empty !!”

Else

Set ptr = start

While(ptr ! = NULL)

Begin

Process(ptr->data) //Process function prints the data in ptr node

Set ptr = ptr->link

End While

End If

End

Algorithm\_Insert\_beginning()

Begin

Set temp=Getnode() //

If temp = NULL

Then

Print “Memory Allocation Unsuccessful !!”

End If

Set temp->data = item

Set temp->link = NULL

If start = NULL

Then

Set Start = temp

Else

Set ptr = start

While( ptr->link ! = NULL)

Begin

Set ptr = ptr->link

End While

Set ptr->link = temp

End If

End

Algorithm\_insert\_end()

Begin

Set temp = Getnode() //

If temp = NULL

Then

Print “Memory Allocation Unsuccessful !!”

End If

Set temp->data = item

Set temp->link = NULL

If(start = NULL)

Then

Set start = temp

Else

Set ptr = start

While(ptr->link != NULL)

Begin

Set ptr = ptr->link

End While

Set ptr->link = temp

End If

End

Algorithm\_Insert\_pos()

Begin

Set temp=Getnode() //

If temp = NULL

Then

Print “Memory Allocation Unsuccessful !!”

End If

Set temp->data = item

Set temp->link = NULL

If pos = 0

Then

Set temp->link = start

Set start = temp

Else

Set i=0

Set ptr = start

While(i< pos-1)

Begin

Set ptr = ptr->link

If(ptr = NULL)

Then

Print “Position not Found !!”

End If

Set i = i+1

End While

Set temp->link = ptr->link

Set ptr->link = temp

End If

End

Algorithm\_delete\_begin()

Begin

If (ptr = NULL)

Then

Print “List is Empty !!”

Else

Set ptr = start

Set start = start -> link

Free(ptr)

End if

End

Algorithm\_delete\_end()

Begin

If ( start = NULL)

Then

Print “List is Empty !!”

Else If( start -> link = NULL)

Then

Set ptr = start

Set start = NULL

Free(ptr)

Else

Set ptr = start

While(ptr->link ! = NULL)

Begin

Set temp= ptr

Set ptr = ptr ->link

End While

Set temp->link = NULL

Free(ptr)

End If

End If

Algorithm \_delete\_pos()

Begin

If( start = NULL)

Then

Print “List is Empty !!”

Else

If( pos = 0)

Then

Set ptr = start

Set start = start -> link

Free(ptr)

Else

Set ptr = start

Set i = 0

While(i<pos)

Begin

Set temp=ptr

Set ptr = ptr->link

If (ptr = NULL)

Then

Print “Position not found !!”

End

Set i= i+1

End While

Set temp->link = ptr ->link

Free(ptr)

End If

End If

End

Algorithm\_search()

Begin

If (start = NULL)

Then

Print “List is Empty !!”

Else

Set ptr = start

While(ptr ! = NULL)

Begin

If(ptr->data = item)

Then

Set flag = 1

Break

Else

Set ptr = ptr->link

Set count = count +1

End If

End While

If(flag = 1)

Then

Print “Item found at position pos”

Else

Print “Item not found”

End If

End If

End

Algorithm\_main()

// write yourself. Too lazy to write

**SOURCE CODE:-**

#include<stdlib.h>

#include<stdio.h>

void display();

void insert\_begin();

void insert\_end();

void insert\_pos();

void delete\_begin();

void delete\_end();

void delete\_pos();

void search();

struct node

{

int data;

struct node \*link;

};

struct node \*start=NULL;

int main()

{

int ch;

while(1){

printf("\n1.Display\n2.Insert at Beginning\n3.Insert at end\n4.Insert at any position\n5.Delete at Beginning\n6.Delete at End\n7.Delete from any position\n8.Searching an Item\n9.Exit");

printf("\nEnter your choice:");

scanf("%d",&ch);

switch(ch)

{

case 1:

display();

break;

case 2:

insert\_begin();

break;

case 3:

insert\_end();

break;

case 4:

insert\_pos();

break;

case 5:

delete\_begin();

break;

case 6:

delete\_end();

break;

case 7:

delete\_pos();

break;

case 8:

search();

break;

case 9: exit(0);

break;

default:

printf("\n Wrong choice:\n");

break;

}

}

return 0;

}

void display()

{

struct node \*ptr;

if(start==NULL)

{

printf("\nList is empty!!");

return;

}

else

{

ptr=start;

printf("\nThe List elements are:");

while(ptr!=NULL)

{

printf("%d ",ptr->data );

ptr=ptr->link ;

}

}

}

void insert\_begin()

{

struct node \*temp;

temp=(struct node \*)malloc(sizeof(struct node));

if(temp==NULL)

{

printf("\nMemory allocation unsuccessfull:\n");

}

printf("\nEnter the item to be inserted:" );

scanf("%d",&temp->data);

temp->link =NULL;

if(start==NULL)

{

start=temp;

}

else

{

temp->link=start;

start=temp;

}

}

void insert\_end()

{

struct node \*temp,\*ptr;

temp=(struct node \*)malloc(sizeof(struct node));

if(temp==NULL)

{

printf("\nMemory allocation unsuccessfull!!");

}

printf("\nEnter the item to be inserted:\t" );

scanf("%d",&temp->data );

temp->link =NULL;

if(start==NULL)

{

start=temp;

}

else

{

ptr=start;

while(ptr->link !=NULL)

{

ptr=ptr->link ;

}

ptr->link =temp;

}

}

void insert\_pos()

{

struct node \*ptr,\*temp;

int i,pos;

temp=(struct node \*)malloc(sizeof(struct node));

if(temp==NULL)

{

printf("\nMemory allocation unsuccessfull!!");

return;

}

printf("\nEnter the position for the new node to be inserted:\t");

scanf("%d",&pos);

printf("\nEnter the data value of the node:\t");

scanf("%d",&temp->data) ;

temp->link=NULL;

if(pos==0)

{

temp->link=start;

start=temp;

}

else

{

for(i=0,ptr=start;i<pos-1;i++)

{

ptr=ptr->link;

if(ptr==NULL)

{

printf("\nPosition not found!!");

return;

}

}

temp->link =ptr->link ;

ptr->link=temp;

}

}

void delete\_begin()

{

struct node \*ptr;

if(ptr==NULL)

{

printf("\nList is Empty!!");

return;

}

else

{

ptr=start;

start=start->link ;

printf("\nThe deleted element is :%d",ptr->data);

free(ptr);

}

}

void delete\_end()

{

struct node \*temp,\*ptr;

if(start==NULL)

{

printf("\nList is Empty:");

exit(0);

}

else if(start->link ==NULL)

{

ptr=start;

start=NULL;

printf("\nThe deleted element is:%d\t",ptr->data);

free(ptr);

}

else

{

ptr=start;

while(ptr->link!=NULL)

{

temp=ptr;

ptr=ptr->link;

}

temp->link=NULL;

printf("\nThe deleted element is:%d\t",ptr->data);

free(ptr);

}

}

void delete\_pos()

{

int i,pos;

struct node \*temp,\*ptr;

if(start==NULL)

{

printf("\nThe List is Empty!!");

exit(0);

}

else

{

printf("\nEnter the position of the node to be deleted:");

scanf("%d",&pos);

if(pos==0)

{

ptr=start;

start=start->link ;

printf("\nThe deleted element is:%d",ptr->data );

free(ptr);

}

else

{

ptr=start;

for(i=0;i<pos;i++)

{

temp=ptr;

ptr=ptr->link ;

if(ptr==NULL)

{

printf("\nPosition not Found!!");

return;

}

}

temp->link =ptr->link ;

printf("\nThe deleted element is:%d",ptr->data );

free(ptr);

}

}

}

void search()

{

int item,count=1,flag=0;

struct node \*ptr;

if(start==NULL)

{

printf("\nList is empty!!");

return;

}

else

{

printf("\nEnter the item to be searched:");

scanf("%d",&item);

ptr=start;

while(ptr!=NULL)

{

if(ptr->data==item)

{

flag=1;

break;

}

else{

ptr=ptr->link;

count=count+1;

}

}

if(flag==1)

{

printf("\nItem found at position %d !!",count);

}

else

{

printf("\nItem not found!!");

}

}

}

**INPUT AND OUTPUT :-**

**SET 1:** 1.Display

2.Insert at Beginning

3.Insert at end

4.Insert at any position

5.Delete at Beginning

6.Delete at End

7.Delete from any position

8.Searching an Item

9.Exit

Enter your choice:2

Enter the item to be inserted:40

1.Display

2.Insert at Beginning

3.Insert at end

4.Insert at any position

5.Delete at Beginning

6.Delete at End

7.Delete from any position

8.Searching an Item

9.Exit

Enter your choice:3

Enter the item to be inserted: 50

1.Display

2.Insert at Beginning

3.Insert at end

4.Insert at any position

5.Delete at Beginning

6.Delete at End

7.Delete from any position

8.Searching an Item

9.Exit

Enter your choice:1

The List elements are:40 50

1.Display

2.Insert at Beginning

3.Insert at end

4.Insert at any position

5.Delete at Beginning

6.Delete at End

7.Delete from any position

8.Searching an Item

9.Exit

Enter your choice:9

**DISCUSSION :-**

1) If we would have used realloc function then it would preserve the contents of the memory as by using free(ptr) we deleted the content of temporary variable.

2) To sort the elements, its easier to manipulate in array compared to linked list. Secondly, it requires more space as pointers are also stored with informations.

3) Traversal to a particular element takes time as we have to go through all the elements which came before it.