1. **Program Statement**

This program uses arrays and linked lists to taken in input from user and organize it in an array and linked lists alphabetically with a counter of the number of times a particular letter occurs in the words.

1. **Requirements**
   1. **Assumptions**
      1. User inputs words when asked for words without any numbers inside
      2. User cannot type more than 100 characters of a word
      3. User types the word all lowercase with no spaces in the middle
   2. **Specifications**
      1. 2 arrays to store 2 words, and 3rd array to store the combination of two words
         1. Array 1 stores user’s first input of a word with letter in alphabetic order and updating occurrences
         2. Array 2 stores user’s second input of a word with letter in alphabetic order and updating occurrences
         3. Array 3 combines first and second words along with ordering them alphabetically and updating occurrences of each letter
      2. 2 lists to store 2 words using linked lists, and 3rd list to store the combination of two words
         1. List 1 stores user’s first input of a word with letter in alphabetic order and updating occurrences
         2. List 2 sores user’s second input of a word with letter in alphabetic order and updating occurrences
      3. Update occurrences each time looping to get and store a letter
2. **Decomposition Diagram**

|  |  |  |
| --- | --- | --- |
| **Main** | | |
| **Input** | **Process** | **Output** |
| Word 1 | Store the input in variable for word 1. Call function to store this in an array and list |  |
| Word 2 | Store the input in variable for word 2. Call function to store this in an array and list |  |

1. **Test Strategy**
   1. **Valid Data**
   2. **Invalid Data**
2. **Test Plan Version 1**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Test Strategy | Test Number | Description | Input | Expected Output | Actual Output | Pass/Fail |
| Valid | 1 | A valid word is given as an input that is less than 100 characters |  |  |  |  |
| Valid | 2 | User inputs a word with that has only 1 letter |  |  |  |  |
| Valid | 3 | User inputs a word with ALL characters |  |  |  |  |

1. **Initial Algorithm**
   1. In struct *sortedListNode()*
      1. Make char variable for letter, int variable for occurrences, and pointer variable for next to store location for linked lists.
   2. In main()
      1. Make variables
         1. String variables for word 1 and word 2
      2. Make arrays
         1. 1st and 2nd array holds 100 structs created above
         2. 3rd array holds 200 structs created above as it will hold combined array 1 and array 2
      3. Make 3 lists with pointers
      4. Ask user for 1st and 2nd words and store them in their variable
      5. Call functions to load these words in an array
      6. Call function to combine these words and store in 3rd array that is passed in
      7. Call function to print each array in an organized manner
      8. Call function to print each linked list in an organized manner
   3. In function to load arrays
      1. Set a Boolean variable contain to false initially
      2. Set a counter to 0
      3. For loop that loops each letter from ‘a’ to ‘a’
         1. For loop that loops from number 0 until the end of the word
            1. If the letter at current position is found

Set contain to true

Update occurrences for this letter

* + - 1. If contain = true
         1. Value at current array location is set to the current letter
      2. Set contain back to false
    1. For loop that loops through every index of the array
       1. If occurrence of any index is 0, then set that position’s letter to NULL
    2. Return count;
  1. In function to combine arrays
     1. Make two temporary empty string variables to store two words
     2. For loop that loops from 0 until a letter in the array is NULL
        1. For loop that loops from 0 until the total number of occurrences
           1. Add the letter at that position to the 1st string variable
     3. For loop that loops from 0 until a letter in the 2nd array is NULL
        1. For loop that loops from 0 until the total number of occurrences
           1. Add the letter at that position to the 2nd string variable
     4. Combine the two strings into one string and pass it in the function to load to an array
     5. Return count
  2. In function that prints array
     1. For loop that loops from 0 until the count variable passed in
        1. Print out the letter and occurrence of it at current location
  3. In *fromString()* function
     1. Make 3 pointer instances of struct
     2. Set a Boolean variable contain to false initially
     3. Initially set temp’s occurrence to 0 and letter to null
     4. Set curr to temp and head to curr
     5. For loop that goes through each letter in the alphabets
        1. For loop that loops from 0 until the end of the word
           1. If word is found, set the letter at current position of temp to that letter, update occurrences, and set contain to true
        2. If contain is true
           1. Make a new node for temp
           2. Set temp’s next value for position to null, occurrences to 0 and letter to null
        3. Set contain back to false
     6. Return head
  4. In *printlist()* function
     1. Make a new temp and its node
     2. Set temp to the node passed in
     3. Loop until temp’s next value for position is null
        1. Print out current temp’s letter and occurrence
        2. Set temp to the position value next

1. **Test Plan Version 2**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Test Strategy | Test Number | Description | Input | Expected Output | Actual Output | Pass/Fail |
| Valid | 1 | A valid word is given as an input that is less than 100 characters | “hello” | E – 1  H – 1  L – 2  0 – 1 |  |  |
| Valid | 2 | User inputs a word with that has only 1 letter | “hhhhh” | H – 5 |  |  |
| Valid | 3 | User inputs a word with ALL characters | “abcdefghijklmnopqrstuvwxyz” | Each alphabet is printed with occurrence 1 for each |  |  |

1. **Code**

// CIS200\_Lab7.cpp : Defines the entry point for the console application.

//

#include "stdafx.h"

#include <iostream>

#include <string>

using namespace std;

struct sortedListNode {

char letter;

int occurrences;

sortedListNode \* next;

};

int load(sortedListNode array[], string word);

int combine(sortedListNode array1[], sortedListNode array2[], sortedListNode array3[]);

void print(sortedListNode array[], int count);

void printlist(sortedListNode \* list1);

sortedListNode \* fromString(string word1);

int main()

{

string word1, word2;

//arrays

sortedListNode array1[100];

sortedListNode array2[100];

sortedListNode array3[200];

sortedListNode \* list1;

sortedListNode \* list2;

sortedListNode \* list3;

for (int i = 0; i < 100; i++)

{

array1[i].letter = NULL;

array1[i].occurrences = 0;

array2[i].letter = NULL;

array2[i].occurrences = 0;

array3[i].letter = NULL;

array3[i].occurrences = 0;

}

cout << "Enter first word: ";

cin >> word1; //hello

cout << "Enter second word: ";

cin >> word2;

int count1 = load(array1, word1);

int count2 = load(array2, word2);

int count3 = combine(array1, array2, array3);

cout << endl << "Array 1: " << endl;

cout << "Letter\tOccurrences" << endl;

print(array1, count1);

cout << endl << "Array 2: " << endl;

cout << "Letter\tOccurrences" << endl;

print(array2, count2);

cout << endl << "Combined Array: " << endl;

cout << "Letter\tOccurrences" << endl;

print(array3, count3);

//Linked lists

list1 = fromString(word1);

list2 = fromString(word2);

cout << endl << "Linked List 1: " << endl;

cout << "Letter\tOccurrences" << endl;

printlist(list1);

cout << endl << "Linked List 2: " << endl;

cout << "Letter\tOccurrences" << endl;

printlist(list2);

system("pause");

return 0;

}

int load(sortedListNode array[], string word)

{

bool contain = false;

int count = 0;

for (char i = 'a'; i <= 'z'; i++)

{

for (int x = 0; x < word.length(); x++)

{

if (word[x] == i) {

contain = true;

array[count].occurrences++;

}

}

if (contain) {

array[count].letter = i;

count++;

}

contain = false;

}

for (int i = 0; i < 100; i++)

{

if (array[i].occurrences == 0)

{

array[i].letter = NULL;

}

}

return count;

}

int combine(sortedListNode array1[], sortedListNode array2[], sortedListNode array3[])

{

string temp = "";

string temp2 = "";

for (int i = 0; array1[i].letter != NULL; i++)

{

for (int x = 0; x < array1[i].occurrences; x++) {

temp += array1[i].letter;

}

}

for (int i = 0; array2[i].letter != NULL; i++)

{

for (int x = 0; x < array2[i].occurrences; x++) {

temp2 += array2[i].letter;

}

}

string finaltemp = temp + temp2;

int count = load(array3, finaltemp);

return count;

}

void print(sortedListNode array[], int count)

{

for (int i = 0; i < count; i++)

{

cout << array[i].letter << "\t" << array[i].occurrences << endl;

}

}

sortedListNode \* fromString(string word1)

{

sortedListNode \* head = NULL;

sortedListNode \* curr = NULL;

sortedListNode \* temp = new sortedListNode;

temp->next = NULL;

bool contain = false;

temp->occurrences = 0;

curr = temp;

head = curr;

for (char x = 'a'; x <= 'z'; x++) {

for (int i = 0; i < word1.length(); i++)

{

if (word1[i] == x) {

temp->letter = word1[i];

temp->occurrences++;

contain = true;

}

}

if (contain) {

temp = new sortedListNode;

temp->next = NULL;

temp->occurrences = 0;

curr->next = temp;

curr = temp;

}

contain = false;

}

return head;

}

void printlist(sortedListNode \* list1)

{

sortedListNode \* temp = new sortedListNode;

temp = list1;

while (temp->next != NULL)

{

cout << temp->letter << "\t" << temp->occurrences << endl;

temp = temp->next;

}

}

1. **Updated Algorithm**
   1. In struct *sortedListNode()*
      1. Make char variable for letter, int variable for occurrences, and pointer variable for next to store location for linked lists.
   2. In main()
      1. Make variables
         1. String variables for word 1 and word 2
      2. Make arrays
         1. 1st and 2nd array holds 100 structs created above
         2. 3rd array holds 200 structs created above as it will hold combined array 1 and array 2
      3. Make 3 lists with pointers
      4. Ask user for 1st and 2nd words and store them in their variable
      5. Call functions to load these words in an array
      6. Call function to combine these words and store in 3rd array that is passed in
      7. Call function to print each array in an organized manner
      8. Call function to print each linked list in an organized manner
   3. In function to load arrays
      1. Set a Boolean variable contain to false initially
      2. Set a counter to 0
      3. For loop that loops each letter from ‘a’ to ‘a’
         1. For loop that loops from number 0 until the end of the word
            1. If the letter at current position is found

Set contain to true

Update occurrences for this letter

* + - 1. If contain = true
         1. Value at current array location is set to the current letter
      2. Set contain back to false
    1. For loop that loops through every index of the array
       1. If occurrence of any index is 0, then set that position’s letter to NULL
    2. Return count;
  1. In function to combine arrays
     1. Make two temporary empty string variables to store two words
     2. For loop that loops from 0 until a letter in the array is NULL
        1. For loop that loops from 0 until the total number of occurrences
           1. Add the letter at that position to the 1st string variable
     3. For loop that loops from 0 until a letter in the 2nd array is NULL
        1. For loop that loops from 0 until the total number of occurrences
           1. Add the letter at that position to the 2nd string variable
     4. Combine the two strings into one string and pass it in the function to load to an array
     5. Return count
  2. In function that prints array
     1. For loop that loops from 0 until the count variable passed in
        1. Print out the letter and occurrence of it at current location
  3. In *fromString()* function
     1. Make 3 pointer instances of struct
        1. Set head and curr to null
        2. Set temp to a new node
     2. Set temp’s next value for location to null
     3. Set a Boolean variable contain to false initially
     4. Initially set temp’s occurrence to 0 and letter to null
     5. Set curr to temp and head to curr
     6. For loop that goes through each letter in the alphabets
        1. For loop that loops from 0 until the end of the word
           1. If word is found, set the letter at current position of temp to that letter, update occurrences, and set contain to true
        2. If contain is true
           1. Make a new node for temp
           2. Set temp’s next value for position to null, occurrences to 0 and letter to null
           3. Set curr’s next value for position to temp’s location
           4. Set curr to temp
        3. Set contain back to false
     7. Return head
  4. In *printlist()* function
     1. Make a new temp and its node
     2. Set temp to the node passed in
     3. Loop until temp’s next value for position is null
        1. Print out current temp’s letter and occurrence
  5. Set temp to the position value next

1. **Test Plan Version 3**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Test Strategy | Test Number | Description | Input | Expected Output | Actual Output | Pass/Fail |
| Valid | 1 | A valid word is given as an input that is less than 100 characters | “hello” | E – 1  H – 1  L – 2  0 – 1 | E – 1  H – 1  L – 2  0 – 1 | Pass |
| Valid | 2 | User inputs a word with that has only 1 letter | “hhhhh” | H – 5 | H – 5 | Pass |
| Valid | 3 | User inputs a word with ALL characters | “abcdefghijklmnopqrstuvwxyz” | Each alphabet is printed with occurrence 1 for each | Each alphabet is printed with occurrence 1 for each | Pass |

1. **Screenshots**

Valid Test Case 1:

![](data:image/png;base64,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)
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1. **Status**

Most of the program works correctly with assumptions in mind. Only thing that is not programmed is combining two lists using an operator overloading, which I had hard time doing under limited time.