#include <iostream>  
#include "stdafx.h"  
#include<stdlib.h>  
#include<GL/glut.h>  
#include <math.h>  
#include<stdio.h>  
#define MIN(X,Y) ((X) < (Y) ?  (X) : (Y))  
#define MAX(X,Y) ((X) > (Y) ?  (X) : (Y))  
#define N 3  
int mat[1000][1000] ;  
int boundry[1000][1000] ;  
int sign(float x)  
{  
    if(x<0.0)  
        return -1 ;  
    else if (x>0.0)  
        return 1;  
    else  
        return 0 ;  
}  
  
  
void getCofactor(float A[N][N], float temp[N][N], int p, int q, int n)  
{  
    int i = 0, j = 0;  
   
    // Looping for each element of the matrix  
    for (int row = 0; row < n; row++)  
    {  
        for (int col = 0; col < n; col++)  
        {  
            //  Copying into temporary matrix only those element  
            //  which are not in given row and column  
            if (row != p && col != q)  
            {  
                temp[i][j++] = A[row][col];  
   
                // Row is filled, so increase row index and  
                // reset col index  
                if (j == n - 1)  
                {  
                    j = 0;  
                    i++;  
                }  
            }  
        }  
    }  
}  
   
  
int determinant(float A[N][N], int n)  
{  
    int D = 0;   
   
     
    if (n == 1)  
        return A[0][0];  
   
    float temp[N][N];   
   
    int sign = 1;    
   
      
    for (int f = 0; f < n; f++)  
    {  
          
        getCofactor(A, temp, 0, f, n);  
        D += sign \* A[0][f] \* determinant(temp, n - 1);  
  
          
        sign = -sign;  
    }  
   
    return D;  
}  
   
  
void adjoint(float A[N][N],float adj[N][N])  
{  
    if (N == 1)  
    {  
        adj[0][0] = 1;  
        return;  
    }  
   
      
    int sign = 1; float temp[N][N];  
   
    for (int i=0; i<N; i++)  
    {  
        for (int j=0; j<N; j++)  
        {  
              
            getCofactor(A, temp, i, j, N);  
  
              
            sign = ((i+j)%2==0)? 1: -1;  
   
             
            adj[j][i] = (sign)\*(determinant(temp, N-1));  
        }  
    }  
}  
  
bool inverse(float A[N][N], float inverse[N][N])  
{  
      
    int det = determinant(A, N);  
    if (det == 0)  
    {  
       
        return false;  
    }  
   
      
    float adj[N][N];  
    adjoint(A, adj);  
   
     
    for (int i=0; i<N; i++)  
        for (int j=0; j<N; j++)  
            inverse[i][j] = adj[i][j]/float(det);  
   
    return true;  
}  
   
// Generic function to display the matrix.  We use it to display  
// both adjoin and inverse. adjoin is integer matrix and inverse  
// is a float.  
template<class T>  
void display(T A[N][N])  
{  
    for (int i=0; i<N; i++)  
    {  
        for (int j=0; j<N; j++)  
            cout << A[i][j] << " ";  
        cout << endl;  
    }  
}  
   
  
  
  
  
void DDA(float x1,float y1,float x2,float y2,float size)  
{  
   
    float delx,dely ;  
    delx=abs(x2-x1) ;  
    dely=abs(y2-y1) ;  
    float x=0.0,y=0.0 ;  
    int s1=sign(x2-x1) ;  
    int s2=sign(y2-y1) ;  
    x=x1 ;  
    y=y1 ;  
    int interchange=0 ;  
    if(dely>delx)  
    {  
        float temp=delx ;  
        delx=dely ;  
        dely=temp ;  
        interchange=1 ;  
    }  
    int i=1 ;  
    float e =2\*dely-delx ;  
    for(i=1;i<=delx;i++)  
    {  
      
            glPointSize(size) ;  
            glBegin(GL\_POINTS);  
            glColor3f(0.0, 1.0, 0.0);  
      
            glVertex2d((float)(x),(float)(y));  
            boundry[(int)x][(int)y]=1 ;  
            glEnd();  
        //glFlush ();  
        while(e>0)  
        {  
            if(interchange==1)  
                x=x+s1 ;  
            else  
                y=y+s2 ;  
            e=e-2\*delx ;  
        }  
        if(interchange==1)  
            y=y+s2 ;  
        else  
            x=x+s1 ;  
        e=e+2\*dely ;  
       // i++ ;  
    }  
  
}  
  
void multiply(float mat1[][N], float mat2[][N], float res[][N])  
{  
    int i, j, k;  
    for (i = 0; i < N; i++)  
    {  
        for (j = 0; j < N; j++)  
        {  
            res[i][j] = 0;  
            for (k = 0; k < N; k++)  
                res[i][j] += mat1[i][k]\*mat2[k][j];  
        }  
    }  
}  
  
void Primitives(void)  
{  
//clear all pixels  
glClear (GL\_COLOR\_BUFFER\_BIT);  
/\*  
glBegin(GL\_LINES);  
glVertex2d(100,100);  
glVertex2d(600,100);  
glVertex2d(600,700);  
glVertex2d(300,400);  
glVertex2d(100,600);  
//glVertex2d(500,400);  
glEnd() ;  
\*/  
// draws a colorful triangle  
//DDA(0,0,70,20) ;  
//DDA(0,0,10,10);  
//DDA(6,3,4,3) ;  
//DDA(4,3,3,5) ;  
//DDA(3,5,4,7) ;  
//DDA(4,7,6,7) ;  
//DDA(6,7,7,5) ;  
//DDA(7,5,6,3) ;  
/\*  
DDA(500,400,450,313,2.0) ;  
DDA(450,313,350,313,2.0) ;  
DDA(350,313,300,400,2.0) ;  
DDA(300,400,350,487,2.0) ;  
DDA(350,487,450,487,2.0) ;  
DDA(450,487,500,400,2.0) ;  
  
DDA(520,400,460,296,4.0);  
  
DDA(460,296,340,296,4.0);  
DDA(340,296,280,400,4.0);  
DDA(280,400,340,504,4.0);  
DDA(340,504,460,504,4.0);  
DDA(460,504,520,400,4.0);  
  
DDA\_dash(550,400,475,270,4.0) ;  
DDA\_dash(475,270,325,270,4.0) ;  
DDA\_dash(325,270,250,400,4.0) ;  
DDA\_dash(250,400,325,530,4.0) ;  
DDA\_dash(325,530,475,530,4.0) ;  
DDA\_dash(475,530,550,400,4.0) ;  
  
DDA\_dot(580,400,490,244,8.0);  
DDA\_dot(490,244,310,244,8.0);  
DDA\_dot(310,244,220,400,8.0);  
DDA\_dot(220,400,310,556,8.0);  
DDA\_dot(310,556,490,556,8.0);  
DDA\_dot(490,556,580,400,8.0);  
\*/  
//circle\_fq(500,500,250);  
//elipse(400,575,25,35);  
//elipse(600,575,25,35);  
//elipse(500,350,50,40);  
DDA(100,100,200,100,4.0) ;  
DDA(200,100,150,200,4.0) ;  
DDA(150,200,100,100,4.0) ;  
  
DDA(261.6,206.69,211.6,293.29,4.0) ;  
DDA(211.6,293.29,150,200,4.0) ;  
DDA(150,200,261.6,206.69,4.0) ;  
  
  
float A[N][N] = { {100,100, 1},  
                    {200,100, 1},  
                    {150, 200, 1}};  
   
    float adj[N][N];    
   
    float inv[N][N];   
   
      
   
   // cout << "\nThe Inverse is :\n";  
    inverse(A, inv);  
      //  display(inv);  
  
     float mat2[N][N] = { {261.6,206.69, 1},  
                    {211.6,293.29, 1},  
                    {150, 200, 1}};  
  
     float res[N][N]; // To store result  
     float res2[N][N];  
    int i, j;  
    multiply(inv, mat2, res);  
    multiply(mat2,res,res2) ;  
  
    DDA(res2[0][0],res2[0][1],res2[1][0],res2[1][1],4.0) ;  
    DDA(res2[1][0],res2[1][1],res2[2][0],res2[2][1],4.0) ;  
    DDA(res2[2][0],res2[2][1],res2[0][0],res2[0][1],4.0) ;  
     
  
//seed\_fill(200,300) ;  
/\*  
poly\_color(100,100,600,100) ;  
poly\_color(600,100,600,700) ;  
poly\_color(600,700,300,400) ;  
poly\_color(300,400,100,600) ;  
poly\_color(100,600,100,100) ;  
\*/  
//circle\_fq(350,150,100);  
glFlush ();  
}  
  
  
  
void Init()  
  
{  
  
glClearColor(1.0,1.0,1.0,0);  
  
    //glColor3f(1.0,0.0,0.0); // red  
  
//glViewport(0 , 0 , 800 , 800);  
glMatrixMode(GL\_PROJECTION);  
  
glLoadIdentity();  
  
gluOrtho2D(0 , 800 , 0 , 800);  
  
}  
  
int main(int argc, char \*\*argv)  
  
{  
  
glutInit(&argc,argv);  
int i,j ;  
for(i=0;i<1000;i++)  
{  
    for(j=0;j<1000;j++)  
        mat[i][j]=boundry[i][j]=0 ;  
     
}  
  
glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);  
  
glutInitWindowSize(800,800);  
  
glutInitWindowPosition(80,80);  
  
glutCreateWindow("Primitives");  
  
Init();  
  
glutDisplayFunc(Primitives);  
  
glutMainLoop();  
  
return 0;  
  
}

![](data:image/png;base64,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)