**Lab - 1**←

SEARCHING AND SORTING

1. Write a C++ menu-driven program to sort a given array in ascending order. Design proper functions,

maintain boundary conditions and follow coding best practices. The menus are as follows,

a. Bubble Sort

b. Selection Sort

c. Insertion Sort

d. Exit

## Aim:

To write a C++ menu-driven program to sort a given array in ascending order.

## Algorithms:

Algorithm 1- Bubble Sort

**Input:**

arr[] - list of integers

size - number of elements in arr

**Output:**

arr[] - sorted in ascending order

for i from 1 to size - 1

for j from 1 to size - i

if arr[j] > arr[j + 1]

temp ← arr[j]

arr[j] ← arr[j + 1]

arr[j + 1] ← temp

return arr[]

Algorithm 2- Selection Sort

**Input:**

arr[] - list of integers

size - number of elements in list

**Output:**

arr[] - sorted in ascending order

for i from 1 to size - 1

min ← i

for j from i + 1 to size

if arr[j] < arr[min]

min ← j

if min ≠ i

temp ← arr[i]

arr[i] ← arr[min]

arr[min] ← temp

return arr[]

**Algorithm 3- Insertion Sort**

**Input:**

arr[] - list of integers

size - number of elements in arr

**Output:**

arr[] - sorted in ascending order

for i from 2 to size

key ← arr[i]

j ← i - 1

while j ≥ 1 and arr[j] > key

arr[j + 1] ← arr[j]

j ← j - 1

arr[j + 1] ← key

return arr[]

## Code:

// Menu driven program for sorting

#include <stdio.h>

// insertion sort

void insertion(int arr[], int num)

{

    for (int i = 0; i < num; i++)

    {

        int j = i - 1;

        int temp = arr[i];

        while (j >= 0 && arr[j] > temp)

        {

            arr[j + 1] = arr[j];

            j--;

        }

        arr[j + 1] = temp;

    }

}

// Bubble Sort

void bubble(int arr[], int num)

{

    int temp1;

    for (int i = 0; i < num; i++)

    {

        for (int j = 0; j < num - i - 1; j++)

        {

            if (arr[j] > arr[j + 1])

            {

                temp1 = arr[j];

                arr[j] = arr[j + 1];

                arr[j + 1] = temp1;

            }

        }

    }

}

// Selection Sort

void selection(int arr[], int num)

{

    int temp2;

    for (int i = 0; i < num - 1; i++)

    {

        for (int j = i + 1; j < num; j++)

        {

            if (arr[j]<arr[i])

            {

                temp2 = arr[j];

                arr[j] = arr[i];

                arr[i] = temp2;

            }

        }

    }

}

int main()

{

    int num;

    int choice;

    printf("Enter the number of numbers to be entered\n");

    scanf("%d", &num);

    int arr[num];

    printf("Enter the numbers\n");

    for (int i = 0; i < num; i++)

    {

        scanf("%d", &arr[i]);

    }

    printf("\n");

    printf("1. Insertion Sort\n2. Bubble Sort\n3. Selection Sort\n4. Exit\n");

    scanf("%d", &choice);

    switch (choice)

    {

    case 1:

        insertion(arr, num);

        break;

    case 2:

        bubble(arr, num);

        break;

    case 3:

        selection(arr, num);

        break;

    case 4:

        break;

    }

    for (int i = 0; i < num; i++)

    {

        printf("%d", arr[i]);

    }

}

## Output:

![](data:image/png;base64,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)

2) Convert the sorting program into a header file and include it into a new cpp file. Write a C++ menu-

driven program for linear and binary search in this new cpp file. Utilize any of the sorting functions in the

included header file to sort the input array before performing a binary search. Design proper functions,

maintain boundary conditions and follow coding best practices. The menu-driven program supports,

a. Linear Search

b. Binary Search

c. Exit

## Aim:

To write a C++ menu-driven program for linear and binary search using functions from an included header file containing sorting algorithms. The input array is sorted before binary search using one of the sorting functions.

## Algorithms:

### ****Algorithm 1 – Bubble Sort**** (from header file)

**Input:**  
arr[] – list of integers  
size – number of elements in arr

**Output:**  
arr[] – sorted in ascending order

for i from 1 to size - 1

for j from 1 to size - i

if arr[j] > arr[j + 1]

temp ← arr[j]

arr[j] ← arr[j + 1]

arr[j + 1] ← temp

return arr[]

### ****Algorithm 2 – Linear Search****

**Input:**  
arr[] – list of integers  
size – number of elements in arr  
key – value to search

**Output:**  
Index of key if found; otherwise -1

for i from 0 to size - 1

if arr[i] == key

return i

return -1

### ****Algorithm 3 – Binary Search****

**Input:**  
arr[] – sorted list of integers  
size – number of elements in arr  
key – value to search

**Output:**  
Index of key if found; otherwise -1

low ← 0

high ← size - 1

while low ≤ high

mid ← (low + high) / 2

if arr[mid] == key

return mid

else if arr[mid] < key

low ← mid + 1

else

high ← mid - 1

return -1

## Code:

#include <stdio.h>

#include "headerfile.h"

void linear(int arr[], int num, int value)

{

    int found = 0;

    for (int i = 0; i < num; i++)

    {

        if (arr[i] == value)

        {

            printf("Found\n");

            found = 1;

            break;

        }

        else

        {

            found = 0;

        }

    }

    if (found == 0)

    {

        printf("Not found\n");

    }

}

void binary(int arr[], int num, int value)

{

    int start = 0, end = num - 1, mid;

    while (start <= end)

    {

        mid = (start + end) / 2; // Calculate mid each time

        if (arr[mid] == value)

        {

            printf("Number found\n");

            return; // Exit the function if the number is found

        }

        else if (arr[mid] > value)

        {

            end = mid - 1; // Search the left half

        }

        else

        {

            start = mid + 1; // Search the right half

        }

    }

    printf("Number not found\n"); // Number not found if loop exits

}

int main()

{

    int choice;

    int num;

    int value;

    printf("Enter the number of numbers to be entered\n");

    scanf("%d", &num);

    int arr[num];

    printf("Enter the numbers\n");

    for (int i = 0; i < num; i++)

    {

        scanf("%d", &arr[i]);

    }

    printf("\n");

    printf("1. Linear Search\n2. Binary search\n");

    scanf("%d", &choice);

    printf("Enter the number to search\n");

    scanf("%d", &value);

    switch (choice)

    {

    case 1:

        linear(arr, num, value);

        break;

    case 2:

        insertion(arr, num);

        binary(arr, num, value);

        break;

    }

}

## Output:

![](data:image/png;base64,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)

**Lab - 2**

1. Write a C++ menu-driven program to determine whether a number is a Palindrome, Armstrong, or Perfect Number. Normal variable and array declarations are not allowed. Utilize dynamic memory allocation (DMA). Design proper functions, maintain boundary conditions, and follow coding best practices. The menu is as follows,

a. Palindrome  
b. Armstrong Number  
c. Perfect Number  
d. Exit

## Aim:

To write a C++ menu-driven program using dynamic memory allocation (DMA) to determine whether a number is a Palindrome, Armstrong Number, or Perfect Number. The program avoids normal variable and array declarations, and uses proper functions and coding practices.

## Algorithms:

### ****Algorithm 1 – Palindrome Check****

**Input:**  
num – dynamically allocated integer

**Output:**  
True if num is a palindrome; otherwise false

Allocate memory for original and reversed number

\*original ← \*num

\*reversed ← 0

\*temp ← \*num

while \*temp ≠ 0

digit ← \*temp % 10

\*reversed ← \*reversed × 10 + digit

\*temp ← \*temp / 10

if \*original == \*reversed

return true

else

return false

### ****Algorithm 2 – Armstrong Number Check****

**Input:**  
num – dynamically allocated integer

**Output:**  
True if num is an Armstrong number; otherwise false

Allocate memory for sum and temp

\*sum ← 0

\*temp ← \*num

n ← number of digits in \*num

while \*temp ≠ 0

digit ← \*temp % 10

\*sum ← \*sum + (digit ^ n)

\*temp ← \*temp / 10

if \*sum == \*num

return true

else

return false

### ****Algorithm 3 – Perfect Number Check****

**Input:**  
num – dynamically allocated integer

**Output:**  
True if num is a perfect number; otherwise false

Allocate memory for sum

\*sum ← 0

for i from 1 to \*num - 1

if \*num % i == 0

\*sum ← \*sum + i

if \*sum == \*num

return true

else

return false

## Code:

#include <iostream>

#include <string>

#include <cmath>

#include <cstring> // For strlen function

using std::cin;

using std::cout;

using std::endl;

int palindrome()

{

    char \*arr = new char[100];

    int i;

    int length = 0;

    int temp;

    bool found = true; // Using boolean for clarity

    cout << "Enter the word: ";

    cin >> arr;

    // Calculate string length correctly using strlen

    length = strlen(arr);

    temp = length - 1;

    // Check for palindrome

    for (i = 0; i < length/2; i++)

    {

        if (arr[i] != arr[temp])

        {

            found = false;

            break;

        }

        temp--;

    }

    if (found)

    {

        cout << "It is a Palindrome" << endl;

    }

    else

    {

        cout << "It is not a Palindrome" << endl;

    }

    // Free allocated memory

    delete[] arr;

    return 0;

}

int armstrong()

{

    int number;

    int digit;

    int sum = 0;

    int temp;

    int count = 0;

    cout << "Enter the number: ";

    cin >> number;

    temp = number;

    // Count the number of digits

    while (temp != 0)

    {

        temp = temp / 10;

        count++;

    }

    temp = number;

    // Calculate the sum of digits raised to the power of count

    while (temp != 0)

    {

        digit = temp % 10;

        temp = temp / 10;

        sum += pow(digit, count);

    }

    if (sum == number)

    {

        cout << "It is an Armstrong number" << endl;

    }

    else

    {

        cout << "It is not an Armstrong number" << endl;

    }

    return 0;

}

int perfect()

{

    int number;

    int sum = 0;

    cout << "Enter the number: ";

    cin >> number;

    // Find the sum of divisors

    for (int i = 1; i < number; i++)

    {

        if (number % i == 0)

        {

            sum += i;

        }

    }

    if (sum == number)

    {

        cout << "It is a perfect number" << endl;

    }

    else

    {

        cout << "It is not a perfect number" << endl;

    }

    return 0;

}

int main()

{

    int choice;

    bool exit = false;

    while (!exit)

    {

        cout << "\nEnter the choice" << endl;

        cout << "1. Palindrome" << endl;

        cout << "2. Armstrong" << endl;

        cout << "3. Perfect Number" << endl;

        cout << "4. Exit" << endl;

        cout << "Choice: ";

        cin >> choice;

        switch (choice)

        {

        case 1:

            palindrome();

            break;

        case 2:

            armstrong();

            break;

        case 3:

            perfect();

            break;

        case 4:

            exit = true;

            break;

        default:

            cout << "Invalid choice! Please try again." << endl;

        }

    }

    return 0;

}

## Output:
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2. Write a C++ menu-driven program that calculates and displays the area of a square, cube, rectangle, and cuboid. Consider length as the side value for the square and cuboid. Identify proper data members and member functions. Design and create an appropriate class for the given scenario. Maintain proper boundary conditions and follow coding best practices. The menus are as follows, a) Square b) Cube c) Rectangle d) Cuboid e) Exit

## ****AIM:****

To write a C++ menu-driven program that calculates and displays the area of a square, cube, rectangle, and cuboid using a class with appropriate data members and member functions. The program follows coding best practices and proper boundary conditions.

## Algorithms:

### ****Algorithm 1 – Area of a Square****

**Input:**  
length – side length of the square

**Output:**  
area – area of the square

area ← length × length

return area

### ****Algorithm 2 – Surface Area of a Cube****

**Input:**  
length – side length of the cube

**Output:**  
area – surface area of the cube

area ← 6 × length × length

return area

### ****Algorithm 3 – Area of a Rectangle****

**Input:**  
length – length of the rectangle  
breadth – breadth of the rectangle

**Output:**  
area – area of the rectangle

area ← length × breadth

return area

### ****Algorithm 4 – Surface Area of a Cuboid****

**Input:**  
length – length of the cuboid  
breadth – breadth of the cuboid  
height – height of the cuboid

**Output:**  
area – surface area of the cuboid

area ← 2 × (length × breadth + breadth × height + height × length)

return area

## Code:

#include <iostream>

class shape

{

    int len, bre, hei;

public:

    shape()

    {

        len = 1;

        bre = 1;

        hei = 1;

    }

    void setlength(int);

    void setbreadth(int);

    void setheight(int);

    int getlength()

    {

        return len;

    }

    int getbreadth()

    {

        return bre;

    }

    int getheight()

    {

        return hei;

    }

};

void shape::setlength(int length)

{

    len = length;

}

void shape::setbreadth(int breadth)

{

    bre = breadth;

}

void shape::setheight(int height)

{

    hei = height;

}

int main()

{

    class shape s;

    int length;

    int breadth;

    int height;

    int area;

    int volume;

    int exit = 1;

    int choice;

    while (exit == 1)

    {

        std::cout << "Enter the choice\n"

                  << "1. Square\n2. Rectangle\n3. Cube\n4. Cuboid\n5. exit\n";

        std::cin >> choice;

        switch (choice)

        {

        case 1:

            std::cout << "Enter the Length\n";

            std::cin >> length;

            s.setlength(length);

            std::cout << "Enter the Breadth\n";

            std::cin >> breadth;

            s.setbreadth(breadth);

            area = (s.getlength()) \* (s.getbreadth());

            std::cout << "The area of Square is" << area << '\n';

            break;

        case 2:

            std::cout << "Enter the Length\n";

            std::cin >> length;

            s.setlength(length);

            std::cout << "Enter the Breadth\n";

            std::cin >> breadth;

            s.setbreadth(breadth);

            area = (s.getlength()) \* (s.getbreadth());

            std::cout << "The area of Rectangle is" << area << '\n';

            break;

        case 3:

            std::cout << "Enter the Length\n";

            std::cin >> length;

            s.setlength(length);

            std::cout << "Enter the Breadth\n";

            std::cin >> breadth;

            s.setbreadth(breadth);

            std::cout << "Enter the Height\n";

            std::cin >> height;

            volume = (s.getlength()) \* (s.getbreadth()) \* (s.getheight());

            std::cout << "The volume of the cube is" << volume << '\n';

            break;

        case 4:

            std::cout << "Enter the Length\n";

            std::cin >> length;

            s.setlength(length);

            std::cout << "Enter the Breadth\n";

            std::cin >> breadth;

            s.setbreadth(breadth);

            std::cout << "Enter the Height\n";

            std::cin >> height;

            volume = (s.getlength()) \* (s.getbreadth()) \* (s.getheight());

            std::cout << "The volume of the cuboid is" << volume << '\n';

            break;

        case 5:

            exit = 0;

        }

    }

}

## Output:
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**Lab - 3**

## Aim:

To write a C++ menu-driven program to implement the List Abstract Data Type (ADT) using a fixed-size array of 5 elements, supporting various insertions, deletions, search, display, and rotation operations. The program includes multiple solutions for the rotate operation, including an approach with **O(1) extra space**.

## Algorithms:

**Input:**  
arr[] – array of maximum size 5  
n – current number of elements in the list  
choice – operation selected by user  
Other inputs depend on operation

**Boundary Conditions:**

* No insertion if n == 5
* No deletion if n == 0
* Valid index range: 0 ≤ position < n for deletion/search, 0 ≤ position ≤ n for insertion

**Algorithm 1 – Insert at Beginning**

if n == 5

print "List is full"

return

for i from n - 1 down to 0

arr[i + 1] ← arr[i]

arr[0] ← new\_element

n ← n + 1

**Algorithm 2 – Insert at End**

if n == 5

print "List is full"

return

arr[n] ← new\_element

n ← n + 1

**Algorithm 3 – Insert at Position**

## if n == 5

## print "List is full"

## return

## if position < 0 or position > n

## print "Invalid position"

## return

## for i from n - 1 down to position

## arr[i + 1] ← arr[i]

## arr[position] ← new\_element

## n ← n + 1

**Algorithm 4 – Delete from Beginning**

if n == 0

print "List is empty"

return

for i from 0 to n - 2

arr[i] ← arr[i + 1]

n ← n – 1

**Algorithm 5 – Delete from End**

if n == 0

print "List is empty"

return

n ← n – 1

**Algorithm 6 – Delete at Position**

if n == 0

print "List is empty"

return

if position < 0 or position ≥ n

print "Invalid position"

return

for i from position to n - 2

arr[i] ← arr[i + 1]

n ← n – 1

**Algorithm 7 – Search**

for i from 0 to n - 1

if arr[i] == key

return i

return -1

**Algorithm 8 – Display**

if n == 0

print "List is empty"

return

for i from 0 to n - 1

print arr[i]

**Algorithm 9 – Rotate Right by k (Method 1: Using Extra Array)**

k ← k % n

Create temp[] of size n

for i from 0 to n - 1

temp[(i + k) % n] ← arr[i]

for i from 0 to n - 1

arr[i] ← temp[i]

## Algorithm 10 – Rotate Right by k (Method 2: Repeatedly Shift One Element)

repeat k times

temp ← arr[n - 1]

for i from n - 1 down to 1

arr[i] ← arr[i - 1]

arr[0] ← temp

**Algorithm 11 – Rotate Right by k (Method 3: Using Reverse, O(1) Space)**

k ← k % n

Reverse(arr, 0, n - 1)

Reverse(arr, 0, k - 1)

Reverse(arr, k, n - 1)

Procedure Reverse(arr, start, end):

while start < end

temp ← arr[start]

arr[start] ← arr[end]

arr[end] ← temp

start ← start + 1

end ← end - 1

## Code:

#include <iostream>

using std::cin;

using std::cout;

#define SIZE 5

class List {

    int arr[SIZE];

    int count;

public:

    List() {

        count = 0;

    }

    void insert\_beginning(int);

    void insert\_end(int);

    void insert\_position(int, int);

    void delete\_beginning();

    void delete\_end();

    void delete\_position(int);

    void search(int);

    void rotate(int);

    void display();

};

// Insert at the beginning

void List::insert\_beginning(int value) {

    if (count == SIZE) {

        cout << "The list is full\n";

        return;

    }

    for (int i = count; i > 0; i--) {

        arr[i] = arr[i - 1];

    }

    arr[0] = value;

    count++;

}

// Insert at the end

void List::insert\_end(int value) {

    if (count == SIZE) {

        cout << "The list is full\n";

        return;

    }

    arr[count++] = value;

}

// Insert at a given position

void List::insert\_position(int value, int position) {

    if (count == SIZE || position < 1 || position > count + 1) {

        cout << "Invalid position or list is full\n";

        return;

    }

    for (int i = count; i >= position; i--) {

        arr[i] = arr[i - 1];

    }

    arr[position - 1] = value;

    count++;

}

// Delete from the beginning

void List::delete\_beginning() {

    if (count == 0) {

        cout << "The list is empty\n";

        return;

    }

    for (int i = 0; i < count - 1; i++) {

        arr[i] = arr[i + 1];

    }

    count--;

}

// Delete from the end

void List::delete\_end() {

    if (count == 0) {

        cout << "The list is empty\n";

        return;

    }

    count--;

}

// Delete at a given position

void List::delete\_position(int position) {

    if (count == 0 || position < 1 || position > count) {

        cout << "Invalid position or list is empty\n";

        return;

    }

    for (int i = position - 1; i < count - 1; i++) {

        arr[i] = arr[i + 1];

    }

    count--;

}

// Search for an element

void List::search(int value) {

    if (count == 0) {

        cout << "The list is empty\n";

        return;

    }

    for (int i = 0; i < count; i++) {

        if (arr[i] == value) {

            cout << "Value found at position " << i + 1 << "\n";

            return;

        }

    }

    cout << "Value not found\n";

}

// Rotate the list right by k times using O(1) space

void List::rotate(int k) {

    if (count == 0) {

        cout << "The list is empty\n";

        return;

    }

    k = k % count;  // Handle cases where k > count

    if (k == 0) return;

    // Reverse the entire array

    for (int i = 0, j = count - 1; i < j; i++, j--) {

        std::swap(arr[i], arr[j]);

    }

    // Reverse the first k elements

    for (int i = 0, j = k - 1; i < j; i++, j--) {

        std::swap(arr[i], arr[j]);

    }

    // Reverse the remaining elements

    for (int i = k, j = count - 1; i < j; i++, j--) {

        std::swap(arr[i], arr[j]);

    }

}

// void List::rotate(int k) {

//     if (count == 0) {

//         cout << "The list is empty\n";

//         return;

//     }

//     k = k % count;  // Handle cases where k > count

//     if (k == 0) return;

//     for (int i = 0; i < k; i++) {

//         int lastElement = arr[count - 1];  // Store the last element

//         delete\_end();                      // Remove the last element

//         insert\_beginning(lastElement);     // Insert it at the beginning

//     }

// }

// Display the list

void List::display() {

    if (count == 0) {

        cout << "The list is empty\n";

        return;

    }

    cout << "List: ";

    for (int i = 0; i < count; i++) {

        cout << arr[i] << " ";

    }

    cout << "\n";

}

int main() {

    List l;

    int exit = 1;

    while (exit) {

        int choice, value, position, k;

        cout << "\nEnter choice:\n"

             << "1. Insert Beginning\n2. Insert End\n3. Insert Position\n"

             << "4. Delete Beginning\n5. Delete End\n6. Delete Position\n"

             << "7. Search\n8. Rotate\n9. Display\n10. Exit\n";

        cin >> choice;

        switch (choice) {

        case 1:

            cout << "Enter value: ";

            cin >> value;

            l.insert\_beginning(value);

            break;

        case 2:

            cout << "Enter value: ";

            cin >> value;

            l.insert\_end(value);

            break;

        case 3:

            cout << "Enter value and position: ";

            cin >> value >> position;

            l.insert\_position(value, position);

            break;

        case 4:

            l.delete\_beginning();

            break;

        case 5:

            l.delete\_end();

            break;

        case 6:

            cout << "Enter position: ";

            cin >> position;

            l.delete\_position(position);

            break;

        case 7:

            cout << "Enter value to search: ";

            cin >> value;

            l.search(value);

            break;

        case 8:

            cout << "Enter number of rotations: ";

            cin >> k;

            l.rotate(k);

            break;

        case 9:

            l.display();

            break;

        case 10:

            exit = 0;

            break;

        default:

            cout << "Invalid choice. Try again.\n";

        }

    }

    return 0;

}

## Output:
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**Lab - 4**

A. Write a C++ menu-driven program to implement List ADT using a singly linked list. Maintain proper boundary conditions and follow good coding practices. The List ADT has the following operations,

1. Insert Beginning
2. Insert End
3. Insert Position
4. Delete Beginning
5. Delete End
6. Delete Position
7. Search
8. Display
9. Display Reverse
10. Reverse Link
11. Exit

## Aim:

To write a C++ menu-driven program to implement the List ADT using a singly linked list with operations including insertion, deletion, search, display, reverse traversal, and reversing the links. The implementation includes proper boundary condition checks and follows best coding practices.

## Algorithms:

**Algorithm 1 – Insert at Beginning**

**Input:**  
value – data to be inserted  
head – pointer to head of list

**Output:**  
Linked list with value inserted at the beginning

Create new\_node with data = value

new\_node.next ← head

head ← new\_node

### ****Algorithm 2 – Insert at End****

**Input:**  
value, head

**Output:**  
Linked list with value inserted at the end

Create new\_node with data = value

new\_node.next ← NULL

if head == NULL

head ← new\_node

return

current ← head

while current.next ≠ NULL

current ← current.next

current.next ← new\_node

**Algorithm 3 – Insert at Position**

**Input:**  
value, position, head

**Output:**  
List with node inserted at given position

if position == 0

Insert at beginning

return

current ← head

for i from 0 to position - 2

if current == NULL

print "Invalid position"

return

current ← current.next

Create new\_node with data = value

new\_node.next ← current.next

current.next ← new\_node

**Algorithm 4 – Delete from Beginning**

if head == NULL

print "List is empty"

return

temp ← head

head ← head.next

Delete temp

**Algorithm 5 – Delete from End**

if head == NULL

print "List is empty"

return

if head.next == NULL

Delete head

head ← NULL

return

current ← head

while current.next.next ≠ NULL

current ← current.next

Delete current.next

current.next ← NULL

**Algorithm 6 – Delete at Position**

**Input:**  
position, head

if head == NULL

print "List is empty"

return

if position == 0

Delete from beginning

return

current ← head

for i from 0 to position - 2

if current == NULL or current.next == NULL

print "Invalid position"

return

current ← current.next

temp ← current.next

current.next ← temp.next

Delete temp

**Algorithm 7 – Search for Element**

**Input:**  
key, head

position ← 0

current ← head

while current ≠ NULL

if current.data == key

return position

current ← current.next

position ← position + 1

return -1 // Not found

**Algorithm 8 – Display**

current ← head

while current ≠ NULL

print current.data

current ← current.next

**Algorithm 9 – Display Reverse (Using Recursion)**

Procedure printReverse(node)

if node == NULL

return

printReverse(node.next)

print node.data

**Algorithm 10 – Reverse the Links of the List**

**Input:**  
head

prev ← NULL

current ← head

while current ≠ NULL

next ← current.next

current.next ← prev

prev ← current

current ← next

head ← prev

## Code:

#include <iostream>

using namespace std;

// Implementing singly linked list

class list

{

    struct node

    {

        int data;

        struct node \*next;

    } \*head;

public:

    list()

    {

        head = NULL;

    }

    // Create New Node

    struct node \*createnewnode(int value)

    {

        struct node \*newnode = new struct node;

        newnode->data = value;

        newnode->next = NULL;

        return newnode;

    }

    // Display

    void display()

    {

        struct node \*temp = head;

        if (head == NULL)

        {

            cout << "The list is empty\n";

        }

        else

        {

            while (temp != NULL)

            {

                cout << temp->data << " ";

                temp = temp->next;

            }

        }

    }

    // Insert Beginning

    void insert\_beginning(int value)

    {

        struct node \*newnode = createnewnode(value);

        newnode->next = head;

        head = newnode;

    }

    // Insert End

    void insert\_end(int value)

    {

        struct node \*newnode = createnewnode(value);

        if (head == NULL)

        {

            head = newnode;

        }

        else

        {

            struct node \*temp = head;

            while (temp->next != NULL)

            {

                temp = temp->next;

            }

            temp->next = newnode;

        }

    }

    // Insert Position

    void insert\_position(int value, int pos)

    {

        if (pos < 1)

        {

            cout << "Invalid\n";

            return;

        }

        if (pos == 1)

        {

            insert\_beginning(value);

            return;

        }

        int count = 1;

        struct node \*newnode = createnewnode(value);

        struct node \*temp = head;

        while (count < pos - 1 && temp->next != NULL)

        {

            temp = temp->next;

            count++;

        }

        newnode->next = temp->next;

        temp->next = newnode;

    }

    // Delete Beginning

    void delete\_beginning()

    {

        if (head == NULL)

        {

            cout << "The List is empty";

            return;

        }

        struct node \*temp = head;

        head = temp->next;

        free(temp);

    }

    // Delete End

    void delete\_end()

    {

        if (head == NULL)

        {

            cout << "The list is empty\n";

            return;

        }

        if (head->next == NULL)

        {

            head = NULL;

            return;

        }

        struct node \*temp = head;

        while (temp->next->next != NULL)

        {

            temp = temp->next;

        }

        free(temp->next);

        temp->next = NULL;

    }

    // Delete Position

    void delete\_position(int pos)

    {

        if (pos < 1 || head == NULL)

        {

            cout << "Invalid input\n";

            return;

        }

        if (pos == 1)

        {

            delete\_beginning();

            return;

        }

        struct node \*temp = head;

        int count = 1;

        while (count < pos - 1 && temp->next != NULL)

        {

            temp = temp->next;

            count++;

        }

        if (temp->next == nullptr)

        {

            cout << "Position out of bounds!" << endl;

            return;

        }

        temp->next = temp->next->next;

    }

    void search(int value)

    {

        if (head == NULL)

        {

            cout << "The lsit is empty\n";

            return;

        }

        struct node \*temp = head;

        do

        {

            if (temp->data == value)

            {

                cout << "The value is found: " << value << "\n";

                return;

            }

            temp = temp->next;

        } while (temp->next != NULL);

        cout << "The number is not found\n";

    }

    void display\_reverse()

    {

        int arr[50];

        struct node \*temp = head;

        int count = 0;

        if (head == NULL)

        {

            cout << "The list is empty\n";

            return;

        }

        while (temp != NULL)

        {

            arr[count] = temp->data;

            temp = temp->next;

            count++;

        }

        for (int i = count - 1; i >= 0; i--)

        {

            cout << arr[i] << " ";

        }

        cout << "\n";

    }

    void reverse\_link()

    {

        node \*curr = head, \*prev = nullptr, \*next;

        // Traverse all the nodes of Linked List

        while (curr != nullptr)

        {

            // Store next

            next = curr->next;

            // Reverse current node's next pointer

            curr->next = prev;

            // Move pointers one position ahead

            prev = curr;

            curr = next;

        }

        head = prev;

    }

};

int main()

{

    int choice, value, pos, exit = 0;

    class list l;

    while (exit != 1)

    {

        cout << "\n1. Insert Beginning  2. Insert end  3. Insert Position\n4. Delete Beginning  5. Delete End  6. Delete position\n7. Search            8. Display     9.Display Reverse\n10. Reverse Link\n";

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value to be inserted\n";

            cin >> value;

            l.insert\_beginning(value);

            break;

        case 2:

            cout << "Enter the value to be inserted\n";

            cin >> value;

            l.insert\_end(value);

            break;

        case 3:

            cout << "Enter the value\n";

            cin >> value;

            cout << "Enter the position\n";

            cin >> pos;

            l.insert\_position(value, pos);

            break;

        case 4:

            l.delete\_beginning();

            break;

        case 5:

            l.delete\_end();

            break;

        case 6:

            cout << "Enter the position\n";

            cin >> pos;

            l.delete\_position(pos);

            break;

        case 7:

            cout << "Enter the value\n";

            cin >> value;

            l.search(value);

            break;

        case 8:

            l.display();

            break;

        case 9:

            l.display\_reverse();

            break;

        case 10:

            l.reverse\_link();

            break;

        case 11:

            exit = 1;

            break;

        }

    }

}

## Output:

## 2. B. Write a C++ menu-driven program to implement List ADT using a singly linked list. You have a gethead() private member function that returns the address of the head value of a list. Maintain proper boundary conditions and follow good coding practices. The List ADT has the following operations,

1. Insert Ascending
2. Merge
3. Display
4. Exit

## Aim:

To write a C++ menu-driven program to implement List ADT using a singly linked list with operations for insertion in ascending order, merging two lists, and displaying the contents. The program uses a getHead() private member function to return the head address. The implementation is modular, with logic placed in a header file and included in a separate C++ file which handles three linked lists (List1, List2, List3).

## Algorithms:

**Algorithm 1 – Insert in Ascending Order**

**Input:**  
value – data to be inserted  
head – pointer to the head of the list

**Output:**  
Linked list with value inserted in ascending position

**Time Complexity:** O(n)

Create new\_node with data = value

if head == NULL or value < head.data

new\_node.next ← head

head ← new\_node

return

current ← head

while current.next ≠ NULL and current.next.data < value

current ← current.next

new\_node.next ← current.next

current.next ← new\_node

**Algorithm 2 – Merge Two Sorted Lists into Third List**

**Input:**  
head1 – pointer to first sorted linked list  
head2 – pointer to second sorted linked list

**Output:**  
head3 – pointer to merged sorted linked list

**Time Complexity:** O(n + m)

Create dummy node with next = NULL

tail ← dummy

while head1 ≠ NULL and head2 ≠ NULL

if head1.data < head2.data

tail.next ← head1

head1 ← head1.next

else

tail.next ← head2

head2 ← head2.next

tail ← tail.next

if head1 ≠ NULL

tail.next ← head1

if head2 ≠ NULL

tail.next ← head2

head3 ← dummy.next

### ****Algorithm 3 – Display a List****

**Input:**  
head – pointer to the head of the list

**Output:**  
Prints the list contents

if head == NULL

print "List is empty"

return

current ← head

while current ≠ NULL

print current.data

current ← current.next

## Code:

#include<iostream>

#include "header.h"

using namespace std;

int main()

{

    list l1,l2,l3;

    int choice,num,exit=0;

    while(exit!=1)

    {

        cout << "1.Insert in list 1\n2.Insert in list 2\n3.Merge lists\n4.Display list 1\n5.Display list 2\n6.Display merged list\n7.Exit\n";

        cin >> choice;

        switch(choice)

        {

            case 1:

                cout << "Enter number to insert in list 1: ";

                cin >> num;

                l1.insert\_ascending(num);

                break;

            case 2:

                cout << "Enter number to insert in list 2: ";

                cin >> num;

                l2.insert\_ascending(num);

                break;

            case 3:

                l3=l3.merge(l1,l2);

                break;

            case 4:

                l1.display();

                break;

            case 5:

                l2.display();

                break;

            case 6:

                l3.display();

                break;

            case 7:

                exit=1;

                break;

            default:

                cout << "Invalid choice\n";

        }

    }

}

## Output:
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**Lab - 5**

1. Write a C++ menu-driven program to implement List ADT using a doubly linked list with a tail. Maintain proper boundary conditions and follow good coding practices. The List ADT has the following operations,

1. Insert Beginning
2. Insert End
3. Insert Position
4. Delete Beginning
5. Delete End
6. Delete Position
7. Search
8. Display
9. Exit

What is the time complexity of each of the operations? (K4)

## Aim:

To write a C++ menu-driven program to implement List ADT using a doubly linked list with tail support. The program includes insertions, deletions, search, and display operations, with appropriate handling of boundary conditions and good coding practices.

## Algorithms:

**Algorithm 1 – Insert at Beginning**

**Input:**  
value, head, tail

**Output:**  
Node inserted at the beginning

Create new\_node with data = value

new\_node.prev ← NULL

new\_node.next ← head

if head ≠ NULL

head.prev ← new\_node

else

tail ← new\_node

head ← new\_node

**Algorithm 2 – Insert at End**

**Input:**  
value, tail, head

**Output:**  
Node inserted at the end

Create new\_node with data = value

new\_node.next ← NULL

new\_node.prev ← tail

if tail ≠ NULL

tail.next ← new\_node

else

head ← new\_node

tail ← new\_node

**Algorithm 3 – Insert at Position**

**Input:**  
value, position, head

**Output:**  
Node inserted at given position

if position == 0

Insert at beginning

return

current ← head

for i from 0 to position - 2

if current == NULL

print "Invalid position"

return

current ← current.next

Create new\_node with data = value

new\_node.next ← current.next

new\_node.prev ← current

if current.next ≠ NULL

current.next.prev ← new\_node

else

tail ← new\_node

current.next ← new\_node

**Algorithm 4 – Delete from Beginning**

**Input:**  
head, tail

if head == NULL

print "List is empty"

return

temp ← head

head ← head.next

if head ≠ NULL

head.prev ← NULL

else

tail ← NULL

Delete temp

**Algorithm 5 – Delete from End**

**Input:**  
tail, head

if tail == NULL

print "List is empty"

return

temp ← tail

tail ← tail.prev

if tail ≠ NULL

tail.next ← NULL

else

head ← NULL

Delete temp

**Algorithm 6 – Delete at Position**

**Input:**  
position, head

if head == NULL

print "List is empty"

return

if position == 0

Delete from beginning

return

current ← head

for i from 0 to position - 1

if current == NULL

print "Invalid position"

return

current ← current.next

if current == tail

Delete from end

return

current.prev.next ← current.next

current.next.prev ← current.prev

Delete current

**Algorithm 7 – Search for an Element**

**Input:**  
key, head

position ← 0

current ← head

while current ≠ NULL

if current.data == key

return position

current ← current.next

position ← position + 1

return -1 // Not found

**Algorithm 8 – Display**

**Input:**  
head

current ← head

while current ≠ NULL

print current.data

current ← current.next

## Code:

#include <iostream>

using namespace std;

class list

{

    struct node

    {

        struct node \*prev;

        int data;

        struct node \*next;

    } \*head, \*tail;

public:

    list()

    {

        head = NULL;

        tail = NULL;

    }

    struct node \*create\_new\_node(int value)

    {

        struct node \*newnode = new struct node;

        newnode->data = value;

        return newnode;

    }

    void display() // Time complexity: O(n)

    {

        struct node \*temp = head;

        if (temp == NULL)

        {

            cout << "The list empty" << endl;

            return;

        }

        while (temp != NULL)

        {

            cout << temp->data << "->";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

    void insert\_beginning(int value) // Time complexity: O(1)

    {

        struct node \*newnode = create\_new\_node(value);

        newnode->next = head;

        newnode->prev = NULL;

        if (head == NULL)

        {

            head = newnode;

            tail = newnode;

        }

        else

        {

            head = newnode;

        }

    }

    void insert\_end(int value) // Time complexity: O(1)

    {

        struct node \*newnode = create\_new\_node(value);

        if (head == NULL)

        {

            insert\_beginning(value);

            return;

        }

        tail->next = newnode;

        newnode->next = NULL;

        newnode->prev = tail;

        tail = newnode;

    }

    void insert\_position(int value, int pos) // Time complexity: O(n)

    {

        int i;

        struct node \*newnode = create\_new\_node(value);

        struct node \*temp = head;

        if (pos < 1)

        {

            cout << "Invalid" << endl;

            return;

        }

        if (pos == 1)

        {

            insert\_beginning(value);

            return;

        }

        for (i = 1; i < pos - 1 && temp != NULL; i++)

        {

            temp = temp->next;

        }

        if (temp == NULL)

        {

            cout << "Out of bound" << endl;

            return;

        }

        if (temp->next == NULL)

        {

            insert\_end(value);

            return;

        }

        newnode->next = temp->next;

        temp->next->prev = newnode;

        temp->next = newnode;

        newnode->prev = temp;

    }

    void delete\_beginning() // Time complexity: O(1)

    {

        if (head == NULL)

        {

            cout << "The list is empty" << endl;

            return;

        }

        struct node \*temp = head;

        head = head->next;

        delete temp;

    }

    void delete\_end() // Time complexity: O(1)

    {

        if (head == NULL)

        {

            cout << "The list is empty" << endl;

            return;

        }

        if (head->next == NULL)

        {

            head = NULL;

            tail = NULL;

            return;

        }

        struct node \*temp = tail;

        tail = tail->prev;

        tail->next = NULL;

        delete temp;

    }

    void delete\_position(int pos) // Time complexity: O(n)

    {

        struct node \*temp = head;

        int i;

        if (head == NULL)

        {

            cout << "The list is empty" << endl;

            return;

        }

        if (pos < 1)

        {

            cout << "Invalid" << endl;

            return;

        }

        if (pos == 1)

        {

            delete\_beginning();

            return;

        }

        for (i = 1; i < pos && temp != NULL; i++)

        {

            temp = temp->next;

        }

        if (temp == NULL)

        {

            cout << "Out of bound" << endl;

            return;

        }

        if (temp->next == NULL)

        {

            delete\_end();

            return;

        }

        temp->prev->next = temp->next;

        temp->next->prev = temp->prev;

        delete temp;

    }

    void search(int value) // Time complexity: O(n)

    {

        struct node \*temp = head;

        if (head == NULL)

        {

            cout << "The list empty" << endl;

            return;

        }

        while (temp != NULL)

        {

            if (temp->data == value)

            {

                cout << "The value is found" << endl;

                break;

            }

            temp = temp->next;

        }

    }

};

int main()

{

    int value, choice, pos, exit = 1;

    list l;

    while (exit == 1)

    {

        cout << "\n1. Insert Beginning  2. Insert end  3. Insert Position\n4. Delete Beginning  5. Delete End  6. Delete position\n7. Search            8. Display     9. Exit\n";

            cout

             << "Enter the choice" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value" << endl;

            cin >> value;

            l.insert\_beginning(value);

            break;

        case 2:

            cout << "Enter the value" << endl;

            cin >> value;

            l.insert\_end(value);

            break;

        case 3:

            cout << "Enter the Value" << endl;

            cin >> value;

            cout << "Enter the position" << endl;

            cin >> pos;

            l.insert\_position(value, pos);

            break;

        case 4:

            l.delete\_beginning();

            break;

        case 5:

            l.delete\_end();

            break;

        case 6:

            cout << "Enter the position" << endl;

            cin >> pos;

            l.delete\_position(pos);

            break;

        case 7:

            cout << "Enter the Value" << endl;

            cin >> value;

            l.search(value);

            break;

        case 8:

            l.display();

            break;

        case 9:

            exit = 0;

            break;

        }

    }

}

## Output:
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2. B. Write a C++ menu-driven program to implement List ADT using a circular linked list.  
Maintain proper boundary conditions and follow good coding practices. The List ADT has the following operations,

1. Insert Beginning
2. Insert End
3. Insert Position
4. Delete Beginning
5. Delete End
6. Delete Position
7. Search
8. Display
9. Exit

## Aim:

To write a C++ menu-driven program to implement the List ADT using a circular linked list. The program includes insertions, deletions, search, and display operations with boundary condition checks and good coding practices.

## Algorithms:

**Algorithm 1 – Insert at Beginning**

**Input:**  
value, head

**Output:**  
Circular list with node inserted at beginning

Create new\_node with data = value

if head == NULL

new\_node.next ← new\_node

head ← new\_node

return

temp ← head

while temp.next ≠ head

temp ← temp.next

new\_node.next ← head

temp.next ← new\_node

head ← new\_node

**Algorithm 2 – Insert at End**

**Input:**  
value, head

**Output:**  
Circular list with node inserted at end

Create new\_node with data = value

if head == NULL

new\_node.next ← new\_node

head ← new\_node

return

temp ← head

while temp.next ≠ head

temp ← temp.next

temp.next ← new\_node

new\_node.next ← head

### ****Algorithm 3 – Insert at Position****

**Input:**  
value, position, head

**Output:**  
Node inserted at given position

if position == 0

Insert at beginning

return

current ← head

for i from 0 to position - 2

if current.next == head

print "Invalid position"

return

current ← current.next

Create new\_node with data = value

new\_node.next ← current.next

current.next ← new\_node

**Algorithm 4 – Delete from Beginning**

**Input:**  
head

if head == NULL

print "List is empty"

return

if head.next == head

Delete head

head ← NULL

return

temp ← head

last ← head

while last.next ≠ head

last ← last.next

head ← head.next

last.next ← head

Delete temp

**Algorithm 5 – Delete from End**

if head == NULL

print "List is empty"

return

if head.next == head

Delete head

head ← NULL

return

prev ← NULL

current ← head

while current.next ≠ head

prev ← current

current ← current.next

prev.next ← head

Delete current

**Algorithm 6 – Delete at Position**

**Input:**  
position, head

if head == NULL

print "List is empty"

return

if position == 0

Delete from beginning

return

prev ← head

for i from 0 to position - 2

if prev.next == head

print "Invalid position"

return

prev ← prev.next

to\_delete ← prev.next

prev.next ← to\_delete.next

Delete to\_delete

**Algorithm 7 – Search for an Element**

**Input:**  
key, head

if head == NULL

return -1

position ← 0

current ← head

do

if current.data == key

return position

current ← current.next

position ← position + 1

while current ≠ head

return -1 // Not found

**Algorithm 8 – Display**

**Input:**  
head

if head == NULL

print "List is empty"

return

current ← head

do

print current.data

current ← current.next

while current ≠ head

## Code:

#include <iostream>

using namespace std;

class list

{

    struct node

    {

        node \*prev;

        int data;

        node \*next;

    } \*head;

public:

    list()

    {

        head = nullptr;

    }

    struct node \*create\_new\_node(int value)

    {

        node \*newnode = new struct node;

        newnode->data = value;

        return newnode;

    }

    void display()

    {

        node \*temp = head;

        if (head == nullptr)

        {

            cout << "The list is empty" << endl;

            return;

        }

        cout << temp->data << " ";

        temp = temp->next;

        while (temp != head)

        {

            cout << temp->data << " ";

            temp = temp->next;

        }

    }

    void insert\_beginning(int value)

    {

        node \*newnode = create\_new\_node(value);

        node \*temp = head;

        if (head == nullptr)

        {

            head = newnode;

            newnode->next = head;

            return;

        }

        while (temp->next != head)

        {

            temp = temp->next;

        }

        newnode->next = head;

        head = newnode;

        temp->next = head;

    }

    void insert\_end(int value)

    {

        node \*newnode = create\_new\_node(value);

        if (head == nullptr)

        {

            head = newnode;

            newnode->next = head;

            return;

        }

        node \*temp = head;

        newnode->next = head;

        while (temp->next != head)

        {

            temp = temp->next;

        }

        temp->next = newnode;

    }

    void insert\_position(int value, int pos)

    {

        if (pos < 1)

        {

            cout << "Invalid" << endl;

            return;

        }

        if (pos == 1)

        {

            insert\_beginning(value);

            return;

        }

        node \*newnode = create\_new\_node(value);

        node \*temp = head;

        int count = 1;

        while (count < pos - 1 && temp != head)

        {

            temp = temp->next;

            count++;

        }

        if (temp == head)

        {

            cout << "Out Of Bound" << endl;

            return;

        }

        if (temp->next == head)

        {

            insert\_end(value);

            return;

        }

        newnode->next = temp->next;

        temp->next = newnode;

    }

    void delete\_beginning()

    {

        if (head == nullptr)

        {

            cout << "The list is empty" << endl;

            return;

        }

        if (head->next == head)

        {

            head = nullptr;

            return;

        }

        node \*temp = head;

        node \*temp1 = head;

        while (temp->next != head)

        {

            temp = temp->next;

        }

        head = head->next;

        delete temp1;

        temp->next = head;

    }

    void delete\_end()

    {

        if (head == nullptr)

        {

            cout << "The list is empty" << endl;

            return;

        }

        if (head->next == head)

        {

            delete head;

            head = nullptr;

            return;

        }

        node \*temp = head;

        while (temp->next->next != head)

        {

            temp = temp->next;

        }

        node \*todelete = temp->next;

        temp->next = head;

        delete todelete;

    }

    void delete\_position(int pos)

    {

        if (pos < 1)

        {

            cout << "Invalid" << endl;

            return;

        }

        if (head == nullptr)

        {

            cout << "The list is empty" << endl;

            return;

        }

        if (pos == 1)

        {

            delete\_beginning();

            return;

        }

        node \*temp = head;

        int count = 1;

        while (count < pos - 1 && temp != head)

        {

            temp = temp->next;

            count++;

        }

        if (temp == head)

        {

            cout << "Out of Bound" << endl;

            return;

        }

        node \*temp1;

        temp1 = temp->next;

        temp->next = temp->next->next;

        delete temp1;

    }

    void search(int value)

    {

        if (head == nullptr)

        {

            cout << "The lsit is empty" << endl;

            return;

        }

        struct node \*temp = head;

        do

        {

            if (temp->data == value)

            {

                cout << "The value is found: " << value << "\n";

                return;

            }

            temp = temp->next;

        } while (temp->next != NULL);

        cout << "The number is not found\n";

    }

};

int main()

{

    int value, choice, pos, exit = 1;

    list l;

    while (exit == 1)

    {

        cout << "\n1. Insert Beginning  2. Insert end  3. Insert Position\n4. Delete Beginning  5. Delete End  6. Delete position\n7. Search            8. Display     9. Exit\n";

        cout

            << "Enter the choice" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value" << endl;

            cin >> value;

            l.insert\_beginning(value);

            break;

        case 2:

            cout << "Enter the value" << endl;

            cin >> value;

            l.insert\_end(value);

            break;

        case 3:

            cout << "Enter the Value" << endl;

            cin >> value;

            cout << "Enter the position" << endl;

            cin >> pos;

            l.insert\_position(value, pos);

            break;

        case 4:

            l.delete\_beginning();

            break;

        case 5:

            l.delete\_end();

            break;

        case 6:

            cout << "Enter the position" << endl;

            cin >> pos;

            l.delete\_position(pos);

            break;

        // case 7:

        //     cout << "Enter the Value" << endl;

        //     cin >> value;

        //     l.search(value);

        //     break;

        case 8:

            l.display();

            break;

        case 9:

            exit = 0;

            break;

        }

    }

}

## Output:
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3. An operating system allocates a fixed time slot CPU time for processes using a round-robin scheduling algorithm. The fixed time slot will be initialized before the start of the menu-driven program. Implement the round-robin scheduling algorithm using the circular linked list.

Implement the program by including the appropriate header file. It consists of the following operations.

1. Insert Process
2. Execute
3. Exit

## Aim:

To write a C++ menu-driven program to implement the round-robin CPU scheduling algorithm using a circular linked list. The program uses a fixed time slot and performs insertions and executions based on CPU burst times.

## Algorithms:

**Algorithm 1 – Insert Process**

**Input:**  
time\_required – burst time of a process

Create new\_node with data = time\_required

if head == NULL

new\_node.next ← new\_node

head ← new\_node

tail ← new\_node

else

new\_node.next ← head

tail.next ← new\_node

tail ← new\_node

**Algorithm 2 – Execute**

**Input:**  
head, tail, time\_slot

if head == NULL

print "Queue is empty"

return

temp ← head

head ← head.next

tail.next ← head

execution\_time ← temp.data - time\_slot

if execution\_time > 0

Create new\_node with data = execution\_time

new\_node.next ← head

tail.next ← new\_node

tail ← new\_node

print "Process executed for", time\_slot

else

print "Process completed"

Delete temp

## Code:

// program to perform round-robin scheduling

# include <cstdio>

# include <cstdlib>

# include "circular\_list.h"

int main()

{

    sll l1;

    int choice, time, res;

    while (1)

    {

        printf("\n1. Insert process\n2. Execute\n3. Exit\n");

        printf("Enter menu number of operation you want to perform: ");

        scanf("%d", &choice);

        while (choice < 1 || choice > 3)

        {

            printf("Error. Enter a valid menu number: ");

            scanf("%d", &choice);

        }

        switch (choice)

        {

        case 1:

        {

            printf("Enter integer time: ");

            scanf("%d", &time);

            while (time <= 0)

            {

                printf("Error. Enter a valid process time: ");

                scanf("%d", &time);

            }

            res = l1.insert\_end(time);

            if (res == 1)

            {

                printf("%d has been inserted.\n", time);

            }

            break;

        }

        case 2:

        {

            int temp;

            printf("Enter fixed processing time: ");

            scanf("%d", &time);

            while (time <= 0)

            {

                printf("Error. Enter a valid process time: ");

                scanf("%d", &time);

            }

            res = l1.execute(time);

            if (res == -1)

            {

                printf("List is empty.\n");

            }

            break;

        }

        case 3:

        {

            exit(0);

            break;

        }

        default:

        {

            printf("Error.\n");

            break;

        }

        }

    }

}

**Lab - 6**

## Aim:

To write a C++ menu-driven program to implement Stack ADT using a character array of size 5.

## Algorithms:

**Algorithm – Push**

**Input:**  
element – a character to be pushed  
top – index of the top of the stack  
stack[] – array of size 5

**Output:**  
Element is pushed into the stack

if top == 4

print "Stack Overflow"

else

top ← top + 1

stack[top] ← element

**Algorithm – Pop**

**Input:**  
top – index of the top of the stack  
stack[] – array of characters

**Output:**  
Top element is removed

if top == -1

print "Stack Underflow"

else

element ← stack[top]

top ← top - 1

print element

**Algorithm – Peek**

**Input:**  
top, stack[]

**Output:**  
Top element is displayed

if top == -1

print "Stack is empty"

else

print stack[top]

## Code:

#include <iostream>

using namespace std;

class stack

{

    char arr[5];

    int cur;

public:

    stack()

    {

        cur = 0;

    }

    void display()

    {

        cout << endl;

        if (cur == 0)

        {

            cout << "The stack is empty" << endl;

            return;

        }

        for (int i = 0; i < cur; i++)

        {

            cout << arr[i] << " ";

        }

        cout << endl;

    }

    void push(int value)

    {

        if (cur == 5)

        {

            cout << "Stack overflow" << endl;

            return;

        }

        for (int i = cur; i > 0; i--)

        {

            arr[i] = arr[i - 1];

        }

        arr[0] = value;

        cur++;

    }

    char pop()

    {

        if (cur == 0)

        {

            cout << "Stack underflow" << endl;

            return 'N';

        }

        else

        {

            char temp = arr[0];

            for (int i = 0; i < cur; i++)

            {

                arr[i] = arr[i + 1];

            }

            cur--;

            return temp;

        }

    }

    char peek()

    {

        if (cur == 0)

        {

            cout << "Stack underflow" << endl;

            return 'N';

        }

        else

        {

            return arr[0];

        }

    }

};

int main()

{

    int choice, exit = 0;

    char value,temp;

    stack s;

    while (exit == 0)

    {

        cout << "1. Push\n2. Pop\n3. Peek\n4. Display\n5. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value" << endl;

            cin >> value;

            s.push(value);

            break;

        case 2:

            temp = s.pop();

            cout << "Deleted value: " << temp << endl;

            break;

        case 3:

            temp = s.peek();

            cout << "The top value: " << temp << endl;

            break;

        case 4:

            s.display();

            break;

        case 5:

            exit = 1;

            break;

        }

    }

}

## Output:
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2. Write a separate C++ menu-driven program to implement stack ADT using a character singly linked list. Maintain proper boundary conditions and follow good coding practices. Stack ADT has the following operations,

1. Push
2. Pop
3. Peek
4. Exit

## Aim:

To write a C++ menu-driven program to implement Stack ADT using a character singly linked list.

## Algorithms:

**Algorithm – Push**

**Input:**  
element – a character to be pushed  
head – pointer to the top of the stack

**Output:**  
Element is inserted at the beginning (top of the stack)

Create new node

new\_node → data ← element

new\_node → next ← head

head ← new\_node

**Algorithm – Pop**

**Input:**  
head – pointer to the top of the stack

**Output:**  
Top element is deleted and displayed

if head is NULL

print "Stack Underflow"

else

temp ← head

head ← head → next

print temp → data

delete temp

**Algorithm – Peek**

**Input:**  
head – pointer to the top of the stack

**Output:**  
Top element is displayed

if head is NULL

print "Stack is empty"

else

print head → data

## Code:

#include <iostream>

using namespace std;

class stack

{

    struct node

    {

        char data;

        struct node \*next;

    } \*head;

public:

    stack()

    {

        head = nullptr;

    }

    node \*create\_new\_node(char value)

    {

        node \*newnode = new struct node;

        newnode->data = value;

        return newnode;

    }

    void display()

    {

        if (head == nullptr)

        {

            cout << "The stack is empty" << endl;

            return;

        }

        node \*temp = head;

        while (temp != nullptr)

        {

            cout << temp->data << " ";

            temp = temp->next;

        }

        cout << endl;

    }

    void push(char value)

    {

        node \*newnode = create\_new\_node(value);

        newnode->next = head;

        head = newnode;

    }

    char pop()

    {

        if (head == nullptr)

        {

            cout << "Stack underflow" << endl;

            return 'N';

        }

        node \*temp = head;

        char value = head->data;

        head = head->next;

        delete temp;

        return value;

    }

    char peek()

    {

        if (head == nullptr)

        {

            cout << "Stack underflow" << endl;

            return 'N';

        }

        return head->data;

    }

};

int main()

{

    int choice, exit = 0;

    char value,temp;

    stack s;

    while (exit == 0)

    {

        cout << "1. Push\n2. Pop\n3. Peek\n4. Display\n5. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value" << endl;

            cin >> value;

            s.push(value);

            break;

        case 2:

            temp = s.pop();

            cout << "Deleted value: " << temp << endl;

            break;

        case 3:

            temp = s.peek();

            cout << "The top value: " << temp << endl;

            break;

        case 4:

            s.display();

            break;

        case 5:

            exit = 1;

            break;

        }

    }

}

## Output:

![](data:image/png;base64,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)

3.Write a C++ menu-driven program to implement infix to postfix and postfix evaluation. Use the singly linked list (SLL) to implement the stack ADT as a header file. Maintain proper boundary conditions and follow good coding practices. The program has the following operations, Get Infix Convert Infix Evaluate Postfix Exit The Get Infix option gets a valid infix expression and stores it efficiently. The Convert Infix option converts the stored infix expression into a postfix expression. It prints the postfix expression at the end after conversion. The Evaluate Postfix expression calculates and prints the output of the converted infix expression.

## Aim:

To write a C++ menu-driven program to implement infix to postfix conversion and postfix evaluation using stack ADT implemented with a singly linked list (SLL).

## Algorithms:

**Algorithm 1 – Get Infix**

**Input:**  
A valid infix expression (e.g., "3+(4\*5)")

**Output:**  
Stores the infix expression

Prompt user for infix expression

Read the expression as a string

Store it in a character array or string variable

**Algorithm 2 – Infix to Postfix Conversion**

**Input:**  
A valid infix expression  
Operator precedence: ^ > \* / % > + -

**Output:**  
Converted postfix expression

Initialize empty postfix expression and stack

For each character 'ch' in infix expression:

if ch is operand:

Append ch to postfix

else if ch is '(':

Push ch onto stack

else if ch is ')':

While top of stack ≠ '(':

Pop from stack and append to postfix

Pop '(' from stack

else if ch is operator:

While stack is not empty and precedence of ch ≤ precedence of top of stack:

Pop from stack and append to postfix

Push ch onto stack

While stack is not empty:

Pop from stack and append to postfix

Return postfix expression

**Algorithm 3 – Evaluate Postfix**

**Input:**  
A valid postfix expression (e.g., "345\*+")

**Output:**  
Evaluated result of the postfix expression

Initialize empty stack

For each character 'ch' in postfix expression:

if ch is operand:

Push ch (converted to integer) onto stack

else if ch is operator:

op2 ← Pop from stack

op1 ← Pop from stack

result ← op1 <operator> op2

Push result onto stack

Final result is on top of the stack

Return stack top as output

## Code:

#include <iostream>

#include "stck\_sll.h"

#include <string>

#include <cmath>

using namespace std;

int precedence(char op)

{

    if (op == '^')

        return 3; // Highest precedence

    if (op == '\*' || op == '/')

        return 2; // Multiplication/Division

    if (op == '+' || op == '-')

        return 1; // Addition/Subtraction

    return 0;

}

string get\_infix()

{

    string op;

    cout << "Enter the string" << endl;

    cin >> op;

    return op;

}

string convert\_infix(string op)

{

    string exp;

    stack s;

    for (int i = 0; i < op.length(); i++)

    {

        if (isdigit(op[i]))

        {

            exp = exp + op[i];

        }

        else

        {

            int pre = precedence(op[i]);

            if (s.peek() == '^' && op[i] == '^')

            {

                s.push(op[i]);

            }

            else

            {

                while (precedence(s.peek()) >= pre && s.peek() != 'N')

                {

                    exp += s.pop();

                }

                s.push(op[i]);

            }

        }

    }

    while (s.peek() != 'N')

    {

        exp += s.pop();

    }

    return exp;

}

int eval\_postfix(string conv)

{

    stack s;

    string exp;

    int value, a, b;

    for (int i = 0; i < conv.length(); i++)

    {

        if (isdigit(conv[i]))

        {

            s.push(conv[i]);

        }

        else

        {

            b = s.pop();

            a = s.pop();

            if (conv[i] == '+')

            {

                s.push((a - '0') + (b - '0'));

            }

            else if (conv[i] == '-')

            {

                s.push((a - '0') - (b - '0'));

            }

            else if (conv[i] == '\*')

            {

                s.push((a - '0') \* (b - '0'));

            }

            else if (conv[i] == '/')

            {

                s.push((a - '0') / (b - '0'));

            }

            else if (conv[i] == '^')

            {

                s.push(pow((a - '0'), (b - '0')));

            }

        }

    }

    return s.peek();

}

int main()

{

    int exit = 0, choice;

    string op, conv;

    int val;

    while (exit == 0)

    {

        cout << "1. Get Infix\n2. Convert Infix\n3. Evaluate Postfix\n4. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            op = get\_infix();

            cout << op << endl;

            break;

        case 2:

            conv = convert\_infix(op);

            cout << conv << endl;

            break;

        case 3:

            val = eval\_postfix(conv);

            cout << val << endl;

            break;

        case 4:

            exit = 1;

            break;

        }

    }

}

## Output:
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4.Write a C++ menu-driven program to check balanced parentheses using optimal ADT. The program has:

1. Check Balance
2. Exit

Requirements:

* Input: String of '(' and ')'
* Output: Balance status
* Use optimal data structure (stack recommended)
* Leverage previous header files
* Implement boundary conditions
* Follow coding best practices

## Aim:

To write a C++ menu-driven program to check for balanced parentheses using an optimal data structure (stack) implemented via a header file.

## Algorithms:

**Algorithm – Check Balanced Parentheses**

**Input:**  
A string containing only '(' and ')'

**Output:**  
Whether the parentheses are balanced or not

Initialize empty stack

For each character ch in the input string:

if ch == '(':

Push onto stack

else if ch == ')':

if stack is empty:

Return "Unbalanced"

else:

Pop from stack

After traversing the string:

if stack is empty:

Return "Balanced"

else:

Return "Unbalanced"

## Code:

#include <iostream>

#include "stck\_sll.h"

#include <string>

using namespace std;

void check\_balance(string str)

{

    stack s;

    char temp;

    for (int i = 0; i < str.length(); i++)

    {

        if (str[i] == '(')

        {

            s.push(str[i]);

        }

        else

        {

            if (s.peek() == 'N')

            {

                cout << "It is not Balanced" << endl;

                return;

            }

            temp = s.pop();

        }

    }

    if (s.peek() == 'N')

    {

        cout << "It is Balanced" << endl;

    }

    else

    {

        cout << "It is not Balanced" << endl;

    }

}

int main()

{

    string str;

    int exit = 0, choice;

    while (exit == 0)

    {

        cout << "1. Check Balance\n2. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the string" << endl;

            cin >> str;

            check\_balance(str);

            break;

        case 2:

            exit = 1;

            break;

        }

    }

}

## Output:
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**Lab - 7**

1.Write a separate C++ menu-driven program to implement Queue ADT using an integer array of size 5. Maintain proper boundary conditions and follow good coding practices. The Queue ADT has the following operations,

1. Enqueue
2. Dequeue
3. Peek
4. Exit

## Aim:

To write a C++ menu-driven program to implement Queue ADT using an integer array of size 5 with proper boundary conditions and coding practices.

## Algorithms:

**Algorithm 1 – Enqueue**

**Input:**  
An integer value to insert

**Output:**  
Queue with new element at the rear

If (rear == size - 1):

Return "Queue Overflow"

Else:

rear ← rear + 1

queue[rear] ← value

If (front == -1):

front ← 0

**Algorithm 2 – Dequeue**

**Input:**  
Queue with elements

**Output:**  
Queue with front element removed

If (front == -1 or front > rear):

Return "Queue Underflow"

Else:

value ← queue[front]

front ← front + 1

**Algorithm 3 – Peek**

**Input:**  
Queue

**Output:**  
Element at front of queue

If (front == -1 or front > rear):

Return "Queue is empty"

Else:

Return queue[front]

## Code:

#include <iostream>

using namespace std;

#define size 5

class queue

{

    int arr[5];

    int cur;

public:

    queue()

    {

        cur = 0;

    }

    void enqueue(int);

    void dequeue();

    int peek();

    void display();

};

void queue::enqueue(int value)

{

    if (cur == size)

    {

        cout << "The queue is full\n";

    }

    arr[cur] = value; // This can alos be written as arr[cur++] = value

    cur++;

    display();

}

void queue::dequeue()

{

    if (cur == 0)

    {

        cout << "The queue emptyt\n";

    }

    for (int i = 0; i < (cur - 1); i++)

    {

        arr[i] = arr[i + 1];

    }

    cur--;

    display();

}

int queue::peek()

{

    if (cur == 0)

    {

        cout << "The Queue is empty" << endl;

        return 404;

    }

    return arr[cur - 1];

}

void queue::display()

{

    for(int i = 0; i<5; i++)

    {

        cout << arr[i];

    }

    cout << endl;

}

int main()

{

    queue ca;

    int exit = 1;

    while (exit == 1)

    {

        int choice, val;

        cout << "1. Enqueue\n2. Dequeue\n3. Peek\n4. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value: ";

            cin >> val;

            ca.enqueue(val);

            break;

        case 2:

            ca.dequeue();

            break;

        case 3:

            val = ca.peek();

            if (val != 404)

            {

                cout << "Front element: " << val << endl;

            }

            break;

        case 4:

            exit = 0;

            break;

        }

    }

    return 0;

}

## Output:
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2.Write a separate C++ menu-driven program to implement Circular Queue ADT using an integer array of size 5. Maintain proper boundary conditions and follow good coding practices. The Circular Queue ADT has the following operations,

1. Enqueue
2. Dequeue
3. Peek
4. Exit

## Aim:

To write a C++ menu-driven program to implement Circular Queue ADT using an integer array of size 5, maintaining proper boundary conditions and good coding practices.

## Algorithms:

**Algorithm 1 – Enqueue (Circular Queue)**

**Input:**  
An integer value to insert

**Output:**  
Queue with new element at the rear

If ((rear + 1) % size == front):

Return "Queue Overflow"

Else if (front == -1 and rear == -1):

front ← 0

rear ← 0

Else:

rear ← (rear + 1) % size

queue[rear] ← value

**Algorithm 2 – Dequeue (Circular Queue)**

**Input:**  
Queue with elements

**Output:**  
Queue with front element removed

If (front == -1):

Return "Queue Underflow"

value ← queue[front]

If (front == rear):

front ← -1

rear ← -1

Else:

front ← (front + 1) % size

**Algorithm 3 – Peek (Front Element)**

**Input:**  
Queue

**Output:**  
Element at front of queue

If (front == -1):

Return "Queue is empty"

Else:

Return queue[front]

## Code:

#include <iostream>

using namespace std;

class circ\_arr

{

    int front = 0; // Front index

    int rear = 0;  // Rear index

    int cur = 0;   // Tracks current number of elements

    int arr[5];    // Array of size 5

public:

    void enqueue(int value)

    {

        if (cur == 5)

        {

            cout << "The Queue is full" << endl;

            return;

        }

        arr[rear] = value;

        rear = (rear + 1) % 5; // Circular increment

        cur++;                 // Increment element count

        display();

    }

    int dequeue()

    {

        if (cur == 0)

        {

            cout << "The Queue is empty" << endl;

            return 404;

        }

        int temp = arr[front];

        front = (front + 1) % 5; // Circular increment

        cur--;                   // Decrement element count

        display();

        return temp;

    }

    int peek()

    {

        if (cur == 0)

        {

            cout << "The Queue is empty" << endl;

            return 404;

        }

        return arr[front];

    }

    void display()

    {

        if (cur == 0)

        {

            cout << "Queue is empty" << endl;

            return;

        }

        int i = front;

        for (int count = 0; count < cur; count++)

        {

            cout << arr[i] << " ";

            i = (i + 1) % 5; // Circular increment

        }

        cout << endl;

    }

};

int main()

{

    circ\_arr ca;

    int exit = 1;

    while (exit == 1)

    {

        int choice, val;

        cout << "1. Enqueue\n2. Dequeue\n3. Peek\n4. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter the value: ";

            cin >> val;

            ca.enqueue(val);

            break;

        case 2:

            val = ca.dequeue();

            if (val != 404)

            {

                cout << "Dequeued: " << val << endl;

            }

            break;

        case 3:

            val = ca.peek();

            if (val != 404)

            {

                cout << "Front element: " << val << endl;

            }

            break;

        case 4:

            exit = 0;

            break;

        }

    }

    return 0;

}

## Output:
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3.Write a separate C++ menu-driven program to implement Queue ADT using an integer-linked list. Maintain proper boundary conditions and follow good coding practices. The Queue ADT has the following operations, Enqueue Dequeue Peek Exit

## Aim:

To write a C++ menu-driven program to implement Queue ADT using a singly linked list, ensuring boundary conditions and good coding practices.

## Algorithms:

**Algorithm 1 – Enqueue**

**Input:**  
An integer value to insert

**Output:**  
Queue with new element at the rear

Create newNode with given value

If (rear == NULL):

front ← newNode

rear ← newNode

Else:

rear → next ← newNode

rear ← newNode

**Algorithm 2 – Dequeue**

**Input:**  
Queue with elements

**Output:**  
Queue with front element removed

If (front == NULL):

Return "Queue Underflow"

temp ← front

front ← front → next

If (front == NULL):

rear ← NULL

Delete temp

**Algorithm 3 – Peek**

**Input:**  
Queue

**Output:**  
Element at front of queue

If (front == NULL):

Return "Queue is empty"

Else:

Return front → data

## Code:

#include <iostream>

using namespace std;

class queue

{

    struct node

    {

        int data;

        struct node \*next;

    } \*head;

public:

    queue()

    {

        head = nullptr;

    }

    // Create New Node

    struct node \*createnewnode(int value)

    {

        struct node \*newnode = new struct node;

        newnode->data = value;

        newnode->next = nullptr;

        return newnode;

    }

    //Display

    void display()

    {

        if (head = nullptr)

        {

            cout << "The queue is empty" << endl;

            return;

        }

        node\* temp = head;

        while (temp!=nullptr)

        {

            cout << temp->data << " ";

            temp = temp->next;

        }

        cout << endl;

    }

    // Insert End

    void enqueue(int value)

    {

        struct node \*newnode = createnewnode(value);

        if (head == nullptr)

        {

            head = newnode;

        }

        else

        {

            struct node \*temp = head;

            while (temp->next != nullptr)

            {

                temp = temp->next;

            }

            temp->next = newnode;

        }

        display();

    }

    // Delete Beginning

    void dequeue()

    {

        if (head == nullptr)

        {

            cout << "The queue is empty";

            return;

        }

        struct node \*temp = head;

        head = temp->next;

        free(temp);

        display();

    }

    int peek()

    {

        if (head==nullptr)

        {

            cout << "The queue is empty" << endl;

            return 404;

        }

        node\* temp = head;

        while (temp->next!=nullptr)

        {

            temp = temp->next;

        }

        return temp->data;

    }

};

## Output:
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4.Take a string from the user that consists of the '+' symbol. Process the string such that the final string does not include the '+' symbol and the immediate left non- '+' symbol.  
Select and choose the optimal ADT. Implement the program by including the appropriate header file.

## Aim:

To write a C++ program that processes a string containing the '+' symbol such that the final string excludes both the '+' and the immediate left non-'+' character, using an optimal Abstract Data Type (ADT).

## Algorithms:

**Algorithm – Process String Using Stack ADT**

**Input:**  
A string str consisting of '+' and other characters.

**Output:**  
A string with all '+' symbols and their immediate left non-'+' characters removed.

Initialize an empty stack S

For each character ch in str:

If ch is not '+':

Push ch into stack S

Else if ch == '+':

If stack S is not empty:

Pop from stack S // Remove immediate left non-'+' character

// Skip adding '+' to stack

Initialize result as an empty string

While stack S is not empty:

Pop from stack and prepend to result

Return result

## Code:

#include <iostream>

#include <stack>

#include <string>

#include <algorithm>

using namespace std;

int main()

{

    stack<int> stk;

    string str = "";

    cout << "Enter the string" << endl;

    cin >> str;

    for (int i = 0; i< str.length(); i++)

    {

        if (str[i]!='+')

        {

            stk.push(str[i]);

        }

        if (str[i]=='+' and (not stk.empty()))

        {

            stk.pop();

        }

    }

    str = "";

    while((not stk.empty()))

    {

        str+=(stk.top());

        stk.pop();

    }

    reverse(str.begin(), str.end());

    cout << str << endl;

    return 0;

}

## Output:

![](data:image/png;base64,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)

**Lab - 8**

1. There are nn block towers, numbered from 1 to nn. The ii-th tower consists of aiai​ blocks. In one move, you can move one block from tower ii to tower jj, but only if ai>ajai​>aj​. That move increases ajaj​ by 1 and decreases aiai​ by 1. You can perform as many moves as you would like (possibly, zero). What's the largest amount of blocks you can have on the tower 1 after the moves?

## Aim:

To write a C++ program using STL that finds the **maximum number of blocks** that can be moved to **Tower 1** by following the given rules.

## Algorithms:

**Algorithm – Maximize Blocks on Tower 1**

**Input:**

* t – number of test cases
* For each test case:
  + n – number of towers
  + a[] – array of integers representing blocks on each tower

**Output:**

* For each test case, print the **maximum number of blocks possible on Tower 1**

for i = 1 to t:

 read n

 read a[0...n-1]

 sum ← 0

 for j = 0 to n-1:

  sum ← sum + a[j]

 max\_blocks ← sum - (n - 1)

 print max\_blocks

## Code:

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

// Function to calculate the maximum number of blocks in tower 1

long long solve(int n, vector<long long>& blocks) {

    // Initially, blocks[0] represents the number of blocks in tower 1

    long long max\_blocks\_in\_tower1 = blocks[0];

    // Create a vector of pairs (tower\_index, number\_of\_blocks)

    vector<pair<int, long long>> tower\_blocks;

    for (int i = 0; i < n; i++) {

        tower\_blocks.push\_back({i + 1, blocks[i]});

    }

    // Sort towers by number of blocks in descending order

    sort(tower\_blocks.begin(), tower\_blocks.end(),

         [](const pair<int, long long>& a, const pair<int, long long>& b) {

             return a.second > b.second;

         });

    // For each tower with more blocks than tower 1, we can move blocks to tower 1

    for (int i = 0; i < n; i++) {

        // Skip if this is tower 1

        if (tower\_blocks[i].first == 1) {

            continue;

        }

        // Find tower 1's current position in our sorted array

        int tower1\_index = -1;

        for (int j = 0; j < n; j++) {

            if (tower\_blocks[j].first == 1) {

                tower1\_index = j;

                break;

            }

        }

        // If we can't find tower 1 or tower 1 has more blocks than current tower, skip

        if (tower1\_index == -1 || tower\_blocks[tower1\_index].second >= tower\_blocks[i].second) {

            continue;

        }

        // We can move a block from this tower to tower 1

        // Each move increases tower 1's blocks by 1 and decreases the other tower by 1

        // We can keep doing this until they have the same number of blocks

        // After that, they'll keep swapping positions and we can't increase tower 1 further

        long long diff = tower\_blocks[i].second - tower\_blocks[tower1\_index].second;

        // Integer division by 2 gives us how many blocks tower 1 gains

        long long blocks\_to\_move = diff / 2;

        // Update tower 1's blocks

        tower\_blocks[tower1\_index].second += blocks\_to\_move;

        // Update max if necessary

        max\_blocks\_in\_tower1 = max(max\_blocks\_in\_tower1, tower\_blocks[tower1\_index].second);

    }

    return max\_blocks\_in\_tower1;

}

// Optimized solution

long long solveOptimized(int n, vector<long long>& blocks) {

    long long tower1\_blocks = blocks[0];

    // For each tower, find how many blocks we can add to tower 1

    for (int i = 1; i < n; i++) {

        // If current tower has more blocks than tower 1

        if (blocks[i] > tower1\_blocks) {

            // Calculate how many blocks we can move

            long long diff = blocks[i] - tower1\_blocks;

            // We can add diff/2 blocks to tower 1

            tower1\_blocks += diff / 2;

        }

    }

    return tower1\_blocks;

}

int main() {

    ios\_base::sync\_with\_stdio(false);

    cin.tie(NULL);

    int t;

    cin >> t;  // Number of test cases

    while (t--) {

        int n;

        cin >> n;  // Number of towers

        vector<long long> blocks(n);

        for (int i = 0; i < n; i++) {

            cin >> blocks[i];  // Number of blocks in each tower

        }

        // Calculate and output the result

        cout << solveOptimized(n, blocks) << endl;

    }

    return 0;

}

## Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAABeCAYAAACuJ3NTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMvSURBVHhe7dwxb9NAGMbxB/gMXZAqxJhbClM7WOqIgClsQYq6NF74BFVm427ds2boFo9hrWQJmGgY3EqIlQEj9SMcg1PTXCLFTd57a+znJ2U5W1b1l3Npc+fCttWfxB6dwuL0lT37flMO3/yc2rNP3xZOlfTIWmvRUpeTA7z88dUdBnY/w74/cEdFPHYH2uTFuy+42o9x9OTZfGQfR7sJrt76iQ0Arb7DH0Kr7/CHwODKGFwZgytjcGUMrkw+eJ4gNAbGhEhy9yCJBk9CAzMEPkSBe4jmxILPYoPp6wtkoy6eugepJBZ87yTDqLvjDpNDLDhVw+DKGFwZgytjcGUMrkxsASJPQhwOU3e4EETIRl13tJXEglM1nFKUMbgyBlfG4MoYXBmDK2NwZQyujMGVMbgyuT/tZzFMb7w4xu9QlsgFXyE2BmNGX+B1SjmOAiC9dodbzWtwWuYveJ5gOEwRRMfukVaTncPzBOHhEOUyRP8c2cne4jktJxvcMYsNeuMA0cUI3CNU8DelzHdj9ZFimnJX5y2vwWmZ1+BJaDBGn3sO7xCbw1et2gfRBWM7xIJTNV6nFFrG4MoYXBmDK2NwZQyujMGVMbgyBlfG4Mrkgws8a58nIYwx/15h4p6y3ixevMam15FW/n83AZNBx3YGE3s5GdhOZ2Anv90z1vs9GdjOYLIw9rFTXHdbUtfZhtgdLvWs/U53tLStolj9n278jrlVh10EYsH5rH01YsF9+nWdAni+3bpoTXYR1D/4LEZvDKD/xj2yXvkBbmAOh0j75w/+Lqx38Nv9ikG02XaLnS5GWYZs/jpHb6vfniTUN3ieICxu7aUP0U3VYRdBPYOXG4r6yLIT9+h/rX7BPcauwy4CsUXkVav2pXtsWS52a7mjc/e4zqqfpw67CMSCUzX1m1IajsGVMbgyBlfG4MoYXBmDK2NwZQyujMGViQYXWW1vOndVeVM+V9ubxOuXV8U3duBzmneITim0ntfgIqvtDeMv+Dar7Q3mJ/i2q+0NJh/cw2p7k8gG97gA3BRywRm7ErHfw6VW25tOLDhVIzelUCUMrozBlTG4MgZXxuDK/gLmx0kaJ4JtJQAAAABJRU5ErkJggg==)

1.Write a separate C++ menu-driven program to implement Tree ADT using a character binary tree. Maintain proper boundary conditions and follow good coding practices. The Tree ADT has the following operations,

1. Insert
2. Preorder
3. Inorder
4. Postorder
5. Search
6. Exit

## Aim:

To implement Tree ADT using a character binary tree with basic operations.

## Algorithms:

**Algorithm 1 – Insert Node**

**Input:** root, char val  
**Output:** updated tree

if root == NULL →

 create new node with val

 return node

else

 if val < root->data → root->left ← insert(root->left, val)

 else → root->right ← insert(root->right, val)

return root

**Algorithm 2 – Preorder Traversal**

**Input:** root  
**Output:** nodes in preorder

if root ≠ NULL →

 print root->data

 preorder(root->left)

 preorder(root->right)

**Algorithm 3 – Inorder Traversal**

**Input:** root  
**Output:** nodes in inorder

if root ≠ NULL →

 inorder(root->left)

 print root->data

 inorder(root->right)

**Algorithm 4 – Postorder Traversal**

**Input:** root  
**Output:** nodes in postorder

if root ≠ NULL →

 postorder(root->left)

 postorder(root->right)

 print root->data

**Algorithm 5 – Search Node**

**Input:** root, char key  
**Output:** found / not found

if root == NULL → return false

if root->data == key → return true

if key < root->data → return search(root->left, key)

else → return search(root->right, key)

## Code:

#include <iostream>

#include <queue>

using namespace std;

class binary\_tree

{

    struct node

    {

        int data;

        node \*left;

        node \*right;

    };

public:

    node\* root;

    binary\_tree()

    {

        root = nullptr;

    }

    void insert(node \*&root, int value)

    {

        node \*newNode = new node;

        newNode->data = value;

        newNode->left = newNode->right = NULL;

        if (root == NULL)

        {

            root = newNode;

            return;

        }

        queue<node \*> q;

        q.push(root);

        while (!q.empty())

        {

            node \*temp = q.front();

            q.pop();

            if (temp->left == NULL)

            {

                temp->left = newNode;

                break;

            }

            else

            {

                q.push(temp->left);

            }

            if (temp->right == NULL)

            {

                temp->right = newNode;

                break;

            }

            else

            {

                q.push(temp->right);

            }

        }

    }

    void inorder(node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        inorder(root->left);

        cout << root->data << endl;

        inorder(root->right);

    }

    void preorder(node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        cout << root->data << endl;

        preorder(root->left);

        preorder(root->right);

    }

    void postorder(node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        postorder(root->left);

        postorder(root->right);

        cout << root->data << endl;

    }

    bool search(node \*root, int value)

    {

        if (root == nullptr)

        {

            return false;

        }

        queue<node \*> q;

        q.push(root);

        while (!q.empty())

        {

            node \*temp = q.front();

            q.pop();

            if (temp->data == value)

            {

                return true;

            }

            if (temp->left)

            {

                q.push(temp->left);

            }

            if (temp->right)

            {

                q.push(temp->right);

            }

        }

        return false;

    }

};

int main()

{

    binary\_tree bt;

    int choice, value;

    while (true)

    {

        cout << "\n1. Insert\n2. Inorder\n3. Preorder\n4. Postorder\n5. Search\n6. Exit\n";

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter value to insert: ";

            cin >> value;

            bt.insert(bt.root, value); // Inserting into the tree

            break;

        case 2:

            cout << "Inorder Traversal: ";

            bt.inorder(bt.root);

            cout << endl;

            break;

        case 3:

            cout << "Preorder Traversal: ";

            bt.preorder(bt.root);

            cout << endl;

            break;

        case 4:

            cout << "Postorder Traversal: ";

            bt.postorder(bt.root);

            cout << endl;

            break;

        case 5:

            cout << "Enter value to search: ";

            cin >> value;

            if (bt.search(bt.root, value))

                cout << "Value found!" << endl;

            else

                cout << "Value not found!" << endl;

            break;

        case 6:

            cout << "Exiting..." << endl;

            return 0;

        default:

            cout << "Invalid choice. Try again." << endl;

        }

    }

    return 0;

}

## Output:
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**Lab - 9**

Nene invented a new game based on an increasing sequence of integers a1,a2,…,aka1​,a2​,…,ak​.

In this game, initially nn players are lined up in a row. In each of the rounds of this game, the following happens:

* Nene finds the a1a1​-th, a2a2​-th, ……, akak​-th players in a row. They are kicked out of the game simultaneously. If the ii-th player in a row should be kicked out, but there are fewer than ii players in a row, they are skipped.

Once no one is kicked out of the game in some round, all the players that are still in the game are declared as winners.

For example, consider the game with a=[3,5]a=[3,5] and n=5n=5 players. Let the players be named player A, player B, ……, player E in the order they are lined up initially. Then,

* Before the first round, players are lined up as ABCDE. Nene finds the 3-rd and the 5-th players in a row. These are players C and E. They are kicked out in the first round.
* Now players are lined up as ABD. Nene finds the 3-rd and the 5-th players in a row. The 3-rd player is player D and there is no 5-th player in a row. Thus, only player D is kicked out in the second round.
* In the third round, no one is kicked out of the game, so the game ends after this round.
* Players A and B are declared as the winners.

## Aim:

To modify each element of array n such that n[i] becomes less than the smallest element in array a.

## Algorithms:

**Algorithm – Process Arrays**

**Input:** Integers k, q; arrays a[k], n[q]  
**Output:** Modified n

1. Read k, q

2. Input a[k], then sort a

3. Input n[q]

4. For each n[i] →

  if n[i] ≥ a[0] → n[i] ← a[0]-1

5. Print n[]

## Code:

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

int main()

{

    int k,q;

    cout << "Enter k and q" << endl;

    cin >> k >> q;

    vector<int> a(k);

    vector<int> n(q);

    cout << "Enter the values of a" << endl;

    for (int i = 0; i<k; i++)

    {

        cin >> a[i];

    }

    sort(a.begin(),a.end());

    cout << "Enter the values of n" << endl;

    for (int i = 0; i<q; i++)

    {

        cin >> n[i];

    }

    for (int i = 0; i<q; i++)

    {

        if (n[i]>=a[0])

        {

            n[i] = a[0]-1;

        }

    }

    for (int i = 0; i<q; i++)

    {

        cout << n[i] << " ";

    }

    cout << endl;

}

2.Write a separate C++ menu-driven program to implement Tree ADT using a binary search tree. Maintain proper boundary conditions and follow good coding practices. The Tree ADT has the following operations,

1. Insert
2. Preorder
3. Inorder
4. Postorder
5. Search
6. Exit

## Aim:

To implement Tree ADT using Binary Search Tree (BST) with basic operations.

## Algorithms:

**Algorithm – BST Operations**

**Input:** Integer/key  
**Output:** Tree with BST properties maintained

1. Insert →

  If root == NULL → new node ← root

  Else traverse: key < curr → left, key > curr → right

2. Preorder →

  Visit → Left → Right (recursively)

3. Inorder →

  Left → Visit → Right (recursively)

4. Postorder →

  Left → Right → Visit (recursively)

5. Search →

  If key == curr → found

  Else if key < curr → search left

  Else → search right

## Code:

#include <iostream>

using namespace std;

class binary\_search\_tree

{

    struct node

    {

        node \*left;

        node \*right;

        int value;

    };

public:

    node \*root;

    binary\_search\_tree()

    {

        root = nullptr;

    }

    void insert(int value)

    {

        node \*newnode = new node;

        newnode->left = newnode->right = nullptr;

        newnode->value = value;

        if (root == nullptr)

        {

            root = newnode;

            return;

        }

        node \*temp = root;

        while (temp != nullptr)

        {

            if (temp->value > value)

            {

                if (temp->left == nullptr)

                {

                    temp->left = newnode;

                    return;

                }

                temp = temp->left;

            }

            else

            {

                if (temp->right == nullptr)

                {

                    temp->right = newnode;

                    return;

                }

                temp = temp->right;

            }

        }

    }

    void inorder(node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        inorder(root->left);

        cout << root->value << endl;

        inorder(root->right);

    }

    void preorder(node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        cout << root->value << endl;

        preorder(root->left);

        preorder(root->right);

    }

    void postorder(node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        postorder(root->left);

        postorder(root->right);

        cout << root->value << endl;

    }

    void search(int value)

    {

        if (root == nullptr)

        {

            cout << "Empty" << endl;

            return;

        }

        node \*temp = root;

        while (temp != nullptr)

        {

            if (temp->value == value)

            {

                cout << "The value is found" << endl;

                return;

            }

            else if (value < temp->value)

            {

                temp = temp->left;

            }

            else if (value > temp->value)

            {

                temp = temp->right;

            }

        }

        if (temp == nullptr)

        {

            cout << "The value is not found" << endl;

            return;

        }

    }

};

int main()

{

    binary\_search\_tree bst;

    int choice, value;

    while (true)

    {

        cout << "\n1. Insert\n2. Inorder\n3. Preorder\n4. Postorder\n5. Search\n6. Exit\n";

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter value to insert: ";

            cin >> value;

            bst.insert(value); // Inserting into the tree

            break;

        case 2:

            cout << "Inorder Traversal: " << endl;

            bst.inorder(bst.root);

            cout << endl;

            break;

        case 3:

            cout << "Preorder Traversal: " << endl;

            bst.preorder(bst.root);

            cout << endl;

            break;

        case 4:

            cout << "Postorder Traversal: " << endl;

            bst.postorder(bst.root);

            cout << endl;

            break;

        case 5:

            cout << "Enter value to search: ";

            cin >> value;

            bst.search(value);

            break;

        case 6:

            cout << "Exiting..." << endl;

            return 0;

        default:

            cout << "Invalid choice. Try again." << endl;

        }

    }

    return 0;

}

## Output:
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3.Add a "construct expression tree" method to the binary tree data structure from the previous lab code—import stack from the standard template library (STL) to construct the expression tree. Import the Tree ADT program into another program that gets a valid postfix expression, constructs, and prints the expression tree. It consists of the following operations.

1. Postfix Expression
2. Construct Expression Tree
3. Preorder
4. Inorder
5. Postorder
6. Exit

## Aim:

To construct an expression tree using a postfix expression and perform standard traversals using a binary tree.

## Algorithms:

**Construct Expression Tree →**

**Input:** Postfix expression  
**Output:** Root of expression tree

1. Init empty stack<TreeNode\*> stk

2. For each char ch in postfix:

  a. If ch is operand →

   Create new node with ch → push to stk

  b. Else if ch is operator →

   Pop 2 nodes (right, left)

   Create new node with ch as root

   Set left, right children

   Push new root to stk

1. Root of expression tree ← stk.top()

Visit → Left → Right

Left → Visit → Right

Left → Right → Visit

## Code:

#include <iostream>

#include <stack>

#include <cctype> // For isalpha(), isdigit()

#include <string>

using namespace std;

class ExpressionTree

{

private:

    // Define a tree node structure

    struct Node

    {

        char value;

        Node \*left;

        Node \*right;

        Node(char val) : value(val), left(nullptr), right(nullptr) {}

    };

public:

    Node \*root;

    // Constructor

    ExpressionTree() : root(nullptr) {}

    // Public function to build the expression tree from a postfix string

    void buildFromPostfix(const string &postfix)

    {

        // Use a stack to hold tree nodes

        stack<Node \*> st;

        for (char ch : postfix)

        {

            // If it's an operand (letter or digit), create a new node and push

            if (isalpha(ch))

            {

                Node \*newNode = new Node(ch);

                st.push(newNode);

            }

            // If it's an operator, pop two nodes, make them children, push back

            else if (isdigit(ch))

            {

                // Pop two nodes

                if (st.size() < 2)

                {

                    cerr << "Invalid postfix expression!" << endl;

                    return;

                }

                Node \*rightNode = st.top();

                st.pop();

                Node \*leftNode = st.top();

                st.pop();

                // Create a new node for the operator

                Node \*newNode = new Node(ch);

                newNode->left = leftNode;

                newNode->right = rightNode;

                // Push the operator node back onto the stack

                st.push(newNode);

            }

            // Ignore any whitespace or invalid characters

        }

        // After processing all characters, the stack should have exactly one node

        if (st.size() == 1)

        {

            root = st.top();

            st.pop();

        }

        else

        {

            cerr << "Invalid postfix expression or mismatch in operands/operators!" << endl;

            root = nullptr;

        }

    }

    void inorder(Node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        inorder(root->left);

        cout << root->value << endl;

        inorder(root->right);

    }

    void preorder(Node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        cout << root->value << endl;

        preorder(root->left);

        preorder(root->right);

    }

    void postorder(Node \*root)

    {

        if (root == nullptr)

        {

            return;

        }

        postorder(root->left);

        postorder(root->right);

        cout << root->value << endl;

    }

};

int main()

{

    ExpressionTree et;

    string postfix;

    int choice;

    while (true)

    {

        cout << "\n---- MENU ----\n"

             << "1. Postfix Expression\n"

             << "2. Construct Expression Tree\n"

             << "3. Preorder\n"

             << "4. Inorder\n"

             << "5. Postorder\n"

             << "6. Exit\n"

             << "Enter your choice: ";

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter a valid postfix expression (single-char operands): ";

            cin >> postfix;

            break;

        case 2:

            et.buildFromPostfix(postfix);

            cout << "Expression tree constructed.\n";

            break;

        case 3:

            cout << "Preorder Traversal: ";

            et.preorder(et.root);

            break;

        case 4:

            cout << "Inorder Traversal: ";

            et.inorder(et.root);

            break;

        case 5:

            cout << "Postorder Traversal: ";

            et.postorder(et.root);

            break;

        case 6:

            cout << "Exiting...\n";

            return 0;

        default:

            cout << "Invalid choice. Try again.\n";

        }

    }

    return 0;

}

**Lab - 10**

Write a C++ program (using STL if needed) to solve the following: Polycarp has a sequence of integers a of length n (1 ≤ aᵢ ≤ n). The sequence makes him happy only if all elements are distinct. To achieve this, he can perform moves where he removes the first (leftmost) element of the sequence. Task: Find the minimum number of moves needed so the remaining sequence has all distinct elements. Input: First line: t (number of test cases, 1 ≤ t ≤ 10⁴) For each test case: n (sequence length, 1 ≤ n ≤ 2·10⁵) a₁, a₂, ..., aₙ (sequence elements, 1 ≤ aᵢ ≤ n) Constraints: Sum of n across all test cases ≤ 2·10⁵ Output: For each test case, print the minimum number of elements to remove from the beginning to make all remaining elements distinct.

## Aim:

To write a C++ program using STL to find the minimum number of prefix deletions required so that the remaining elements in a sequence are all distinct.

## Algorithms:

**Input:**

* t: test cases
* Each test case:  
   • n: length of array  
   • a[]: array of integers

**Output:**

* Minimum number of prefix deletions such that remaining elements are all distinct

for each test case:

read n and a[0...n-1]

initialize set seen

start from right end:

for i from n-1 to 0:

if a[i] not in seen:

insert a[i] in seen

else:

break

result ← i+1 (minimum deletions)

print result

## Code:

#include <iostream>

#include <unordered\_set>

#include <vector>

using namespace std;

int main()

{

    int test\_case;

    cin>>test\_case;

    for(int i  = 0 ; i < test\_case;i++)

    {

        int size;

        vector <int> v1;

        unordered\_set<int>u1;

        cin >> size;

        for (int j = 0 ; j < size; j ++)

        {

            int element;

            cin >> element;

            v1.push\_back(element);

        }

        int count = 1;

        u1.insert(v1[size-1]);

        if(size == 1)

        {

            cout<<0<<endl;

        }

        for (int k = size -2; k >= 0; k--)

        {

            if(u1.count(v1[k]) == 0)

            {

                u1.insert(v1[k]);

                count ++;

                if(count == size){

                    cout<<size-count<<endl;

                    break;

                }

            }

            else{

                cout<<(size - count)<<endl;

                break;

            }

        }

        v1.clear();

        u1.clear();

    }

    return 0;

}

2.C. Write a separate C++ menu-driven program to implement Priority Queue ADT using a max heap. Maintain proper boundary conditions and follow good coding practices. The Priority Queue ADT has the following operations,

1. Insert
2. Delete (extract max)
3. Display
4. Search
5. Sort (Heap Sort)
6. Exit

## Aim:

Implement **Priority Queue ADT** using **Max Heap** with operations:

## Algorithms:

 **Insert:**

* Add element at end -> **heapify-up** to maintain max-heap.

 **Delete (Extract Max):**

* Remove root -> Replace root with last element -> **heapify-down** to restore heap.

 **Display:**

* Print elements in the heap.

 **Search:**

* Linear search through heap.

 **Sort (Heap Sort):**

* Build max-heap -> Extract max -> Place at end -> **heapify-down** -> Repeat.

## Code:

#include <iostream>

#include <vector>

using namespace std;

class maxheap {

    vector<int> heap = {0};  // 1-based indexing: index 0 is a placeholder

    int cur;                 // cur is the next available index

public:

    maxheap() {

        cur = 1;           // Heap is empty when cur == 1

    }

    void heapifyup() {

        int temp = cur - 1;  // new element is at cur-1

        while (temp > 1 && heap[temp / 2] < heap[temp]) {

            // Swap the current element with its parent

            int temp1 = heap[temp];

            heap[temp] = heap[temp / 2];

            heap[temp / 2] = temp1;

            temp = temp / 2;

        }

    }

    void heapifydown() {

        int index = 1;  // start at the root

        while (index \* 2 < cur) {  // while there is at least a left child

            int left = index \* 2;

            int right = left + 1;

            int maxIndex = left;  // assume left child is larger

            // If right child exists and is greater than left child, update maxIndex

            if (right < cur && heap[right] > heap[left]) {

                maxIndex = right;

            }

            // If the current node is larger than the larger child, break

            if (heap[index] >= heap[maxIndex]) {

                break;

            }

            // Swap current node with the larger child

            int temp = heap[index];

            heap[index] = heap[maxIndex];

            heap[maxIndex] = temp;

            // Continue heapifying down from the swapped child index

            index = maxIndex;

        }

    }

    void insert(int value) {

        heap.push\_back(value);

        cur++;

        heapifyup();

    }

    int del() {

        if (cur == 1) {

            cout << "The heap is empty" << endl;

            return -1;

        }

        int maxvalue = heap[1];         // store the max value (root)

        heap[1] = heap[cur - 1];          // move the last element to the root

        heap.pop\_back();                  // remove the last element

        cur--;                          // decrease heap size

        heapifydown();                  // restore the heap property

        return maxvalue;

    }

    void display() {

        if (cur == 1) {

            cout << "Empty" << endl;

            return;

        }

        // Display elements from index 1 to cur - 1

        for (int i = 1; i < cur; i++) {

            cout << heap[i] << " ";

        }

        cout << endl;

    }

    void search(int value) {

        for (int i = 1; i < cur; i++) {

            if (heap[i] == value) {

                cout << "The value " << value << " is found." << endl;

                return;

            }

        }

        cout << "Not found" << endl;

    }

    void sort() {

        vector<int> sorted;

        int originalCur = cur;

        vector<int> originalHeap = heap;

        // Repeatedly delete the max and store it

        while (cur > 1) {

            int maxVal = del();

            sorted.push\_back(maxVal);

        }

        cout << "Sorted (descending order): ";

        for (int val : sorted) {

            cout << val << " ";

        }

        cout << endl;

        // Restore the original heap (if needed)

        heap = originalHeap;

        cur = originalCur;

    }

};

int main() {

    maxheap heap;

    int choice, value;

    while (true) {

        cout << "\n--- Priority Queue Menu ---\n";

        cout << "1. Insert\n";

        cout << "2. Delete\n";

        cout << "3. Display\n";

        cout << "4. Search\n";

        cout << "5. Sort (Heap Sort)\n";

        cout << "6. Exit\n";

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter value to insert: ";

                cin >> value;

                heap.insert(value);

                break;

            case 2:

                value = heap.del();

                if (value != -1)

                    cout << "Deleted: " << value << endl;

                break;

            case 3:

                cout << "Heap elements: ";

                heap.display();

                break;

            case 4:

                cout << "Enter value to search: ";

                cin >> value;

                heap.search(value);

                break;

            case 5:

                heap.sort();

                break;

            case 6:

                cout << "Exiting..." << endl;

                return 0;

            default:

                cout << "Invalid choice. Please try again." << endl;

        }

    }

}

## Output:
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**Lab - 11**

Write a separate C++ menu-driven program to implement Hash ADT with Linear Probing.  
Maintain proper boundary conditions and follow good coding practices. The Hash ADT has the following operations,

1. Insert
2. Delete
3. Search
4. Display
5. Exit

## Aim:

Implement **Hash ADT** with **Linear Probing** for collision resolution

## Algorithms:

**Insert:**

If table is full → return false.  
Compute index: index = key % table\_size.  
If table[index] is empty → insert key at index.  
Else → probe linearly:  
While table[index] is not empty → index = (index + 1) % table\_size.  
Insert key at new index.

**Delete:**

Compute index: index = key % table\_size.  
If table[index] is empty → return false (key not found).  
If table[index] == key → mark table[index] as deleted (set to a sentinel value like -1).  
Else → probe linearly:  
While table[index] is not empty →  
If table[index] == key → delete key at index.  
Else → index = (index + 1) % table\_size.

**Search:**

Compute index: index = key % table\_size.  
If table[index] is empty → return false.  
If table[index] == key → return true.  
Else → probe linearly:  
While table[index] is not empty →  
If table[index] == key → return true.  
Else → index = (index + 1) % table\_size.  
Return false if key not found after probing.

**Display:**

For each index in the table:  
If table[index] is not empty → print table[index].  
If no keys are present → print "Table is empty."

## Code:

#include <iostream>

using namespace std;

const int SIZE = 10;

const int EMPTY = -1;

const int DELETE = -2;

class linear\_probbing

{

    int table[SIZE];

    int hash(int num)

    {

        int index = num % SIZE;

        return index;

    }

public:

    linear\_probbing()

    {

        for (int i = 0; i < SIZE; i++)

        {

            table[i] = EMPTY;

        }

    }

    void display()

    {

        for (int i = 0; i<SIZE; i++)

        {

            if(table[i] == EMPTY)

            {

                cout << "Empty" << " ";

            }

            else if(table[i] == DELETE)

            {

                cout << "Deleted" << " ";

            }

            else

            {

                cout << table[i] << " ";

            }

        }

        cout << endl;

    }

    void insert(int key)

    {

        int index = hash(key);

        int temp = index;

        while(table[index] != EMPTY and table[index] != DELETE)

        {

            index = (index+1)%SIZE;

            if(index == temp)

            {

                cout << "The table is full" << endl;

                break;

            }

        }

        table[index] = key;

    }

    void del(int key)

    {

        int index = hash(key);

        int temp = index;

        while (table[index] != key)

        {

            index = (index+1)%SIZE;

            if(index == temp)

            {

                cout << "The key is not found" << endl;

                break;

            }

        }

        table[index] = DELETE;

    }

    void search(int key)

    {

        int index = hash(key);

        int temp = index;

        while (table[index] != key)

        {

            index = (index+1)%SIZE;

            if(index == temp)

            {

                cout << "The key is not found" << endl;

                return;

            }

        }

        cout << "The element is found" << endl;

    }

};

int main()

{

    int exit = 1;

    int choice, value;

    linear\_probbing lp;

    while(exit)

    {

        cout << "1. Insert\n2. Delete\n3. Search\n4. Display\n5. Exit" << endl;

        cin >> choice;

        switch(choice)

        {

            case(1):

                cout << "Enter the value" << endl;

                cin >> value;

                lp.insert(value);

                break;

            case(2):

                cout << "Enter the value to delete" << endl;

                cin >> value;

                lp.del(value);

                break;

            case(3):

                cout << "Enter the value to search" << endl;

                cin >> value;

                lp.search(value);

                break;

            case(4):

                lp.display();

                break;

            case(5):

                exit = 0;

        }

    }

}

2. Write a separate C++ menu-driven program to implement Hash ADT with Quadratic Probing. Maintain proper boundary conditions and follow good coding practices. The Hash ADT has the following operations,

1. Insert
2. Delete
3. Search
4. Display
5. Exit

## Aim:

Write a separate C++ menu-driven program to implement Hash ADT using **Quadratic Probing**. Maintain proper boundary conditions and follow good coding practice

## Algorithms:

**nsert(key):**  
index → key % size  
If table[index] is empty → table[index] = key  
Else →  
 i = 1  
 while i < size →  
  new\_index → (index + i\*i) % size  
  If table[new\_index] is empty → table[new\_index] = key → return  
  i++

**Delete(key):**  
index → key % size  
If table[index] == key → table[index] = DELETED  
Else →  
 i = 1  
 while i < size and table[(index + i*i) % size] ≠ EMPTY →  
  If table[(index + i*i) % size] == key → table[...] = DELETED → return  
  i++

**Search(key):**  
index → key % size  
If table[index] == key → return true  
Else →  
 i = 1  
 while i < size and table[(index + i\*i) % size] ≠ EMPTY →  
  If table[...] == key → return true  
  i++  
return false

**Display():**  
for i = 0 to size - 1 →  
 If table[i] is not EMPTY → print table[i]  
 Else → print “EMPTY”

## Code:

#include <iostream>

using namespace std;

const int SIZE = 10;

const int EMPTY = -1;

const int DELETE = -2;

class quad\_prob

{

    int table[SIZE];

    int hash(int key)

    {

        int index = key % SIZE;

        return index;

    }

public:

    quad\_prob()

    {

        for (int i = 0; i < SIZE; i++)

        {

            table[i] = EMPTY;

        }

    }

    void display()

    {

        for (int i = 0; i < SIZE; i++)

        {

            if (table[i] == EMPTY)

            {

                cout << "Empty" << " ";

            }

            else if (table[i] == DELETE)

            {

                cout << "Deleted" << " ";

            }

            else

            {

                cout << table[i] << " ";

            }

        }

        cout << endl;

    }

    void insert(int key)

    {

        int i = 1;

        int index = hash(key);

        int newindex = index;

        while (table[newindex] != EMPTY and table[newindex] != DELETE)

        {

            if (i == SIZE)

            {

                cout << "The table is full" << endl;

                return;

            }

            newindex = (index + (i \* i)) % SIZE;

            i++;

        }

        table[newindex] = key;

    }

    void del(int key)

    {

        int i = 1;

        int index = hash(key);

        int newindex = index;

        while (table[newindex] != key)

        {

            if (i == SIZE)

            {

                cout << "Element not found" << endl;

                return;

            }

            newindex = (index + (i \* i)) % SIZE;

            i++;

        }

        table[newindex] = DELETE;

    }

    void search(int key)

    {

        int i = 1;

        int index = hash(key);

        int newindex = index;

        while (table[newindex] != key)

        {

            if (i == SIZE)

            {

                cout << "Element not found" << endl;

                return;

            }

            newindex = (index + (i \* i)) % SIZE;

            i++;

        }

        cout << "The element is found" << endl;

    }

};

int main()

{

    int exit = 1;

    int choice, value;

    quad\_prob qp;

    while (exit)

    {

        cout << "1. Insert\n2. Delete\n3. Search\n4. Display\n5. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case (1):

            cout << "Enter the value" << endl;

            cin >> value;

            qp.insert(value);

            break;

        case (2):

            cout << "Enter the element to delete" << endl;

            cin >> value;

            qp.del(value);

            break;

        case (3):

            cout << "Enter the element to search" << endl;

            cin >> value;

            qp.search(value);

            break;

        case (4):

            qp.display();

            break;

        case(5):

            exit = 0;

        }

    }

}

3.Write a separate C++ menu-driven program to implement Hash ADT with Separate Chaining. Maintain proper boundary conditions and follow good coding practices. The Hash ADT has the following operations,

1. Insert
2. Delete
3. Search
4. Display
5. Exit

## Aim:

Write a separate C++ menu-driven program to implement Hash ADT using **Separate Chaining**. Maintain proper boundary conditions and follow good coding practices

## Algorithms:

**Insert(key):**  
index → key % size  
append key to chain at table[index]

**Delete(key):**  
index → key % size  
search for key in chain at table[index]  
if found → delete key from chain

**Search(key):**  
index → key % size  
search for key in chain at table[index]  
if found → return true  
else → return false

**Display():**  
for i = 0 to size - 1 →  
 print "Index i →"  
 for each element in chain at table[i] → print element

## Code:

#include <iostream>

using namespace std;

const int SIZE = 10;

const int EMPTY = -1;

const int DELETE = -2;

class sep\_chain

{

    struct node

    {

        int data;

        node \*next;

    } \*head;

    node \*table[SIZE];

    int hash(int key)

    {

        int index = key % SIZE;

        return index;

    }

public:

    sep\_chain()

    {

        for (int i = 0; i < SIZE; i++)

        {

            table[i] = nullptr;

        }

    }

    void display()

    {

        node \*temp;

        for (int i = 0; i < SIZE; i++)

        {

            if (table[i] != nullptr)

            {

                temp = table[i];

                while (temp != nullptr)

                {

                    cout << temp->data << " ";

                    temp = temp->next;

                }

            }

            else

            {

                cout << "Empty";

            }

            cout << endl;

        }

    }

    void insert(int key)

    {

        int index = hash(key);

        node \*newnode = new node;

        newnode->data = key;

        newnode->next = nullptr;

        node \*temp;

        if (table[index] == nullptr)

        {

            table[index] = newnode;

        }

        else

        {

            temp = table[index];

            table[index] = newnode;

            newnode->next = temp;

        }

    }

    void del(int key)

    {

        int index = hash(key);

        node\* temp1 = table[index];

        node\* temp2 = table[index];

        if (table[index] == nullptr)

        {

            cout << "No element found" << endl;

        }

        else if (table[index]->data == key)

        {

            table[index] = table[index]->next;

        }

        else

        {

            while(temp1->data != key or temp1!=nullptr)

            {

                temp2 = temp1;

                temp1 = temp1->next;

            }

            if(temp1->next == nullptr)

            {

                temp2->next = nullptr;

                delete temp1;

            }

            else if (temp1->next != nullptr)

            {

                temp2->next = temp1->next;

                delete temp1;

            }

        }

    }

    void search(int key)

    {

        int index = hash(key);

        node\* temp = table[index];

        while(temp!=nullptr)

        {

            if(temp->data == key)

            {

                cout << "The value is found" << endl;

                return;

            }

        }

        cout << "The value is not found" << endl;

    }

};

int main()

{

    int exit = 1;

    int choice, value;

    sep\_chain sc;

    while (exit)

    {

        cout << "1. Insert\n2. Delete\n3. Search\n4. Display\n5. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case (1):

            cout << "Enter the value" << endl;

            cin >> value;

            sc.insert(value);

            break;

        case(2):

            cout << "Enter the value to delete" << endl;

            cin >> value;

            sc.del(value);

            break;

        case(3):

            cout << "Enter the value to search" << endl;

            cin >> value;

            sc.search(value);

            break;

        case (4):

            sc.display();

            break;

        case(5):

            exit = 0;

        }

    }

}

**Lab - 12**

Write a separate C++ menu-driven program to implement Graph ADT with an adjacency matrix. Maintain proper boundary conditions and follow good coding practices. The Graph ADT has the following operations,

1. Insert Vertex/Edge
2. Delete Vertex/Edge
3. Search Vertex/Edge
4. Display Graph
5. Exit

## Aim:

Write a C++ menu-driven program to implement Graph ADT using an **adjacency matrix**. Maintain proper boundary conditions and follow good coding practices. Operations include Insert, Delete, Search, Display, and Exit.

## Algorithms:

**Insert Vertex():**  
Input → vertex label  
if vertex\_count < MAX →  
 add vertex to vertex\_list  
 increase vertex\_count  
 Output → "Vertex inserted"  
else → Output → "Vertex limit reached"

**Insert Edge():**  
Input → start\_vertex, end\_vertex  
if both vertices exist →  
 adj[start][end] → 1  
 adj[end][start] → 1 (if undirected)  
 Output → "Edge inserted"  
else → Output → "Invalid vertices"

**Delete Vertex():**  
Input → vertex  
if vertex exists →  
 remove row and column of vertex from matrix  
 shift remaining vertices  
 decrease vertex\_count  
 Output → "Vertex deleted"  
else → Output → "Vertex not found"

**Delete Edge():**  
Input → start\_vertex, end\_vertex  
if edge exists →  
 adj[start][end] → 0  
 adj[end][start] → 0 (if undirected)  
 Output → "Edge deleted"  
else → Output → "Edge not found"

**Search Vertex():**  
Input → vertex  
if vertex in vertex\_list →  
 Output → "Vertex found"  
else → Output → "Vertex not found"

**Search Edge():**  
Input → start\_vertex, end\_vertex  
if adj[start][end] == 1 →  
 Output → "Edge found"  
else → Output → "Edge not found"

**Display():**  
Input → none  
for i = 0 to vertex\_count  
 print row i of adj matrix  
Output → "Adjacency matrix of graph"

## Code:

#include <iostream>

#include <vector>

using namespace std;

class adj\_mat

{

    int row = 5;

    int col = 5;

    int mat[5][5];

public:

    adj\_mat()

    {

        for (int q = 0; q<row; q++)

        {

            for (int k = 0; k<col; k++)

            {

                mat[q][k] = 0;

            }

        }

    }

    void insert(int i, int j)

    {

        if (mat[i][j] == 1)

        {

            cout << "Already exist" << endl;

            return;

        }

        mat[i][j] = 1;

        mat[j][i] = 1;

    }

    void del(int i, int j)

    {

        mat[i][j] = 0;

        mat[j][i] = 0;

    }

    void search(int i, int j)

    {

        if (mat[i][j]==1)

        {

            cout << "Available" << endl;

            return;

        }

        cout << "Not Available" <<endl;

    }

    void display()

    {

        for (int a = 0; a<row; a++)

        {

            for (int h = 0; h<col; h++)

            {

                cout << mat[a][h] << " ";

            }

            cout << endl;

        }

    }

};

int main()

{

    int choice, i,j,exit = 1;

    adj\_mat am;

    while(exit==1)

    {

        cout << "1. Insert\n2. Delete\n3. Search\n4. Display\n5. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case (1):

            cout << "Enter the vertex values: i, j" << endl;

            cin >> i;

            cin >> j;

            am.insert(i-1,j-1);

            break;

        case(2):

            cout << "Enter the vertex values to delete: i, j" << endl;

            cin >> i;

            cin >> j;

            am.del(i-1,j-1);

            break;

        case(3):

            cout << "Enter the vertex values to search: i, j" << endl;

            cin >> i;

            cin >> j;

            am.search(i-1,j-1);

            break;

        case (4):

            am.display();

            break;

        case(5):

            exit = 0;

        }

    }

}

## Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbQAAAMQCAYAAABPJpCXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAE7GSURBVHhe7d29ctpMw8bxK+850NwdrmI1nIBmqO2OkkKdoyZHwKhWdARpmHQq6KIu1J7ZAwiNxlXcpXg4CL2FBEiLwICXj8j/3wwzd1byakVyc3k/0H4qiqIQAAD/uP+zCwAA+BcRaBeWeJ7CbGkXAwDeyX2gLTOFnifPC3Wuz+1lFsrzvNZXsrDPBgB8BE4DLQs9eZH0NfbtQ071RlPlea48zxX7koLZ+s+TgX02AOAjcBZoi8TT/OFZ+XSk/+yDV7DMQnlhpqUWSmo9uLbhvvrxXT3LLNxzziJZly2S+nmJZPUoU0kmGjZ6lW1tAgAcx1mgDSa5pqOeXXxdJtLQ+67Pz2XvLZ8FMtGwMSyZeJ7SWg8vz6d6ibJ6LUo8T1F/c85zLEVDO/iMoqGnsTbnxX4qL8waPcpAkh8/1653g+8bAPyDnAXarQpmU63zYjBRIOn1T5VEy0yvkoLH5jjlZDpa//cyC5UqUF4by+yNpop9o+hHc8LOj58b5/kPvmReGucAAM6j44EW7J9T643Ul5SOdy8mMXMjBY92se76kl7/NMr6d82eVtkzmzTKAADn0fFAe9ukWliSjtvnx16MpHTcmPPyPE/jtF4LAODaPnygSdJoWs1nPcfyZRrzY5+tVZSNV21oEgBwXdcJtPV31cpVgDejN9K0CrWXv2VR29Die3z2JbOqHADgzFUCbWnmMpKkdOfc1UUskq0l82XbfH2uvnsweIrlm0ieo4be9SWl31u/GgAAOJ2zQKt/12oYmfUyds/z5IXNZfA9/0HlV6/fWLSxQ/1akTXHdVTuDCaKFTXmxoZRX3leWxnZG2ma5wpa5tGOulZlMMnLFZKr94bvoQGAE5942j4AoAuc9dAAALgmAg0A0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHTCxw609TMl259oAgD4d3zsQKsea5XnuWaBffB4CY+xAoCrcRpo9WcsnrPHk1jPVDzntQAA/wZngbbMQg3nD439wgITnS1o/Pi5ca3yIcPNzTkBAB+Hs0DrjaZbG14+xb5k5hcJmdE0VyCjKGoGaBbWe3KnB96ueuq90lSSiYaNnqM9BLmrHgDA+zgLtFtgB2jieYr6m92mn2M1dqM+1L56eqPppkfa0nOcrveh2V8PAOB9zhpof1+MpP5mb7GLKHebXmahUgXKaxuu9UbTci+yH4dvZHZr9QAA2p0v0BaJxqmk4NE+cja9u/76v83ctF77ri/p9Y9dvNOt1QMAaHeeQFsk8sap5MeNHsm5Lf+8rv/7xdrJevUap40fedOt1QMAaOc+0JaZwrJrtrVI5NzKIc5Ak4H02ZcUbOarGq8j2nVr9QAA2rkNtGWmcBjJKFCeT+yjG+sndCT2kdMtM32vDXG6Gso7pp7PvmRe/trF0pH1AACO5y7QDg0zSUszl5EkpUpcrIeoX7sa4hw8xfJNJO+dFzimnru+pPR766rFY+oBABzvU1EUhV14ikWyZz7Ij5vDakeEX5uk+s5XXTDL1TZdt+/cZRZqGJXRavPj560l97vqqctCT/UqT60HAHAcZ4EGAMA1uRtyBADgigg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQTahZQ7Wzt8diUAoIFAAwB0grtAWyRbe315YWaf5c76if2rV9j6UGAAwMfgLtAGk619vgITnSfUFom8YSTFz7XrTaWIIT0A+KjcBVqLp9iXzItd/G7Z93I37PpT7CVpNN1+cn8WvtGLe6unt0jWZYukfl5LeNq91JatYhZaKKmdE241CABwirMG2lkdEJSJ5ynqb3aJfo6laNgMrCSSprVe5SwwW+dIRtHQ01ibumI/bfQ+F4knb5wqmNV6qY+/rP3eUo29sbQ6ZxbIRNF2yAIAjna+QFtmiiIjP36yj7zb6GsgKd3ZC1K1qjCtbfgpSb3RVLFvFP3Y/Mykvk/baiNOGc1NM2X8+LlRl/9Q631Wu2Vv7Ws2mGztc9Y4ZzBR0HItAMDx3AZaffhuGMkEs61hQSeq+brYl5SOW4cAzdxIwWOjTKtdpV//2MUbvZH6dpmk/l3zPnqj6Xpz0nIH7mArvLYdcg4A4BRuA603ag7fabw9J+XQaLoZulv12FYdthdTD7vNy95Vu/x+WPMce0fpt/x9MZL/2S4GAFyQ20CzDCb5ZYbUqh5bICn9Xs5rffYlBZs5r8arGmZcZqGGkWnOe1X1HOO/z+dZ/AIAONxZA22n9dBky0pBR94cWlwNS/rxu4cBe3d9Sam1AAQAcElnDbQs9JQq2JpHK+ecdHIIJC3fbSsXgUjB17L3NXiK5Zto56IRrULPzDdDolXQHjvkqMFEsS+l4+0l/3suDwBwyFmgtc1FzR+e1wsn6nr+g3zp5EUSk1jWd8c8DaO+8ry2grCazwta5tFWITOY5OWqx2F1bPiir/ns6CFHVfN55ZL/2rV+PZ50fwCA430qiqKwCwEA+Nc466EBAHBNBBoAoBMINABAJxBoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOiE7gfaBZ4bubXrdcujuQAA59X9QLuE2rY5s1OemwUAeLezBVpS9VbCM2yGtqq78drVK1qHzfYzJQEA3XGWQFskJzyx/kh+/NzYwyxWdNbNRAEAt819oC0zfU+lYHbaU+tPNZqWm4lGUdVTO2Jeq9nja4biMgvlhZmWWjTOO6nnabepfq1FsrPeReKddw4QADrAeaBlUSQTzDQZXH7flKfY3+xvduC8VuJ5Shs7W0/1sgrFFRNp6I2l1c7Ws0AmGh6911kSad2msl1G0bAKtWpPNTMvd4qr+5VKCh7tYgBAjdNAW2ahIhMov+omYEYvf+2yHZaZXiUFj832TqblJqF1way219pqQ89fxyWaXe/gKZYvo7kpe2X+Qy2QVxaJUvmKn675ngLA7XMaaD8iIz9+sosvpnfXt4v2643Ul5SON5t+ttveiPSuL+n1T7PwWNX113/0HxoBJ0mLX6nkP8ja9BsAYHEWaIvEU+rHml7xk3f559UuetMkz8ve1rhlXsuxtl29G4tneiN9DZrDjr9SKfi63WMEADS5CbRFonHqK46v+8H798W09qbeMppW81rP5RDgel7LoWUWahgZBat5uOplT+8NHoPNsOMiUXrC/QDAR+Qk0Ba/UklG0XC792Gi4fbqvXM8vaNaXfmuxRO9kaZVqL01D1eOBPp28U5mbiQ/fjucBhPFfjnsuPiVvu9+AOADcRJog0mz11Hvfay+L1YfilyaucpBtfSNuasDLTOFw0hGRy5IWSRby+TLtvn6/F+juKH8nl1w1PDqXV/NBR9VqLd9X89/8GWiYdnrZTEIABzkU1EUhV3oSuJ5eo2ftz/46wF0whM8kpYgaKxCrA3xtfFrbdo+r9mm7eOS/Fh5bcVi6zmV+rWy0NPmtECz/FG/vPH2e7R6f6zrAAB2O2ugdUEZVv2TgvdkVaDJDjoAwE5OhhzhVjnsedyQJgB8dATarVkk1WrIC/YIAaADCLQbsf6O2jjdmg8EALyNOTQAQCfQQwMAdAKBBgDoBAINANAJBBoAoBMINJ3p2ZIAgIsi0A6U2A9YBgDcFHfL9heJvLH9hEVtPRvRiZ3X2n6moys7n0sJALgJjntovuJn+6n7jsOsxt5bLM/PE2YAgNvnONBuR7Jj9+lG+XrurHqFWePc+g7T9b3dVi+GIAHgdnQ20Car3ad/bDZcK/cx8xU/TzXqVRt6Vj27mb11tKTeaNq6t9vqxfAjANwOx4Fm71p9xVWDvZGms0BKx+UmootE41QKZlWYAQA6xV2gDSZb81mxn7YO+7mSjuvh2TLEOJiozLTyob8KZsyxAUBHuQu0FqO4HPabm/Mk2vaikO3e12BSDhdKgXLSDAA666yBpt5IfUnm5a995GKy0FPqBwr8dGvRBwCgO84baItEqaTg0eoZXejJHMssVGR8xfFEk6+BZKKTVyZ+9q8bzACA/c4XaMtM4Y55q6WZy0iS0nLBxjlUOz/7cVwOQ1bzaSaKTprTu+tLSr+f9LMAgPNz9qSQZRZqGJUxtbLzqR3LTOEwkjn1KSJvPSnkv931J95m6b5vttu84rc8FSQLPdVPbzsHAHAdzgINAIBrOt+QIwAAF0SgAQA6gUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQAACdQKABADrBfaCtn6R/vo09AQCwOQ20LPTkRdLX2LcPAQBwVs4CbZF4mj88K5+O9J99EACAM3MWaINJzlYqAICrcRZoAABcE4EGAOgEAg0A0AkEGgCgEwg0AEAnEGgAgE74VBRFYReeYpmFGkbGLi75sfLpyC4FAMAZZ4EGAMA1MeQIAOgEAg0A0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHQCgebAMgvleYldjFu1zBR6nrzVK8zsM/5t6/u73L/JRVK+l2G2tA8BF3OzgZbc2P8ct9aeS+rcvfdGmua58jzXLLAPAvhXuQu0RbL5jdd6JQv7ZABnsw7siX3kbAaT8heE6ahnHwIuxl2gVYJZ+Q+7/poM7LMAAHDLeaDts8xCeWGmpRZKaj241XBWORdVlqWSTDRs9PTsYa8srPcEQzUOL5J12Wp8v3wdPq9wbHsWO+6rbm+b31LNjbTVW7a1Wd/ea73x/hx77/uuVb4n2/e6q7zVMfduz5Edeo2aXfOibcOv++59pf7vYtc5Wp136pyefd+n1nOA+r+P+ovRGFxV4crvb8X9/X3x7bd9YON/P78U9/f3xf39l+Ln/6rCHT/37f6++LI+adu3+/vivvZDZd3b9d5b5/38cl/cf/m5/vOh9rVnc1+1+/j9rdmeQ9p8gF3t//mlWfeb1zri/dl378Uh1/rfz+KLdc7vb9a/gwO0tW1dXr9365x91/r9rb3O8h6+2cVb78Wb995yTtHSxqKo/520t/UYu+7rbKq/Y/v/Y+CSLtpDWwlmU62H2gcTBZJe/+z4lbXFMguVKlBeG8vsjaaKfaPoR/NXRD9+bpznP/iSeWmc40owqw2vDiYKZDQ35X0d0+Z9yvbPm7/hLzPNjRQ8lnUfc633vj8HXas30nQWSOm4/A1+kWicWv8ODnDIvUvSxNp7b/AUy6/9Xbhy0L0vM72q2T61tFHa/L8g/+Go9wVAyXmgpWN7GMIeXgnePadmyk8wu1h3fUmvfxpl/bvmJ0NvND3TZPn++zqmzfv0RtNGUErS0sxlatc/5lrvfX8OvtZgojLTPHllmu19v9occu+teiP17TIHDrr36trp+LDhuEmesxkucCLngba9KOS438IP8WIkpeOt8ftxap95O1y2+TGoPkwrZm7kx0/rP7u81luOudZgkpc9EKtXc4y37l075ndamvNuh977JM8V+/Vf9uxf8gC44DzQLuGzLymYba2mzG/4t1uXbR6Un+rlh+Iy09z4evA3vzW4vNZbjrlWFnpK/UCBn568YOGte19moYaR2frF6hxfNzvm3kfTqvy5HP6MhoQa4NrNBtpnXzIvf+1iyR7SuZB97TmE0zYPJor9cuhtaeYy1pyL02u9ce+HXmuZhYqMrzieaPI1kEy0tVrwIG/cu5kbyY/3D0GeapE0enqH3ntDb6RpFWptb+m7Vjke4wpPEwHO7WYD7a4vKf3e+lvs4CmWbyJ5h0xKOLKvPYdw3Wb/wZeZ/9CPuVHwtWURhMNr7bv3g661SDSMjPw4LsOnmk8zUdRa51v23ftdX82FI9UH97FDjr3ypjfzXouknPurOfTe7eAu5/18ff6vUbwJTHvhyzn8fVE5cJtutQ/4Z9nLHk9WXwZuvVZLeQ9dCr3y80uzHvucb3uutevrAO+xqz3H3NfeNh9jtRS+5bore6915Puz695Xdl5rTzvLnzlhifqeOouttn4rfhe/G38X9a9Z2K/6fTXP+1b8Lv5X/PxyxL1Xtq/X3u5iVdeJy+23r9N+Xyur96nt2NFYto8b8KkoisIOOQDdV59vfPcQ7TJTOIzUd1EXcKKbHXIEcEbLTFFkTvr6RJudw6jABRFowAeThZ68YSRZX6o/RpY0F678iIwUfHX+FR3gGAw5AjheNcS4/kZgMDs5HAFXCDQAQCcw5AgA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQAACd4D7Q1k/xPn17jK39rC7x9HEAwD/NaaBloScvkr7Gvn3oYMss1HD+0NzLykSEGgBgL2eBtkg8zR+elU9Hes/j3Hqj6dbmiE+xf5ktNQAA/yxngTaY5JryIDcAwJU4C7Rz+vtiJPV58CkAYKfbD7RFonEqKXi0jwAAsHbbgbba9t6PeZI3AGCv2w20Zaaw7JptLRIBAMB2m4G23mspUJ5P7KMAAGy5vUAjzAAAJ3C2wecyCzWM1vvXNvnxwcOGi8QrF4G0OaIeAMDH4izQAAC4ptsbcgQA4AQEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQTahSWepzBb2sUAgHdyH2jLTKHnyfNCnetze5mF8jyv9ZUs7LMBAB+B00DLQk9eJH2NffuQU73RVHmeK89zxb6kYLb+M/uAAsDH5CzQFomn+cOz8ulI/9kHr2CZhfLCTEstlNR6cG3DffXju3qWWbjnnEWyLlsk9fMSyepRppJMNGz0KtvaBAA4jrNAG0xyTUc9u/i6TKSh912fn8veWz4LZKJhY1gy8TyltR5enk/1EmX1WpR4nqL+5pznWIqGdvAZRUNPY23Oi/1UXpg1epSBJD9+rl3vBt83APgHOQu0WxXMplrnxWCiQNLrnyqJlpleJQWPzXHKSW3PtWUWKlWgvDaW2RtNFftG0Y/mhJ0fPzfO8x98ybw0zgEAnEfHAy3YP6fWG6kvKR3vXkxi5kYKHu1i3fUlvf5plPXvmj2tsmfGrtsAcAkdD7S3TaqFJem4fX7sxUhKx405L8/bs6s2AOAqPnygSdJoWs1nPcfyZRrzY5+tVZSNV21oEgBwXdcJtPV31cpVgDejN9K0CrWXv2VR29Die3z2JbOqHADgzFUCbWnmMpKkdOfc1UUskq0l82XbfH2uvnsweIrlm0ieo4be9SWl31u/GgAAOJ2zQKt/12oYmfUyds/z5IXNZfA9/0HlV6/fWLSxQ/1akTXHdVTuDCaKFTXmxoZRX3leWxnZG2ma5wpa5tGOulZlMMnLFZKr94bvoQGAE5+KoijsQgAA/jXOemgAAFwTgQYA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQAACdQKABADrhYwfa+pmS7U80AQD8Oz52oFWPtcrzXLPAPni8hMdYAcDVOA20+jMWz9njSaxnKp7zWgCAf4OzQFtmoYbzh8Z+YYGJzhY0fvzcuFb5kOHm5pwAgI/DWaD1RtOtDS+fYl8y84uEzGiaK5BRFDUDNAvrPbnTA29XPfVeaSrJRMNGz9EegtxVDwDgfZwF2i2wAzTxPEX9zW7Tz7Eau1Efal89vdF00yNt6TlO1/vQ7K8HAPA+Zw20vy9GUn+zt9hFlLtNL7NQqQLltQ3XeqNpuRfZj8M3Mru1egAA7c4XaItE41RS8GgfOZveXX/932ZuWq9915f0+scu3unW6gEAtDtPoC0SeeNU8uNGj+Tcln9e1//9Yu1kvXqN08aPvOnW6gEAtHMfaMtMYdk121okcm7lEGegyUD67EsKNvNVjdcR7bq1egAA7dwG2jJTOIxkFCjPJ/bRjfUTOhL7yOmWmb7XhjhdDeUdU89nXzIvf+1i6ch6AADHcxdoh4aZpKWZy0iSUiUu1kPUr10NcQ6eYvkmkvfOCxxTz11fUvq9ddXiMfUAAI73qSiKwi48xSLZMx/kx81htSPCr01SfeerLpjlapuu23fuMgs1jMpotfnx89aS+1311GWhp3qVp9YDADiOs0ADAOCa3A05AgBwRQQaAKATCDQAQCcQaACATiDQAACdQKABADqBQAMAdAKBBgDoBALtQsqdrR0+uxIA0ECgAQA6wV2gLZKtvb68MLPPcmf9xP7VK2x9KDAA4GNwF2iDydY+X4GJzhNqi0TeMJLi59r1plLEkB4AfFTuAq3FU+xL5sUufrfse7kbdv0p9pI0mm4/uT8L3+jFvdXTWyTrskVSP68lPO1eastWMQstlNTOCbcaBAA4xVkD7awOCMrE8xT1N7tEP8dSNGwGVhJJ01qvchaYrXMko2joaaxNXbGfNnqfi8STN04VzGq91Mdf1n5vqcbeWFqdMwtkomg7ZAEARztfoC0zRZGRHz/ZR95t9DWQlO7sBalaVZjWNvyUpN5oqtg3in5sfmZS36dttRGnjOammTJ+/Nyoy3+o9T6r3bK39jUbTLb2OWucM5goaLkWAOB4bgOtPnw3jGSC2dawoBPVfF3sS0rHrUOAZm6k4LFRptWu0q9/7OKN3kh9u0xS/655H73RdL05abkDd7AVXtsOOQcAcAq3gdYbNYfvNN6ek3JoNN0M3a16bKsO24uph93mZe+qXX4/rHmOvaP0W/6+GMn/bBcDAC7IbaBZBpP8MkNqVY8tkJR+L+e1PvuSgs2cV+NVDTMus1DDyDTnvap6jvHf5/MsfgEAHO6sgbbTemiyZaWgI28OLa6GJf343cOAvbu+pNRaAAIAuKSzBloWekoVbM2jlXNOOjkEkpbvtpWLQKTga9n7GjzF8k20c9GIVqFn5psh0Spojx1y1GCi2JfS8faS/z2XBwA45CzQ2uai5g/P64UTdT3/Qb508iKJSSzru2OehlFfeV5bQVjN5wUt82irkBlM8nLV47A6NnzR13x29JCjqvm8csl/7Vq/Hk+6PwDA8T4VRVHYhQAA/Guc9dAAALgmAg0A0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHRC9wPtAs+N3Nr1uuXRXACA8+p+oF1Cbduc2SnPzQIAvNvZAi2peivhGTZDW9XdeO3qFa3DZvuZkgCA7jhLoC2SE55YfyQ/fm7sYRYrOutmogCA2+Y+0JaZvqdSMDvtqfWnGk3LzUSjqOqpHTGv1ezxNUNxmYXywkxLLRrnndTztNtUv9Yi2VnvIvHOOwcIAB3gPNCyKJIJZpoMLr9vylPsb/Y3O3BeK/E8pY2drad6WYXiiok09MbSamfrWSATDY/e6yyJtG5T2S6jaFiFWrWnmpmXO8XV/UolBY92MQCgxmmgLbNQkQmUX3UTMKOXv3bZDstMr5KCx2Z7J9Nyk9C6YFbba221oeev4xLNrnfwFMuX0dyUvTL/oRbIK4tEqXzFT9d8TwHg9jkNtB+RkR8/2cUX07vr20X79UbqS0rHm00/221vRHrXl/T6p1l4rOr66z/6D42Ak6TFr1TyH2Rt+g0AsDgLtEXiKfVjTa/4ybv882oXvWmS52Vva9wyr+VY267ejcUzvZG+Bs1hx1+pFHzd7jECAJrcBNoi0Tj1FcfX/eD9+2Jae1NvGU2rea3ncghwPa/l0DILNYyMgtU8XPWyp/cGj8Fm2HGRKD3hfgDgI3ISaItfqSSjaLjd+zDRcHv13jme3lGtrnzX4oneSNMq1N6ahytHAn27eCczN5Ifvx1Og4livxx2XPxK33c/APCBOAm0waTZ66j3PlbfF6sPRS7NXOWgWvrG3NWBlpnCYSSjIxekLJKtZfJl23x9/q9R3FB+zy44anj1rq/mgo8q1Nu+r+c/+DLRsOz1shgEAA7yqSiKwi50JfE8vcbP2x/89QA64QkeSUsQNFYh1ob42vi1Nm2f12zT9nFJfqy8tmKx9ZxK/VpZ6GlzWqBZ/qhf3nj7PVq9P9Z1AAC7nTXQuqAMq/5JwXuyKtBkBx0AYCcnQ45wqxz2PG5IEwA+OgLt1iySajXkBXuEANABBNqNWH9HbZxuzQcCAN7GHBoAoBPooQEAOoFAAwB0AoEGAOgEAg0A0AkEms70bEkAwEURaAdK7AcsAwBuirtl+4tE3th+wqK2no3oxM5rbT/T0ZWdz6UEANwExz00X/Gz/dR9x2FWY+8tlufnCTMAwO1zHGi3I9mx+3SjfD13Vr3CrHFufYfp+t5uqxdDkABwOzobaJPV7tM/NhuulfuY+Yqfpxr1qg09q57dzN46WlJvNG3d2231YvgRAG6H40Czd62+4qrB3kjTWSCl43IT0UWicSoFsyrMAACd4i7QBpOt+azYT1uH/VxJx/XwbBliHExUZlr50F8FM+bYAKCj3AVai1FcDvvNzXkSbXtRyHbvazAphwulQDlpBgCdddZAU2+kviTz8tc+cjFZ6Cn1AwV+urXoAwDQHecNtEWiVFLwaPWMLvRkjmUWKjK+4niiyddAMtHJKxM/+9cNZgDAfucLtGWmcMe81dLMZSRJablg4xyqnZ/9OC6HIav5NBNFJ83p3fUlpd9P+lkAwPk5e1LIMgs1jMqYWtn51I5lpnAYyZz6FJG3nhTy3+76E2+zdN83221e8VueCpKFnuqnt50DALgOZ4EGAMA1nW/IEQCACyLQAACdQKABADqBQAMAdAKBBgDoBAINANAJBBoAoBMINABAJxBoAIBOINAAAJ3gPtDWT9I/38aeAADYnAZaFnryIulr7NuHAAA4K2eBtkg8zR+elU9H+s8+CADAmTkLtMEkZysVAMDVOAs0AACuiUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCd8KoqisAtPscxCDSNjF5f8WPl0ZJcCAOCMs0ADAOCaGHIEAHQCgQYA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQAACdQKABADqBQHNgmYXyvMQuxq1aZgo9T97qFWb2Gf+29f1d7t/kIinfyzBb2oeAi7nZQEtu7H+OW2vPJXXu3nsjTfNceZ5rFtgHAfyr3AXaItn8xmu9koV9MoCzWQf2xD5yNoNJ+QvCdNSzDwEX4y7QKsGs/Iddf00G9lkAALjlPND2WWahvDDTUgsltR7cajirnIsqy1JJJho2enr2sFcW1nuCoRqHF8m6bDW+X74On1c4tj2LHfdVt7fNb6nmRtrqLdvarG/vtd54f469933XKt+T7XvdVd7qmHu358gOvUbNrnnRtuHXffe+Uv93sescrc47dU7Pvu9T6zlA/d9H/cVoDK6qcOX3t+L+/r749ts+sPG/n1+K+/v74v7+S/Hzf1Xhjp/7dn9ffFmftO3b/X1xX/uhsu7teu+t835+uS/uv/xc//lQ+9qzua/affz+1mzPIW0+wK72//zSrPvNax3x/uy79+KQa/3vZ/HFOuf3N+vfwQHa2rYur9+7dc6+a/3+1l5neQ/f7OKt9+LNe285p2hpY1HU/07a23qMXfd1NtXfsf3/MXBJF+2hrQSzqdZD7YOJAkmvf3b8ytpimYVKFSivjWX2RlPFvlH0o/kroh8/N87zH3zJvDTOcSWY1YZXBxMFMpqb8r6OafM+Zfvnzd/wl5nmRgoey7qPudZ735+DrtUbaToLpHRc/ga/SDROrX8HBzjk3iVpYu29N3iK5df+Llw56N6XmV7VbJ9a2iht/l+Q/3DU+wKg5DzQ0rE9DGEPrwTvnlMz5SeYXay7vqTXP42y/l3zk6E3mp5psnz/fR3T5n16o2kjKCVpaeYytesfc633vj8HX2swUZlpnrwyzfa+X20OufdWvZH6dpkDB917de10fNhw3CTP2QwXOJHzQNteFHLcb+GHeDGS0vHW+P04tc+8HS7b/BhUH6YVMzfy46f1n11e6y3HXGswycseiNWrOcZb964d8zstzXm3Q+99kueK/fove/YveQBccB5ol/DZlxTMtlZT5jf8263LNg/KT/XyQ3GZaW58Pfib3xpcXustx1wrCz2lfqDAT09esPDWvS+zUMPIbP1idY6vmx1z76NpVf5cDn9GQ0INcO1mA+2zL5mXv3axZA/pXMi+9hzCaZsHE8V+OfS2NHMZa87F6bXeuPdDr7XMQkXGVxxPNPkaSCbaWi14kDfu3cyN5Mf7hyBPtUgaPb1D772hN9K0CrW2t/RdqxyPcYWniQDndrOBdteXlH5v/S128BTLN5G8QyYlHNnXnkO4brP/4MvMf+jH3Cj42rIIwuG19t37QddaJBpGRn4cl+FTzaeZKGqt8y377v2ur+bCkeqD+9ghx15505t5r0VSzv3VHHrvdnCX836+Pv/XKN4Epr3w5Rz+vqgcuE232gf8s+xljyerLwO3XqulvIcuhV75+aVZj33Otz3X2vV1gPfY1Z5j7mtvm4+xWgrfct2Vvdc68v3Zde8rO6+1p53lz5ywRH1PncVWW78Vv4vfjb+L+tcs7Ff9vprnfSt+F/8rfn454t4r29drb3exquvE5fbb12m/r5XV+9R27Ggs28cN+FQURWGHHIDuq883vnuIdpkpHEbqu6gLONHNDjkCOKNlpigyJ319os3OYVTgggg04IPJQk/eMJKsL9UfI0uaC1d+REYKvjr/ig5wDIYcARyvGmJcfyMwmJ0cjoArBBoAoBMYcgQAdAKBBgDoBAINANAJBBoAoBMINABAJxBoAIBOcLpsf/UonTU/3tpG400tD4E9qR4AwIfiLNCWWajh/KERPInnKXUQRq7qAQB0l7Mhx95ouhU4T7HvZCuMsp4XuxgAgDVngQYAwDWdNdD+vhhJ/fc9sLR6KrgfP9lHAABYO1+gLRKNU0nBo33kbevt4cungptgpum7UhEA0HXOFoU0rFYqOlrIsUg8jVNf8fP0fb09AEBnue+hLTOFZdfMSZhJ0mCSK5DR3LxzdQkAoLPcBtp6j6RAeT6xjwIAcDbuAu2MYZaFnlIFzKMBAHZyNodWznPZpZUj5tK2njYiyY+fCTMAwF7OAg0AgGtyN+QIAMAVEWgAgE4g0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCcQaBeWeJ7CjF0DAMA194G23pwz1Lk+t5dZWG7+2fJKFvbZAICPwGmgZaEnL5K+xr59yKneaKo8z5XnuWJfUjBb/3kysM8GAHwEzgJtkXiaPzwrn470n33wCpZZKC/MtNRCSa0H1zbcVz++q2eZhXvOWSTrskVSPy+RrB5lKslEw0avsq1NAIDjOAu0wSS/vS1eTKSh912fn8veWz4LZKJhY1gy8TyltR5enk/1EmX1WpR4nqL+5pznWIqGdvAZRUNPY23Oi/1UXpg1epRBtR3O5no3+L4BwD/IWaDdqmA21TovBhMFkl7/VEm0zPQqKXhsjlNOanu3LbNQqQLltbHM3miq2DeKfjQn7Pz4uXGe/+BL5qVxDgDgPDoeaMH+ObXeSH1J6Xj3YhIzN1LwaBfrri/p9U+jrH/X7GmVPTO3u3cDANp1PNDeNqkWlqTj9vmxFyMpHTfmvDxvz+7cAICr+PCBJkmjaTWf9RzLl2nMj322VlE2XrWhSQDAdV0n0NbfVStXAd6M3kjTKtRe/pZFbUOL7/HZl8yqcgCAM1cJtKWZy0iS0p1zVxexSLaWzJdt8/W5+u7B4CmWbyJ5jhp615eUfm/9agAA4HTOAq3+XathZNbL2D3Pkxc2l8H3/AeVX71+Y9HGDvVrRdYc11G5M5goVtSYGxtGfeV5bWVkb6RpnitomUc76lqVwSQvV0iu3hu+hwYATnwqiqKwCwEA+Nc466EBAHBNBBoAoBMINABAJxBoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOiEjx1o62dKtj/RBADw7/jYgVY91irPc80C++DxEh5jBQBX4zTQ6s9YPGePJ7GeqXjOawEA/g3OAm2ZhRrOHxr7hQUmOlvQ+PFz41rlQ4abm3MCAD4OZ4HWG023Nrx8in3JzC8SMqNprkBGUdQM0Cys9+ROD7xd9dR7pakkEw0bPUd7CHJXPQCA93EWaLfADtDE8xT1N7tNP8dq7EZ9qH319EbTTY+0pec4Xe9Ds78eAMD7nDXQ/r4YSf3N3mIXUe42vcxCpQqU1zZc642m5V5kPw7fyOzW6gEAtDtfoC0SjVNJwaN95Gx6d/31f5u5ab32XV/S6x+7eKdbqwcA0O48gbZI5I1TyY8bPZJzW/55Xf/3i7WT9eo1Ths/8qZbqwcA0M59oC0zhWXXbGuRyLmVQ5yBJgPpsy8p2MxXNV5HtOvW6gEAtHMbaMtM4TCSUaA8n9hHN9ZP6EjsI6dbZvpeG+J0NZR3TD2ffcm8/LWLpSPrAQAcz12gHRpmkpZmLiNJSpW4WA9Rv3Y1xDl4iuWbSN47L3BMPXd9Sen31lWLx9QDADjep6IoCrvwFItkz3yQHzeH1Y4IvzZJ9Z2vumCWq226bt+5yyzUMCqj1ebHz1tL7nfVU5eFnupVnloPAOA4zgINAIBrcjfkCADAFRFoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOgEAg0A0AkEGgCgEwi0Cyl3tnb47EoAQAOBBgDoBHeBtki29vrywsw+y531E/tXr7D1ocAAgI/BXaANJlv7fAUmOk+oLRJ5w0iKn2vXm0oRQ3oA8FG5C7QWT7EvmRe7+N2y7+Vu2PWn2EvSaLr95P4sfKMX91ZPb5GsyxZJ/byW8LR7qS1bxSy0UFI7J9xqEADgFGcNtLM6ICgTz1PU3+wS/RxL0bAZWEkkTWu9yllgts6RjKKhp7E2dcV+2uh9LhJP3jhVMKv1Uh9/Wfu9pRp7Y2l1ziyQiaLtkAUAHO18gbbMFEVGfvxkH3m30ddAUrqzF6RqVWFa2/BTknqjqWLfKPqx+ZlJfZ+21UacMpqbZsr48XOjLv+h1vusdsve2tdsMNna56xxzmCioOVaAIDjuQ20+vDdMJIJZlvDgk5U83WxLykdtw4BmrmRgsdGmVa7Sr/+sYs3eiP17TJJ/bvmffRG0/XmpOUO3MFWeG075BwAwCncBlpv1By+03h7Tsqh0XQzdLfqsa06bC+mHnabl72rdvn9sOY59o7Sb/n7YiT/s10MALggt4FmGUzyywypVT22QFL6vZzX+uxLCjZzXo1XNcy4zEINI9Oc96rqOcZ/n8+z+AUAcLizBtpO66HJlpWCjrw5tLgalvTjdw8D9u76klJrAQgA4JLOGmhZ6ClVsDWPVs456eQQSFq+21YuApGCr2Xva/AUyzfRzkUjWoWemW+GRKugPXbIUYOJYl9Kx9tL/vdcHgDgkLNAa5uLmj88rxdO1PX8B/nSyYskJrGs7455GkZ95XltBWE1nxe0zKOtQmYwyctVj8Pq2PBFX/PZ0UOOqubzyiX/tWv9ejzp/gAAx/tUFEVhFwIA8K9x1kMDAOCaCDQAQCcQaACATiDQAACdQKABADqBQAMAdAKBBgDoBAINANAJ3Q+0Czw3cmvX65ZHcwEAzqv7gXYJtW1zZqc8NwsA8G5nC7Sk6q2EZ9gMbVV347WrV7QOm+1nSgIAuuMsgbZITnhi/ZH8+Lmxh1ms6KybiQIAbpv7QFtm+p5Kwey0p9afajQtNxONoqqndsS8VrPH1wzFZRbKCzMttWicd1LP025T/VqLZGe9i8Q77xwgAHSA80DLokgmmGkyuPy+KU+xv9nf7MB5rcTzlDZ2tp7qZRWKKybS0BtLq52tZ4FMNDx6r7Mk0rpNZbuMomEVatWeamZe7hRX9yuVFDzaxQCAGqeBtsxCRSZQftVNwIxe/tplOywzvUoKHpvtnUzLTULrglltr7XVhp6/jks0u97BUyxfRnNT9sr8h1ogrywSpfIVP13zPQWA2+c00H5ERn78ZBdfTO+ubxft1xupLykdbzb9bLe9EeldX9Lrn2bhsarrr//oPzQCTpIWv1LJf5C16TcAwOIs0BaJp9SPNb3iJ+/yz6td9KZJnpe9rXHLvJZjbbt6NxbP9Eb6GjSHHX+lUvB1u8cIAGhyE2iLROPUVxxf94P374tp7U29ZTSt5rWeyyHA9byWQ8ss1DAyClbzcNXLnt4bPAabYcdFovSE+wGAj8hJoC1+pZKMouF278NEw+3Ve+d4eke1uvJdiyd6I02rUHtrHq4cCfTt4p3M3Eh+/HY4DSaK/XLYcfErfd/9AMAH4iTQBpNmr6Pe+1h9X6w+FLk0c5WDaukbc1cHWmYKh5GMjlyQski2lsmXbfP1+b9GcUP5PbvgqOHVu76aCz6qUG/7vp7/4MtEw7LXy2IQADjIp6IoCrvQlcTz9Bo/b3/w1wPohCd4JC1B0FiFWBvia+PX2rR9XrNN28cl+bHy2orF1nMq9WtloafNaYFm+aN+eePt92j1/ljXAQDsdtZA64IyrPonBe/JqkCTHXQAgJ2cDDnCrXLY87ghTQD46Ai0W7NIqtWQF+wRAkAHEGg3Yv0dtXG6NR8IAHgbc2gAgE6ghwYA6AQCDQDQCQQaAKATCDQAQCcQaDrTsyUBABdFoB0osR+wDAC4Ke6W7S8SeWP7CYvaejaiEzuvtf1MR1d2PpcSAHATHPfQfMXP9lP3HYdZjb23WJ6fJ8wAALfPcaDdjmTH7tON8vXcWfUKs8a59R2m63u7rV4MQQLA7ehsoE1Wu0//2Gy4Vu5j5it+nmrUqzb0rHp2M3vraEm90bR1b7fVi+FHALgdjgPN3rX6iqsGeyNNZ4GUjstNRBeJxqkUzKowAwB0irtAG0y25rNiP20d9nMlHdfDs2WIcTBRmWnlQ38VzJhjA4COchdoLUZxOew3N+dJtO1FIdu9r8GkHC6UAuWkGQB01lkDTb2R+pLMy1/7yMVkoafUDxT46daiDwBAd5w30BaJUknBo9UzutCTOZZZqMj4iuOJJl8DyUQnr0z87F83mAEA+50v0JaZwh3zVkszl5EkpeWCjXOodn7247gchqzm00wUnTSnd9eXlH4/6WcBAOfn7EkhyyzUMCpjamXnUzuWmcJhJHPqU0TeelLIf7vrT7zN0n3fbLd5xW95KkgWeqqf3nYOAOA6nAUaAADXdL4hRwAALohAAwB0AoEGAOgEAg0A0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHSC+0BbP0n/fBt7AgBgcxpoWejJi6SvsW8fAgDgrJwF2iLxNH94Vj4d6T/7IAAAZ+Ys0AaTnK1UAABX4yzQAAC4JgINANAJBBoAoBMINABAJxBoAIBOINAAAJ3wqSiKwi48xTILNYyMXVzyY+XTkV0KAIAzzgINAIBrYsgRANAJBBoAoBMINABAJxBoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOgEAs2BZRbK8xK7GLdqmSn0PHmrV5jZZ/zb1vd3uX+Ti6R8L8NsaR8CLuZmAy25sf85bq09l9S5e++NNM1z5XmuWWAfBPCvchdoi2TzG6/1Shb2yQDOZh3YE/vI2Qwm5S8I01HPPgRcjLtAqwSz8h92/TUZ2GcBAOCW80DbZ5mF8sJMSy2U1Hpwq+Gsci6qLEslmWjY6OnZw15ZWO8JhmocXiTrstX4fvk6fF7h2PYsdtxX3d42v6WaG2mrt2xrs76913rj/Tn23vddq3xPtu91V3mrY+7dniM79Bo1u+ZF24Zf9937Sv3fxa5ztDrv1Dk9+75PrecA9X8f9RejMbiqwpXf34r7+/vi22/7wMb/fn4p7u/vi/v7L8XP/1WFO37u2/198WV90rZv9/fFfe2Hyrq36723zvv55b64//Jz/edD7WvP5r5q9/H7W7M9h7T5ALva//NLs+43r3XE+7Pv3otDrvW/n8UX65zf36x/Bwdoa9u6vH7v1jn7rvX7W3ud5T18s4u33os3773lnKKljUVR/ztpb+sxdt3X2VR/x/b/x8AlXbSHthLMploPtQ8mCiS9/tnxK2uLZRYqVaC8NpbZG00V+0bRj+aviH783DjPf/Al89I4x5VgVhteHUwUyGhuyvs6ps37lO2fN3/DX2aaGyl4LOs+5lrvfX8OulZvpOkskNJx+Rv8ItE4tf4dHOCQe5ekibX33uApll/7u3DloHtfZnpVs31qaaO0+X9B/sNR7wuAkvNAS8f2MIQ9vBK8e07NlJ9gdrHu+pJe/zTK+nfNT4beaHqmyfL993VMm/fpjaaNoJSkpZnL1K5/zLXe+/4cfK3BRGWmefLKNNv7frU55N5b9Ubq22UOHHTv1bXT8WHDcZM8ZzNc4ETOA217Uchxv4Uf4sVISsdb4/fj1D7zdrhs82NQfZhWzNzIj5/Wf3Z5rbccc63BJC97IFav5hhv3bt2zO+0NOfdDr33SZ4r9uu/7Nm/5AFwwXmgXcJnX1Iw21pNmd/wb7cu2zwoP9XLD8Vlprnx9eBvfmtwea23HHOtLPSU+oECPz15wcJb977MQg0js/WL1Tm+bnbMvY+mVflzOfwZDQk1wLWbDbTPvmRe/trFkj2kcyH72nMIp20eTBT75dDb0sxlrDkXp9d6494PvdYyCxUZX3E80eRrIJloa7XgQd64dzM3kh/vH4I81SJp9PQOvfeG3kjTKtTa3tJ3rXI8xhWeJgKc280G2l1fUvq99bfYwVMs30TyDpmUcGRfew7hus3+gy8z/6Efc6Pga8siCIfX2nfvB11rkWgYGflxXIZPNZ9moqi1zrfsu/e7vpoLR6oP7mOHHHvlTW/mvRZJOfdXc+i928Fdzvv5+vxfo3gTmPbCl3P4+6Jy4Dbdah/wz7KXPZ6svgzceq2W8h66FHrl55dmPfY53/Zca9fXAd5jV3uOua+9bT7Gail8y3VX9l7ryPdn172v7LzWnnaWP3PCEvU9dRZbbf1W/C5+N/4u6l+zsF/1+2qe9634Xfyv+PnliHuvbF+vvd3Fqq4Tl9tvX6f9vlZW71PbsaOxbB834FNRFIUdcgC6rz7f+O4h2mWmcBip76Iu4EQ3O+QI4IyWmaLInPT1iTY7h1GBCyLQgA8mCz15w0iyvlR/jCxpLlz5ERkp+Or8KzrAMRhyBHC8aohx/Y3AYHZyOAKuEGgAgE5gyBEA0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6wV2gLZKtfaFcPDU8qeriAaoAgH3cBdpgsrUnVGCid4XaIjn+KekAgI/JXaC1eIp9ybzYxYdZZvqeSsFsdpbNGQEA3XLWQHuPLIpkgpkmAx6nAwB42/kCrXqatx8/2UfeVO5uHPBsOADAwdwG2npb9/Jp3iaYaXrC47d/nBiEAICPy22g9Uaa1haFzDSW54VHbSe/SDylfnxSEAIAPi63gWYZTHIFMpqbAxNtkWic+orjkX0EAIC9zr59TOJ5eo2fD+pxLRJP4zfW6fsH1gUA+FjOGmhZ6JWLO/KJfegox4QiAOBjcjbkuMzCrSeFzB+e3x1mAAAc4qw9NAAALsVZDw0AgGsi0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQLizxPIXH7KcDADiI+0Bbb/J53D5ox2h7buTqlSzsswEAH4HTQMtCT14kfY19+5BTvdF0vYlo7EsKZus/Twb22QCAj8BZoC2S6un605H+sw9ewTIL5YWZllooqfXg2ob76sd39SyzcM85i2Rdtkjq5yWS1aNMJZlo2OhVtrUJAHAcZ4E2mOS3t1+ZiTT0vuvzc9l7y2eBTDRsDEsmnqe01sPL86leoqxeixLPU9TfnPMcS9HQDj6jaOhprM15sZ/KC7NGjzKoNindXO8G3zcA+Ac5C7RbFcymWufFYKJA0uufKomWmV4lBY/NccrJdLT+72UWKlWgvDaW2RtNFftG0Y/mhJ0fPzfO8x98ybw0zgEAnEfHAy3YP6fWG6kvKR3vXkxi5kYKHu1i3fUlvf5plPXvmj2tsmfGBqcAcAkdD7S3TaqFJem4fX7sxUhKx405L8/zNE7rtQAAru3DB5okjabVfNZzLF+mMT/22VpF2XjVhiYBANd1nUBbf1etXAV4M3ojTatQe/lbFrUNLb7HZ18yq8oBAM5cJdCWZi4jSUp3zl1dxCLZWjJfts3X5+q7B4OnWL6J5Dlq6F1fUvq99asBAIDTOQu0+nethpFZL2P3PE9e2FwG3/MfVH71+o1FGzvUrxVZc1xH5c5golhRY25sGPWV57WVkb2RpnmuoGUe7ahrVQaTvFwhuXpv+B4aADjxqSiKwi4EAOBf46yHBgDANRFoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOgEAg0A0AkEGgCgEz52oK2fKdn+RBMAwL/jYwda9VirPM81C+yDx0t4jBUAXI3TQKs/Y/GcPZ7EeqbiOa8FAPg3OAu0ZRZqOH9o7BcWmOhsQePHz41rlQ8Zbm7OCQD4OJwFWm803drw8in2JTO/SMiMprkCGUVRM0CzsN6TOz3wdtVT75Wmkkw0bPQc7SHIXfUAAN7HWaDdAjtAE89T1N/sNv0cq7Eb9aH21dMbTTc90pae43S9D83+egAA73PWQPv7YiT1N3uLXUS52/QyC5UqUF7bcK03mpZ7kf04fCOzW6sHANDufIG2SDROJQWP9pGz6d311/9t5qb12nd9Sa9/7OKdbq0eAEC78wTaIpE3TiU/bvRIzm3553X93y/WTtar1zht/Mibbq0eAEA794G2zBSWXbOtRSLnVg5xBpoMpM++pGAzX9V4HdGuW6sHANDObaAtM4XDSEaB8nxiH91YP6EjsY+cbpnpe22I09VQ3jH1fPYl8/LXLpaOrAcAcDx3gXZomElamrmMJClV4mI9RP3a1RDn4CmWbyJ577zAMfXc9SWl31tXLR5TDwDgeJ+KoijswlMskj3zQX7cHFY7IvzaJNV3vuqCWa626bp95y6zUMOojFabHz9vLbnfVU9dFnqqV3lqPQCA4zgLNAAArsndkCMAAFdEoAEAOoFAAwB0AoEGAOgEAg0A0AkEGgCgEwg0AEAnEGgAgE4g0C6k3Nna4bMrAQANBBoAoBPcBdoi2drrywsz+yx31k/sX73C1ocCAwA+BneBNphs7fMVmOg8obZI5A0jKX6uXW8qRQzpAcBH5S7QWjzFvmRe7OJ3y76Xu2HXn2IvSaPp9pP7s/CNXtxbPb1Fsi5bJPXzWsLT7qW2bBWz0EJJ7Zxwq0EAgFOcNdDO6oCgTDxPUX+zS/RzLEXDZmAlkTSt9Spngdk6RzKKhp7G2tQV+2mj97lIPHnjVMGs1kt9/GXt95Zq7I2l1TmzQCaKtkMWAHC08wXaMlMUGfnxk33k3UZfA0npzl6QqlWFaW3DT0nqjaaKfaPox+ZnJvV92lYbccpobpop48fPjbr8h1rvs9ote2tfs8Fka5+zxjmDiYKWawEAjuc20OrDd8NIJphtDQs6Uc3Xxb6kdNw6BGjmRgoeG2Va7Sr9+scu3uiN1LfLJPXvmvfRG03Xm5OWO3AHW+G17ZBzAACncBtovVFz+E7j7Tkph0bTzdDdqse26rC9mHrYbV72rtrl98Oa59g7Sr/l74uR/M92MQDggtwGmmUwyS8zpFb12AJJ6fdyXuuzLynYzHk1XtUw4zILNYxMc96rqucY/30+z+IXAMDhzhpoO62HJltWCjry5tDialjSj989DNi760tKrQUgAIBLOmugZaGnVMHWPFo556STQyBp+W5buQhECr6Wva/BUyzfRDsXjWgVema+GRKtgvbYIUcNJop9KR1vL/nfc3kAgEPOAq1tLmr+8LxeOFHX8x/kSycvkpjEsr475mkY9ZXntRWE1Xxe0DKPtgqZwSQvVz0Oq2PDF33NZ0cPOaqazyuX/Neu9evxpPsDABzvU1EUhV0IAMC/xlkPDQCAayLQAACdQKABADqBQAMAdAKBBgDoBAINANAJBBoAoBMINABAJ3Q/0C7w3MitXa9bHs0FADiv7gfaJdS2zZmd8twsAMC7nS3Qkqq3Ep5hM7RV3Y3Xrl7ROmy2nykJAOiOswTaIjnhifVH8uPnxh5msaKzbiYKALht7gNtmel7KgWz055af6rRtNxMNIqqntoR81rNHl8zFJdZKC/MtNSicd5JPU+7TfVrLZKd9S4S77xzgADQAc4DLYsimWCmyeDy+6Y8xf5mf7MD57USz1Pa2Nl6qpdVKK6YSENvLK12tp4FMtHw6L3OkkjrNpXtMoqGVahVe6qZeblTXN2vVFLwaBcDAGqcBtoyCxWZQPlVNwEzevlrl+2wzPQqKXhstncyLTcJrQtmtb3WVht6/jou0ex6B0+xfBnNTdkr8x9qgbyySJTKV/x0zfcUAG6f00D7ERn58ZNdfDG9u75dtF9vpL6kdLzZ9LPd9kakd31Jr3+ahceqrr/+o//QCDhJWvxKJf9B1qbfAACLs0BbJJ5SP9b0ip+8yz+vdtGbJnle9rbGLfNajrXt6t1YPNMb6WvQHHb8lUrB1+0eIwCgyU2gLRKNU19xfN0P3r8vprU39ZbRtJrXei6HANfzWg4ts1DDyChYzcNVL3t6b/AYbIYdF4nSE+4HAD4iJ4G2+JVKMoqG270PEw23V++d4+kd1erKdy2e6I00rULtrXm4ciTQt4t3MnMj+fHb4TSYKPbLYcfFr/R99wMAH4iTQBtMmr2Oeu9j9X2x+lDk0sxVDqqlb8xdHWiZKRxGMjpyQcoi2VomX7bN1+f/GsUN5ffsgqOGV+/6ai74qEK97ft6/oMvEw3LXi+LQQDgIJ+KoijsQlcSz9Nr/Lz9wV8PoBOe4JG0BEFjFWJtiK+NX2vT9nnNNm0fl+THymsrFlvPqdSvlYWeNqcFmuWP+uWNt9+j1ftjXQcAsNtZA60LyrDqnxS8J6sCTXbQAQB2cjLkCLfKYc/jhjQB4KMj0G7NIqlWQ16wRwgAHUCg3Yj1d9TG6dZ8IADgbcyhAQA6gR4aAKATCDQAQCcQaACATiDQAACdQKDpTM+WBABcFIF2oMR+wDIA4Ka4W7a/SOSN7ScsauvZiE7svNb2Mx1d2flcSgDATXDcQ/MVP9tP3XccZjX23mJ5fp4wAwDcPseBdjuSHbtPN8rXc2fVK8wa59Z3mK7v7bZ6MQQJALejs4E2We0+/WOz4Vq5j5mv+HmqUa/a0LPq2c3sraMl9UbT1r3dVi+GHwHgdjgONHvX6iuuGuyNNJ0FUjouNxFdJBqnUjCrwgwA0CnuAm0w2ZrPiv20ddjPlXRcD8+WIcbBRGWmlQ/9VTBjjg0AOspdoLUYxeWw39ycJ9G2F4Vs974Gk3K4UAqUk2YA0FlnDTT1RupLMi9/7SMXk4WeUj9Q4Kdbiz4AAN1x3kBbJEolBY9Wz+hCT+ZYZqEi4yuOJ5p8DSQTnbwy8bN/3WAGAOx3vkBbZgp3zFstzVxGkpSWCzbOodr52Y/jchiymk8zUXTSnN5dX1L6/aSfBQCcn7MnhSyzUMOojKmVnU/tWGYKh5HMqU8ReetJIf/trj/xNkv3fbPd5hW/5akgWeipfnrbOQCA63AWaAAAXNP5hhwBALggAg0A0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCWcLtKTadPPUp9sDAHCMswTaIvHU/uhgAADOw32gLTN9T6VgNqt2igYA4PycB1oWRTLBTJNB274xAACch9NAK3eIDpS3boIGAMD5OA20H5GRHz/ZxQAAnJ2zQFsknlI/ZgdnAMBVuAm0RaJx6iuOR/YRAAAu4lNRFIVdeKxF4mn8xjp9P36m9wYAOBsngbZL4nl6JcgAABfgZsgRAIArO2sPDQCAS6GHBgDoBAINANAJBBoAoBMINABAJxBoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOgEAg0A0AnOAy3xPHnrV6hsaZ9xoGWm8L11OGzPrdUDAGhyF2hVAKXBTHmeK89zzQKjaHj8h3YWevIi6Wvs24cO56o9t1YPAKBd4cjvb/fF/ZefdnHx88t9cf/tt1280+9v98WXn/8riqIo/vfzS3F//6Wo/ngUl+25pXoAAO2c9dB+pZL/YPWoFokiIyn91SzfYzDJneyf5qo9t1YPAKCdm0BbZnqV1L/bBNEyC+WNpdkskPR62WE1V+25tXoAADu5CTRLFnoavnxVnk80sA9egav23Fo9AIANx4G2UOJ5mj88K5/cwke1q/bcWj0AAJubQOuN1JeUjsfSrDkHtvzzKqkvB9Nih3PVnlurBwCwk5tAk/QYSPJj2R0PMzdS8NgsvABX7bm1egAA7ZwF2uAplm8ihbXVDYvEU2SCqwyvuWrPrdUDAGj3qSiKwi482TJTOIxk1gWB8nzSOOUtyyzUMNrU0ODHyqcju3Q3B+2RbrAeAMAWt4EGAMCVOBtyBADgmgg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCc4D7TE8+StX+HpOzEvM4XvrcNhe26tHgBAk7tAqwIoDWbK81x5nmsWGEXD4z+0s9CTF0lfY98+dDhX7bm1egAA7QpHfn+7L+6//LSLi59f7ov7b7/t4p1+f7svvvz8X1EURfG/n1+K+/svRfXHo7hszy3VAwBo56yH9iuV/AerR7VIFBlJ6a9m+R6DSXNH51O5as+t1QMAaOcm0JaZXiX17zZBtMxCeWNpNgskvV52WM1Ve26tHgDATm4CzZKFnoYvX5XnE93CXsyu2nNr9QAANhwH2kKJ52n+8Kx8cgsf1a7ac2v1AABsbgKtN1JfUjoeS7PmHNjyz6ukvhxMix3OVXturR4AwE5uAk3SYyDJj2V3PMzcSMFjs/ACXLXn1uoBALRzFmiDp1i+iRTWVjcsEk+RCa4yvOaqPbdWDwCg3aeiKAq78GTLTOEwklkXBMrzSeOUtyyzUMNoU0ODHyufjuzS3Ry0R7rBegAAW9wGGgAAV+JsyBEAgGsi0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQAACd4D7QlplCz5Pnhe/ahTnxPHnr1zvqurH2uKoHANDkNNCy0JMXSV9j3z50uCqA0mCmPM+V57lmgVE0PP7D/6ba46oeAEArZ4G2SKqdmKcj/WcfPMLiRyTjx40tVQaTXLFvFP1YNM7d5+ba46geAEA7Z4E2mDR3Yj7Vr1TyH6we1SJRZCSlv5rle9xae1zVAwBo5yzQnFhmepXUv9sE0TIL5Y2l2SyQ9HrZ4TlX7XFVDwBgp9sKNEsWehq+fFWeT3QLezq7ao+regAAGzcaaAslXjUHVptzuh5X7XFVDwDAdluB1hupLykdj6VZcw5s+edVUl8OpsUO56o9ruoBAOx0W4Em6TGQ5MeyOzBmbqTgsVl4Aa7a46oeAEC7mwu0wVMs30QKa6skFomnyARXGaZz1R5X9QAA2n0qiqKwC0+xzEINI2MXl/xY+XRkl+62zBQOI21qC5Tnk8Ypb7m19kgO6wEAbHEWaAAAXNPNDTkCAHAKAg0A0AkEGgCgEwg0AEAnEGgAgE4g0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCc4DLfE8eetXePpOzMtM4Xvr6HJ7AAAN7gKt+sBPg5nyPFee55oFRtHw+A/tLPTkRdLX2LcPHa7D7QEAbHMWaIsfkYwfN7ZCGUxyxb5R9GPROHefRVLt6Dwd6T/74BG62h4AQDtngfYrlfwHqwezSBQZSemvZvkeg0lzR+dTdbU9AIB2bgJtmelVUv9u88G/zEJ5Y2k2CyS9XnZYjfYAwIfjJtAsWehp+PJVeT7RLezFTHsAoPscB9pCiVfNOdXmiq6H9gDAR+Em0Hoj9SWl47E0a845Lf+8SurLwTTU4WgPAHw4bgJN0mMgyY9ldzzM3EjBY7PwAmgPAHwszgJt8BTLN5HC2uqGReIpMsFVhtdoDwB8LJ+KoijswpMtM4XDSGZdECjPJ41T3rLMQg2jTQ0Nfqx8OrJLd+tgewAA7dwGGgAAV+JsyBEAgGsi0AAAnUCgAQA6gUADAHQCgQYA6AQCDQDQCQQaAKATCDQAQCcQaACATiDQAACd4DzQEs+Tt36FJ+/E7KoeLTOF763DYXtc1QMAaHIXaFVwpMFMeZ4rz3PNAqNoeOSHtqt6qp2hvUj6Gvv2ocO5ao+regAA7QpHfn+7L+6//LSLi59f7ov7b7/t4p1c1vPl5/+KoiiK//38UtzffymqPx7FZXtc1AMAaOesh/YrlfwHqye0SBQZSemvZvkeruoZTJo7Q5/KVXtc1QMAaOcm0JaZXiX17zYBssxCeWNpNgskvR42rOaqHldctcdVPQCAndwEmiULPQ1fvirPJ3rPXsyu6nHFVXtc1QMA2HAcaAslnqf5w7PyyXs+ql3V44qr9riqBwBgcxNovZH6ktLxWJo1566Wf14l9XXQdJarelxx1R5X9QAAdnITaJIeA0l+LLvjYeZGCh6bhXu4qscVV+1xVQ8AoJ2zQBs8xfJNpLC2umGReIpMcNTwmqt6XHHVHlf1AADafSqKorALT7bMFA4jmXVBoDyfNE45iIN6llmoYbSpocGPlU9HduluDtojOawHALDFbaABAHAlzoYcAQC4JgINANAJBBoAoBMINABAJxBoAIBOINAAAJ1AoAEAOoFAAwB0AoEGAOgEAg0A0AnOAy3xPHnrV3jyTszUAwA4SuHK/34WX+7vi/tvv9dFv7/dF/f3X4qf/2ucuR/1AABO4CzQfn+7L+6//LSLi59fmh/ib6EeAMApnA05/kol/8FvFi4SRUZS+qtZvgf1AABO4SbQlpleJfXverWiUN5Yms0CSa+HzRVRDwDgRG4CzZKFnoYvX5XnE71nL2bqAQAcynGgLZR4nuYPz8on7/moph4AwHHcBFpvpL6kdDyWZrmmo9rQ2p9XSX3VinajHgDAidwEmqTHQJIfy+54mLmRgsdm4R7UAwA4ib3s8WTV96y+1L5UVX7P6lvjtDdRDwDgBJ+KoijskDvZMlM4jGTWBYHyfNI45SDUAwA40v8DIOfN07YowNoAAAAASUVORK5CYII=)

2.Write a separate C++ menu-driven program to implement Graph ADT with an adjacency list. Maintain proper boundary conditions and follow good coding practices. The Graph ADT has the following operations,

1. Insert Vertex/Edge
2. Delete Vertex/Edge
3. Search Vertex/Edge
4. Display Graph
5. Exit

**AIM:**

Write a C++ menu-driven program to implement **Graph ADT using an adjacency list**. Maintain proper boundary conditions and follow good coding practices. The operations include Insert, Delete, Search, Display, and Exit.

**Algorithm:**

**Insert Vertex():**  
Input → vertex  
if vertex not in graph →  
 create empty list for vertex  
 Output → "Vertex inserted"  
else → Output → "Vertex exists"

**Insert Edge():**  
Input → vertex1, vertex2  
if both vertices exist →  
 add vertex2 to vertex1's list  
 add vertex1 to vertex2's list (if undirected)  
 Output → "Edge inserted"  
else → Output → "Invalid vertex/vertices"

**Delete Vertex():**  
Input → vertex  
if vertex in graph →  
 remove all edges pointing to vertex  
 delete vertex from list  
 Output → "Vertex deleted"  
else → Output → "Vertex not found"

**Delete Edge():**  
Input → vertex1, vertex2  
if edge exists →  
 remove vertex2 from vertex1’s list  
 remove vertex1 from vertex2’s list (if undirected)  
 Output → "Edge deleted"  
else → Output → "Edge not found"

**Search Vertex():**  
Input → vertex  
if vertex in graph → Output → "Vertex found"  
else → Output → "Vertex not found"

**Search Edge():**  
Input → vertex1, vertex2  
if vertex2 in vertex1’s list → Output → "Edge found"  
else → Output → "Edge not found"

**Display():**  
Input → none  
for each vertex in graph →  
 print vertex and its adjacency list  
Output → "Adjacency list displayed"

**Code:**

#include <iostream>

#include <vector>

#include <queue>

#include <functional>

using namespace std;

class adj\_list

{

    struct Node

    {

        vector<int> data;

        Node \*next;

        Node() : data(2) {}

    };

    Node \*lst[7];

public:

    adj\_list()

    {

        for (int i = 0; i < 7; i++)

        {

            lst[i] = nullptr;

        }

    }

    bool search(int i, int j)

    {

        Node \*head = lst[i];

        while (head != nullptr)

        {

            if ((head->data)[0] == j)

            {

                return true;

            }

            head = head->next;

        }

        return false;

    }

    Node \*insert\_linked\_list(Node \*head, int i, int j, int wght)

    {

        Node \*newnode = new Node;

        newnode->next = head;

        newnode->data[0] = i;

        (newnode->data)[1] = j;

        (newnode->data)[2] = wght;

        head = newnode;

        return head;

    }

    void insert(int i, int j, int wght)

    {

        if (!search(i, j))

        {

            lst[i] = insert\_linked\_list(lst[i], i, j, wght);

            lst[j] = insert\_linked\_list(lst[j], j, i, wght);

        }

    }

    void del(int i, int j)

    {

        Node \*head1 = lst[i];

        Node \*head2 = lst[j];

        Node \*temp;

        bool found;

        if (head1 == nullptr or head2 == nullptr)

        {

            cout << "Not Available" << endl;

            return;

        }

        if (head1->data[1] == j)

        {

            lst[i] = head1->next;

            found = true;

        }

        while (head1->next != nullptr and found != true)

        {

            if (head1->next->data[1] == j)

            {

                temp = head1->next->next;

                head1->next = temp;

                lst[i] = head1;

                break;

            }

            head1 = head1->next;

        }

        if (head2->data[1] == i)

        {

            lst[j] = head2->next;

            return;

        }

        while (head2->next != nullptr)

        {

            if (head2->next->data[1] == i)

            {

                temp = head2->next->next;

                head2->next = temp;

                lst[j] = head2;

                return;

            }

            head2 = head2->next;

        }

        cout << "Value Not found" << endl;

    }

    void display()

    {

        for (int i = 0; i < 7; i++)

        {

            Node \*head = lst[i];

            cout << i << " - ";

            if (head == nullptr)

            {

                cout << "nullptr" << " ";

            }

            while (head != nullptr)

            {

                cout << "(" << head->data[0] << " " << head->data[1] << " " << head->data[2] << ") ";

                head = head->next;

            }

            cout << endl;

        }

    }

    void prims()

    {

        priority\_queue<vector<int>, vector<vector<int>>, std::greater<vector<int>>> pq;

        vector<int> visited(7, 0); // Assuming 7 vertices: 0 through 6

        vector<vector<int>> path;

        Node \*head;

        int sum = 0;

        pq.push({0, 0, 0}); // cost, from, to

        while (!pq.empty())

        {

            vector<int> top = pq.top();

            pq.pop();

            int cost = top[0];

            int from = top[1];

            int to = top[2];

            if (visited[to] == 0)

            {

                visited[to] = 1;

                sum += cost;

                if (from != to) // skip the initial self-edge

                    path.push\_back({from, to});

                head = lst[to];

                while (head != nullptr)

                {

                    pq.push({head->data[2], to, head->data[1]}); // cost, from=to, to=neighbor

                    head = head->next;

                }

            }

        }

        for (const auto &edge : path)

        {

            cout << "(" << edge[0] << "," << edge[1] << ") ";

        }

        cout << endl;

        cout << "The sum: " << sum << endl;

    }

};

int main()

{

    adj\_list al;

    int choice, i, j, wght, exit = 1;

    while (exit == 1)

    {

        cout << "1. Insert\n2. Delete\n3. Search\n4. Display\n5. Prims\n6. Exit" << endl;

        cin >> choice;

        switch (choice)

        {

        case (1):

            cout << "Enter the vertex values: i, j, wght" << endl;

            cin >> i;

            cin >> j;

            cin >> wght;

            al.insert(i, j, wght);

            break;

        case (2):

            cout << "Enter the vertex values to delete: i, j" << endl;

            cin >> i;

            cin >> j;

            al.del(i, j);

            break;

        case (3):

            cout << "Enter the vertex values to search: i, j" << endl;

            cin >> i;

            cin >> j;

            if (al.search(i, j))

            {

                cout << "Available" << endl;

            }

            else

            {

                cout << "No" << endl;

            }

            break;

        case (4):

            al.display();

            break;

        case (5):

            al.prims();

            break;

        case (6):

            exit = 0;

        }

    }

}

**Output:**

**![](data:image/png;base64,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)**

**3.Write a separate C++ menu-driven program to implement Graph ADT with Prim’s, Kruskal’s, and Dijkstra’s algorithms. Maintain proper boundary conditions and follow good coding practices**

**AIM:**

Write a separate C++ menu-driven program to implement **Graph ADT** with **Prim’s**, **Kruskal’s**, and **Dijkstra’s algorithms**. Maintain proper boundary conditions and follow good coding practices.

**Algorithm:**

**Insert Vertex():**

Input → vertex  
if vertex not in graph → add vertex  
else → Output → "Vertex exists"

**Insert Edge():**

Input → vertex1, vertex2, weight  
if both vertices exist →  
 add edge (vertex1, vertex2, weight)  
else → Output → "Invalid vertices"

**Prim’s Algorithm:**

Input → weighted graph, start vertex  
Initialize → visited[], key[], parent[]  
for each vertex v → key[v] = ∞, visited[v] = false  
key[start] = 0, parent[start] = -1  
repeat (V - 1) times →  
 u = vertex with min key and not visited  
 mark u visited  
 for all neighbors v of u →  
  if weight(u, v) < key[v] and v not visited →  
   key[v] = weight(u, v), parent[v] = u  
Output → edges in MST and total cost

**Kruskal’s Algorithm:**

Input → weighted graph  
Initialize → parent[], rank[]  
sort all edges by weight  
for each edge (u, v) in sorted list →  
 if find(u) ≠ find(v) →  
  union(u, v), include (u, v) in MST  
Output → edges in MST and total cost

**Dijkstra’s Algorithm:**

Input → weighted graph, source vertex  
Initialize → dist[], visited[]  
for each vertex v → dist[v] = ∞, visited[v] = false  
dist[source] = 0  
for (V - 1) times →  
 u = vertex with min dist[] and not visited  
 mark u visited  
 for each neighbor v of u →  
  if not visited and dist[u] + weight(u,v) < dist[v] →  
   dist[v] = dist[u] + weight(u,v)  
Output → shortest path distances from source

**Code:**

#include <iostream>

#include <vector>

#include <queue>

#include <algorithm>

#include <limits>

#include <iomanip>

using namespace std;

// Class to represent a Graph

class Graph {

private:

    int vertices;                   // Number of vertices

    vector<vector<int>> adjMatrix;  // Adjacency matrix

    // Utility function to find the vertex with minimum distance value

    int minDistance(const vector<int>& dist, const vector<bool>& visited) {

        int min = numeric\_limits<int>::max();

        int min\_index = -1;

        for (int v = 0; v < vertices; v++) {

            if (!visited[v] && dist[v] <= min) {

                min = dist[v];

                min\_index = v;

            }

        }

        return min\_index;

    }

    // Utility function for Kruskal's algorithm to find the parent of a node

    int find(vector<int>& parent, int i) {

        if (parent[i] == i)

            return i;

        return find(parent, parent[i]);

    }

    // Utility function for Kruskal's algorithm to perform union of two sets

    void unionSets(vector<int>& parent, vector<int>& rank, int x, int y) {

        int rootX = find(parent, x);

        int rootY = find(parent, y);

        if (rootX == rootY) return;

        if (rank[rootX] < rank[rootY]) {

            parent[rootX] = rootY;

        } else if (rank[rootX] > rank[rootY]) {

            parent[rootY] = rootX;

        } else {

            parent[rootY] = rootX;

            rank[rootX]++;

        }

    }

    // Utility function to display the adjacency matrix

    void displayMatrix() {

        cout << "\nAdjacency Matrix:" << endl;

        cout << "    ";

        for (int i = 0; i < vertices; i++) {

            cout << setw(3) << i;

        }

        cout << endl;

        cout << "   ";

        for (int i = 0; i < vertices; i++) {

            cout << "---";

        }

        cout << endl;

        for (int i = 0; i < vertices; i++) {

            cout << setw(2) << i << " |";

            for (int j = 0; j < vertices; j++) {

                if (adjMatrix[i][j] == numeric\_limits<int>::max()) {

                    cout << setw(3) << "∞";

                } else {

                    cout << setw(3) << adjMatrix[i][j];

                }

            }

            cout << endl;

        }

    }

public:

    // Constructor

    Graph(int v) : vertices(v) {

        // Initialize adjacency matrix with infinite weight (no edge)

        adjMatrix.resize(v, vector<int>(v, numeric\_limits<int>::max()));

        // Set diagonal elements to 0 (distance to self is 0)

        for (int i = 0; i < v; i++) {

            adjMatrix[i][i] = 0;

        }

    }

    // Function to add an edge to the graph

    void addEdge(int u, int v, int weight) {

        if (u < 0 || u >= vertices || v < 0 || v >= vertices) {

            cout << "Invalid vertex!" << endl;

            return;

        }

        adjMatrix[u][v] = weight;

        adjMatrix[v][u] = weight; // For undirected graph

    }

    // Function to remove an edge from the graph

    void removeEdge(int u, int v) {

        if (u < 0 || u >= vertices || v < 0 || v >= vertices) {

            cout << "Invalid vertex!" << endl;

            return;

        }

        adjMatrix[u][v] = numeric\_limits<int>::max();

        adjMatrix[v][u] = numeric\_limits<int>::max(); // For undirected graph

    }

    // Display the graph

    void displayGraph() {

        displayMatrix();

        cout << "\nGraph Edges:" << endl;

        for (int i = 0; i < vertices; i++) {

            for (int j = i+1; j < vertices; j++) {

                if (adjMatrix[i][j] != numeric\_limits<int>::max()) {

                    cout << i << " -- " << j << " : " << adjMatrix[i][j] << endl;

                }

            }

        }

    }

    // Prim's Algorithm for Minimum Spanning Tree

    void primMST() {

        vector<int> parent(vertices);    // Array to store constructed MST

        vector<int> key(vertices);       // Key values used to pick minimum weight edge

        vector<bool> mstSet(vertices);   // To represent set of vertices included in MST

        // Initialize all keys as INFINITE

        for (int i = 0; i < vertices; i++) {

            key[i] = numeric\_limits<int>::max();

            mstSet[i] = false;

        }

        // Always include first vertex in MST

        key[0] = 0;       // Make key 0 so this vertex is picked as first vertex

        parent[0] = -1;   // First node is always root of MST

        // The MST will have vertices-1 edges

        for (int count = 0; count < vertices - 1; count++) {

            // Pick the minimum key vertex from the set of vertices not yet included in MST

            int u = minDistance(key, mstSet);

            // Add the picked vertex to the MST Set

            mstSet[u] = true;

            // Update key value and parent index of the adjacent vertices of the picked vertex

            for (int v = 0; v < vertices; v++) {

                // Update the key only if the vertex is not in MST, there is an edge from u to v,

                // and weight of edge u-v is less than current key value of v

                if (adjMatrix[u][v] != numeric\_limits<int>::max() && !mstSet[v] && adjMatrix[u][v] < key[v]) {

                    parent[v] = u;

                    key[v] = adjMatrix[u][v];

                }

            }

        }

        // Check if MST is connected

        bool isConnected = true;

        for (int i = 0; i < vertices; i++) {

            if (key[i] == numeric\_limits<int>::max()) {

                isConnected = false;

                break;

            }

        }

        if (!isConnected) {

            cout << "\nThe graph is not connected. Cannot form a Minimum Spanning Tree." << endl;

            return;

        }

        // Print the constructed MST

        cout << "\nPrim's Minimum Spanning Tree:" << endl;

        int totalWeight = 0;

        for (int i = 1; i < vertices; i++) {

            cout << parent[i] << " -- " << i << " : " << adjMatrix[i][parent[i]] << endl;

            totalWeight += adjMatrix[i][parent[i]];

        }

        cout << "Total Weight of MST: " << totalWeight << endl;

    }

    // Kruskal's Algorithm for Minimum Spanning Tree

    void kruskalMST() {

        vector<pair<int, pair<int, int>>> edges; // (weight, (u, v))

        // Collect all edges from the adjacency matrix

        for (int i = 0; i < vertices; i++) {

            for (int j = i+1; j < vertices; j++) {

                // If there's an edge between i and j

                if (adjMatrix[i][j] != numeric\_limits<int>::max()) {

                    edges.push\_back({adjMatrix[i][j], {i, j}});

                }

            }

        }

        // Sort edges by weight

        sort(edges.begin(), edges.end());

        vector<int> parent(vertices);

        vector<int> rank(vertices, 0);

        // Create V single-item sets

        for (int i = 0; i < vertices; i++) {

            parent[i] = i;

        }

        cout << "\nKruskal's Minimum Spanning Tree:" << endl;

        int totalWeight = 0;

        int edgeCount = 0;

        for (auto& edge : edges) {

            int u = edge.second.first;

            int v = edge.second.second;

            int weight = edge.first;

            int rootU = find(parent, u);

            int rootV = find(parent, v);

            // If including this edge doesn't cause a cycle

            if (rootU != rootV) {

                cout << u << " -- " << v << " : " << weight << endl;

                totalWeight += weight;

                unionSets(parent, rank, rootU, rootV);

                edgeCount++;

            }

        }

        // Check if MST is complete

        if (edgeCount != vertices - 1) {

            cout << "The graph is not connected. Cannot form a complete Minimum Spanning Tree." << endl;

        } else {

            cout << "Total Weight of MST: " << totalWeight << endl;

        }

    }

    // Dijkstra's Algorithm for Shortest Path

    void dijkstra(int src) {

        if (src < 0 || src >= vertices) {

            cout << "Invalid source vertex!" << endl;

            return;

        }

        vector<int> dist(vertices, numeric\_limits<int>::max());

        vector<bool> visited(vertices, false);

        vector<int> parent(vertices, -1);

        // Distance of source vertex from itself is always 0

        dist[src] = 0;

        // Find shortest path for all vertices

        for (int count = 0; count < vertices - 1; count++) {

            // Pick the minimum distance vertex from the set of vertices not yet processed

            int u = minDistance(dist, visited);

            // If we couldn't find a valid vertex, the graph is disconnected

            if (u == -1) break;

            // Mark the picked vertex as processed

            visited[u] = true;

            // Update dist value of the adjacent vertices of the picked vertex

            for (int v = 0; v < vertices; v++) {

                // Update dist[v] only if it's not in visited, there is an edge from u to v,

                // and total weight of path from src to v through u is smaller than current value of dist[v]

                if (!visited[v] && adjMatrix[u][v] != numeric\_limits<int>::max() &&

                    dist[u] != numeric\_limits<int>::max() && dist[u] + adjMatrix[u][v] < dist[v]) {

                    dist[v] = dist[u] + adjMatrix[u][v];

                    parent[v] = u;

                }

            }

        }

        // Print the constructed distance array

        cout << "\nDijkstra's Shortest Paths from vertex " << src << ":" << endl;

        for (int i = 0; i < vertices; i++) {

            if (i != src) {

                if (dist[i] == numeric\_limits<int>::max()) {

                    cout << "Vertex " << i << ": No path exists" << endl;

                } else {

                    cout << "Vertex " << i << ": Distance = " << dist[i] << ", Path: ";

                    // Print path

                    vector<int> path;

                    int current = i;

                    while (current != -1) {

                        path.push\_back(current);

                        current = parent[current];

                    }

                    // Print path in correct order

                    for (int j = path.size() - 1; j >= 0; j--) {

                        cout << path[j];

                        if (j > 0) cout << " -> ";

                    }

                    cout << endl;

                }

            }

        }

    }

    // Check if the graph is connected

    bool isConnected() {

        if (vertices == 0) return true;

        vector<bool> visited(vertices, false);

        // Start DFS from vertex 0

        queue<int> q;

        q.push(0);

        visited[0] = true;

        while (!q.empty()) {

            int u = q.front();

            q.pop();

            for (int v = 0; v < vertices; v++) {

                if (adjMatrix[u][v] != numeric\_limits<int>::max() && !visited[v]) {

                    visited[v] = true;

                    q.push(v);

                }

            }

        }

        // Check if all vertices are visited

        for (bool v : visited) {

            if (!v) return false;

        }

        return true;

    }

};

int main() {

    int choice, vertices, u, v, weight, src;

    Graph\* graph = nullptr;

    while (true) {

        cout << "\n===== GRAPH ADT MENU =====" << endl;

        cout << "1. Create a Graph" << endl;

        cout << "2. Add Edge" << endl;

        cout << "3. Remove Edge" << endl;

        cout << "4. Display Graph" << endl;

        cout << "5. Prim's MST Algorithm" << endl;

        cout << "6. Kruskal's MST Algorithm" << endl;

        cout << "7. Dijkstra's Shortest Path Algorithm" << endl;

        cout << "8. Exit" << endl;

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter number of vertices: ";

                cin >> vertices;

                if (vertices <= 0) {

                    cout << "Number of vertices must be positive!" << endl;

                    break;

                }

                // Delete previous graph if exists

                if (graph != nullptr) {

                    delete graph;

                }

                graph = new Graph(vertices);

                cout << "Graph with " << vertices << " vertices created." << endl;

                break;

            case 2:

                if (graph == nullptr) {

                    cout << "Please create a graph first!" << endl;

                    break;

                }

                cout << "Enter edge (u v weight): ";

                cin >> u >> v >> weight;

                if (weight <= 0) {

                    cout << "Weight must be positive!" << endl;

                    break;

                }

                graph->addEdge(u, v, weight);

                cout << "Edge added: " << u << " -- " << v << " with weight " << weight << endl;

                break;

            case 3:

                if (graph == nullptr) {

                    cout << "Please create a graph first!" << endl;

                    break;

                }

                cout << "Enter edge to remove (u v): ";

                cin >> u >> v;

                graph->removeEdge(u, v);

                cout << "Edge removed: " << u << " -- " << v << endl;

                break;

            case 4:

                if (graph == nullptr) {

                    cout << "Please create a graph first!" << endl;

                    break;

                }

                graph->displayGraph();

                break;

            case 5:

                if (graph == nullptr) {

                    cout << "Please create a graph first!" << endl;

                    break;

                }

                if (!graph->isConnected()) {

                    cout << "The graph is not connected. Prim's algorithm requires a connected graph." << endl;

                    break;

                }

                graph->primMST();

                break;

            case 6:

                if (graph == nullptr) {

                    cout << "Please create a graph first!" << endl;

                    break;

                }

                graph->kruskalMST();

                break;

            case 7:

                if (graph == nullptr) {

                    cout << "Please create a graph first!" << endl;

                    break;

                }

                cout << "Enter source vertex: ";

                cin >> src;

                graph->dijkstra(src);

                break;

            case 8:

                cout << "Exiting program..." << endl;

                if (graph != nullptr) {

                    delete graph;

                }

                return 0;

            default:

                cout << "Invalid choice! Please try again." << endl;

        }

    }

    return 0;

}