GraphX is the Apache Spark component for graph-parallel computations, built upon a branch of mathematics called graph theory. It is a distributed graph processing framework that sits on top of Spark core.

**Overview of some graph concepts**

A graph is a mathematical structure used to model relations between objects. A graph is made up of vertices and edges that connect them. The vertices are the objects and the edges are the relationships between them.
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A directed graph is a graph where the edges have a direction associated with them. An example of a directed graph is a Twitter follower. User Bob can follow user Carol without implying that user Carol follows user Bob.

![](data:image/png;base64,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)

A  **regular graph** is a graph where each vertex has the same number of edges. An example of a regular graphs is Facebook friends. If Bob is a friend of Carol, then Carol is also a friend of Bob.

**Graphx Property Graph**

GraphX extends the Spark RDD with a Resilient Distributed Property Graph.

The [property graph](http://spark.apache.org/docs/latest/api/scala/index.html#org.apache.spark.graphx.Graph) is a directed multigraph which can have multiple edges in parallel. Every edge and vertex has user defined properties associated with it. The parallel edges allow multiple relationships between the same vertices.
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In this activity, you will use GraphX to analyze flight data.

# Scenario

As a starting simple example, we will analyze 3 flights, for each flight we have the following information:

|  |  |  |
| --- | --- | --- |
| Originating Airport | Destination Airport | Distance |
| SFO | ORD | 1800 miles |
| ORD | DFW | 800 miles |
| DFW | SFO | 1400 miles |

In this scenario, we are going to represent the airports as vertices and routes as edges. For our graph we will have three vertices, each representing an airport. The distance between the airports is a route property, as shown below:

As a starting simple example, we will analyze 3 flights, for each flight we have the following information:

|  |  |  |  |
| --- | --- | --- | --- |
| Originating Airport | Destination Airport | Distance | Delay |
| SFO | ORD | 1800 miles | yes |
| ORD | DFW | 800 miles | Yes |
| DFW | SFO | 1400 miles | ? |

**Vertex Table for Airports**

|  |  |
| --- | --- |
| ID | Property |
| 1 | SFO |
| 2 | ORD |
| 3 | DFW |

**Edges Table for Routes**

|  |  |  |
| --- | --- | --- |
| SrcId | DestId | Property |
| 1 | 2 | 1800 |
| 2 | 3 | 800 |
| 3 | 1 | 1400 |

# Analyze real Flight data with GraphX

# Scenario

Our data is from <http://www.transtats.bts.gov/DL_SelectFields.asp?Table_ID=236&DB_Short_Name=On-Time>. We are using flight information for January 2015. For each flight we have the following information:

|  |  |  |
| --- | --- | --- |
| Field | Description | Example Value |
| dOfM(String) | Day of month | 1 |
| dOfW (String) | Day of week | 4 |
| carrier (String) | Carrier code | AA |
| tailNum (String) | Unique identifier for the plane - tail number | N787AA |
| flnum(Int) | Flight number | 21 |
| org\_id(String) | Origin airport ID | 12478 |
| origin(String) | Origin Airport Code | JFK |
| dest\_id (String) | Destination airport ID | 12892 |
| dest (String) | Destination airport code | LAX |
| crsdeptime(Double) | scheduled departure time | 900 |
| deptime (Double) | actual departure time | 855 |
| depdelaymins (Double) | departure delay in minutes | 0 |
| crsarrtime (Double) | scheduled arrival time | 1230 |
| arrtime (Double) | actual arrival time | 1237 |
| arrdelaymins (Double) | Arrival delay minutes | 7 |
| crselapsedtime (Double) | Elapsed time | 390 |
| dist (Int) | Distance | 2475 |

In this scenario, we are going to represent the airports as vertices and routes as edges. We are interested in visualizing airports and routes and would like to see the number of airports that have departures or arrivals.

Software

This tutorial will run on the MapR Sandbox, which includes Spark.

* You can download the code and data to run these examples from here:
* <https://github.com/caroljmcdonald/sparkmldecisiontree>
* The examples in this post can be run in the spark-shell, after launching with the spark-shell command.
* You can also run the code as a standalone application as described in the tutorial on [Getting Started with Spark on MapR Sandbox](https://www.mapr.com/products/mapr-sandbox-hadoop/tutorials/spark-tutorial" \t "_new).

Log into the MapR Sandbox, as explained in [Getting Started with Spark on MapR Sandbox](https://www.mapr.com/products/mapr-sandbox-hadoop/tutorials/spark-tutorial" \t "_new), using userid user01, password mapr. Copy the sample data files to your sandbox home directory /user/user01 using scp. Start the spark shell with:   
$ spark-shell

## Define Vertices

First we will import the GraphX packages.

(In the code boxes, comments are in Green and output is in Blue)

(In the code boxes, comments are in Green and output is in Blue)

|  |
| --- |
| import org.apache.spark.\_  import org.apache.spark.rdd.RDD  // Import classes for MLLib  import org.apache.spark.mllib.regression.LabeledPoint  import org.apache.spark.mllib.linalg.Vectors  import org.apache.spark.mllib.tree.DecisionTree  import org.apache.spark.mllib.tree.model.DecisionTreeModel  import org.apache.spark.mllib.util.MLUtils |

Below we a Scala case classes to define the Flight schema corresponding to the csv data file.

|  |
| --- |
| // define the Flight Schema  case class Flight(dofM: String, dofW: String, carrier: String, tailnum: String, flnum: Int, org\_id: String, origin: String, dest\_id: String, dest: String, crsdeptime: Double, deptime: Double, depdelaymins: Double, crsarrtime: Double, arrtime: Double, arrdelay: Double, crselapsedtime: Double, dist: Int) |

The function below parses a line from the data file into the Flight class.

|  |
| --- |
| // function to parse input into Flight class  def parseFlight(str: String): Flight = {  val line = str.split(",")  Flight(line(0), line(1), line(2), line(3), line(4).toInt, line(5), line(6), line(7), line(8), line(9).toDouble, line(10).toDouble, line(11).toDouble, line(12).toDouble, line(13).toDouble, line(14).toDouble, line(15).toDouble, line(16).toInt)  } |

Below we load the data from the csv file into a [Resilient Distributed Dataset (RDD)](https://spark.apache.org/docs/0.8.1/api/core/org/apache/spark/rdd/RDD.html). RDDs can have [transformations](https://spark.apache.org/docs/1.3.0/programming-guide.html#transformations) and [actions](https://spark.apache.org/docs/1.3.0/programming-guide.html#actions), the first() action returns the first element in the RDD.

|  |
| --- |
| // load the data into a RDD  val textRDD = sc.textFile("/user/user01/data/rita2014jan.csv")  // MapPartitionsRDD[1] at textFile  // parse the RDD of csv lines into an RDD of flight classes  val flightsRDD = textRDD.map(parseFlight).cache()  flightsRDD.take(1)  //Array(Flight(1,3,AA,N338AA,1,12478,JFK,12892,LAX,900.0,914.0,14.0,1225.0,1238.0,13.0,385.0,2475), |

We define airports as vertices. Vertices can have properties or attributes associated with them. Each vertex has the following property:

* Airport name (String)

Vertex Table for Airports

|  |  |
| --- | --- |
| ID | Property(V) |
| 10397 | ATL |

We define an RDD with the above properties that is then used for the Vertexes .

|  |
| --- |
| // create airports RDD with ID and Name  var carrierMap: Map[String, Int] = Map()  var index: Int = 0  flightsRDD.map(flight => flight.carrier).distinct.collect.foreach(x => { carrierMap += (x -> index); index += 1 })  carrierMap.toString  //res2: String = Map(DL -> 5, F9 -> 10, US -> 9, OO -> 2, B6 -> 0, AA -> 6, EV -> 12, FL -> 1, UA -> 4, MQ -> 8, WN -> 13, AS -> 3, VX -> 7, HA -> 11)  // Defining a default vertex called nowhere  var originMap: Map[String, Int] = Map()  var index1: Int = 0  flightsRDD.map(flight => flight.origin).distinct.collect.foreach(x => { originMap += (x -> index1); index1 += 1 })  originMap.toString  //res4: String = Map(JFK -> 214, LAX -> 294, ATL -> 273,MIA -> 175 ...  // Map airport ID to the 3-letter code to use for printlns  var destMap: Map[String, Int] = Map()  var index2: Int = 0  flightsRDD.map(flight => flight.dest).distinct.collect.foreach(x => { destMap += (x -> index2); index2 += 1 }) |

## Define Edges

Edges are the routes between airports. An edge must have a source, a destination, and can have properties. In our example, an edge consists of :

* Edge origin id 🡪 src (Long)
* Edge destination id 🡪 dest (Long)
* Edge Property distance 🡪 distance (Long)

Edges Table for Routes

|  |  |  |
| --- | --- | --- |
| srcid | destid | Property(E) |
| 14869 | 14683 | 1087 |

We define an RDD with the above properties that is then used for the Edges . The edge RDD has the form (src id, dest id, distance ).

|  |
| --- |
| // create routes RDD with srcid, destid , distance  //- Defining the features array  val mlprep = flightsRDD.map(flight => {  val monthday = flight.dofM.toInt - 1 // category  val weekday = flight.dofW.toInt - 1 // category  val crsdeptime1 = flight.crsdeptime.toInt  val crsarrtime1 = flight.crsarrtime.toInt  val carrier1 = carrierMap(flight.carrier) // category  val crselapsedtime1 = flight.crselapsedtime.toDouble  val origin1 = originMap(flight.origin) // category  val dest1 = destMap(flight.dest) // category  val delayed = if (flight.depdelaymins.toDouble > 40) 1.0 else 0.0  Array(delayed.toDouble, monthday.toDouble, weekday.toDouble, crsdeptime1.toDouble, crsarrtime1.toDouble, carrier1.toDouble, crselapsedtime1.toDouble, origin1.toDouble, dest1.toDouble)  })  mlprep.take(1)  //res6: Array[Array[Double]] = Array(Array(0.0, 0.0, 2.0, 900.0, 1225.0, 6.0, 385.0, 214.0, 294.0)) |

## Create Property Graph

To create a graph, you need to have a Vertex RDD, Edge RDD and a Default vertex.

Create a property graph called graph.

|  |
| --- |
| // define the graph  //Making LabeledPoint of features - this is the training data for the model  val mldata = mlprep.map(x => LabeledPoint(x(0), Vectors.dense(x(1), x(2), x(3), x(4), x(5), x(6), x(7), x(8))))  mldata.take(1)  //res7: Array[org.apache.spark.mllib.regression.LabeledPoint] = Array((0.0,[0.0,2.0,900.0,1225.0,6.0,385.0,214.0,294.0]))  // mldata0 is %85 not delayed flights  val mldata0 = mldata.filter(x => x.label == 0).randomSplit(Array(0.85, 0.15))(1)  // mldata1 is %100 delayed flights  val mldata1 = mldata.filter(x => x.label != 0)  // mldata2 is delayed and not delayed  val mldata2 = mldata0 ++ mldata1  // split mldata2 into training and test data  val splits = mldata2.randomSplit(Array(0.7, 0.3))  val (trainingData, testData) = (splits(0), splits(1))  testData.take(1)  //res21: Array[org.apache.spark.mllib.regression.LabeledPoint] = Array((0.0,[18.0,6.0,900.0,1225.0,6.0,385.0,214.0,294.0])) |

1. How many airports are there?

|  |
| --- |
| // How many airports?  // set ranges for 0=dofM 1=dofW 4=carrier 6=origin 7=dest  var categoricalFeaturesInfo = Map[Int, Int]()  categoricalFeaturesInfo += (0 -> 31)  categoricalFeaturesInfo += (1 -> 7)  categoricalFeaturesInfo += (4 -> carrierMap.size)  categoricalFeaturesInfo += (6 -> originMap.size)  categoricalFeaturesInfo += (7 -> destMap.size)  val numClasses = 2  // Defning values for the other parameters  val impurity = "gini"  val maxDepth = 9  val maxBins = 7000 |

1. How many routes are there?

|  |
| --- |
| // How many airports?  val model = DecisionTree.trainClassifier(trainingData, numClasses, categoricalFeaturesInfo,  impurity, maxDepth, maxBins)  model.toDebugString  // 0=dofM 4=carrier 3=crsarrtime1 6=origin  res20: String =  DecisionTreeModel classifier of depth 9 with 919 nodes  If (feature 0 in {11.0,12.0,13.0,14.0,15.0,16.0,17.0,18.0,19.0,20.0,21.0,22.0,23.0,24.0,25.0,26.0,27.0,30.0})  If (feature 4 in {0.0,1.0,2.0,3.0,4.0,5.0,6.0,7.0,8.0,9.0,10.0,11.0,13.0})  If (feature 3 <= 1603.0)  If (feature 0 in {11.0,12.0,13.0,14.0,15.0,16.0,17.0,18.0,19.0})  If (feature 6 in {0.0,1.0,2.0,3.0,4.0,5.0,6.0,7.0,8.0,10.0,11.0,12.0,13.0... |

1. which routes > 1000 miles distance?

|  |
| --- |
| // routes > 1000 miles distance?  val labelAndPreds = testData.map { point =>  val prediction = model.predict(point.features)  (point.label, prediction)  }  labelAndPreds.take(3)  res33: Array[(Double, Double)] = Array((0.0,0.0), (0.0,0.0), (0.0,0.0))  val wrongPrediction =(labelAndPreds.filter{  case (label, prediction) => ( label !=prediction)  })  wrongPrediction.count()  res35: Long = 11040  val ratioWrong=wrongPrediction.count().toDouble/testData.count()  ratioWrong: Double = 0.3157443157443157 |

**Want to learn more?**

* http://spark.apache.org/docs/latest/graphx-programming-guide.html
* http://ampcamp.berkeley.edu/big-data-mini-course/graph-analytics-with-graphx.html