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# knitr::opts\_chunk$set(echo = TRUE, message=FALSE, warning=FALSE)

# step 1a - need to get to “BM\_mini\_sc” (added 95% CI + numeric scaled)

library(plyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

BM\_mini <- read.csv("/Users/jeanwills/Desktop/CKME136/1\_data/bank.csv", header=T, sep = ";", stringsAsFactors = T, na.strings = "NA")  
# Step 1 - NUMERIC DATA Cleaning - change numeric data outside the 2.5% and the 97.5% percentiles to this maximum/minimum value  
BM<-BM\_mini  
  
Lq\_bal<- quantile(BM$balance, probs=c(0.025))  
Hq\_bal<- quantile(BM$balance, probs=c(0.975))  
#Lq\_bal # -393  
#Hq\_bal # 8969  
Lq\_dur<- quantile(BM$duration, probs=c(0.025))  
Hq\_dur<- quantile(BM$duration, probs=c(0.975))  
#Lq\_dur # 19  
#Hq\_dur # 986  
Lq\_cam<- quantile(BM$campaign, probs=c(0.025))  
Hq\_cam<- quantile(BM$campaign, probs=c(0.975))  
#Lq\_cam # 1  
#Hq\_cam # 11  
Lq\_days<- quantile(BM$pdays, probs=c(0.025))  
Hq\_days<- quantile(BM$pdays, probs=c(0.975))  
#Lq\_days # -1  
#Hq\_days # 356  
Lq\_prv<- quantile(BM$previous, probs=c(0.025))  
Hq\_prv<- quantile(BM$previous, probs=c(0.975))  
#Lq\_prv # 0  
#Hq\_prv # 5  
  
BM$balance[BM$balance < Lq\_bal] <- Lq\_bal  
BM$balance[BM$balance > Hq\_bal] <- Hq\_bal  
  
BM$duration[BM$duration < Lq\_dur] <- Lq\_dur  
BM$duration[BM$duration > Hq\_dur] <- Hq\_dur  
  
BM$campaign[BM$campaign < Lq\_cam] <- Lq\_cam  
BM$campaign[BM$campaign > Hq\_cam] <- Hq\_cam  
  
BM$pdays[BM$pdays < Lq\_days] <- Lq\_days  
BM$pdays[BM$pdays > Hq\_days] <- Hq\_days  
  
BM$previous[BM$previous < Lq\_prv] <- Lq\_prv  
BM$previous[BM$previous > Hq\_prv] <- Hq\_prv  
  
# now make minor adjsutments  
# switch -1 -> 0 in 'pdays'  
BM$pdays<- ifelse(BM$pdays == -1, 0, BM$pdays)  
# switch duration in seconds to minutes for easier use  
BM$duration<- BM$duration/60  
  
# now have file BM ..

## step 1b - BM -> BM\_scale or BM\_mini\_sc"

# KEEP: age-1, balance-6, day-10, duration-12, campaign-13, pdays-14, previous-15  
BMS<- BM  
# BMS<-BM\_mini  
normalize<- function(x) {  
 return ((x - min(x)) / (max(x) - min(x)))  
}  
BM\_s<- as.data.frame(lapply(BMS[,c(1,6,10,12:15)], normalize))  
# now recombine dataframes with the nominal components  
BM\_s$job<-BMS$job  
BM\_s$marital<-BMS$marital  
BM\_s$education<-BMS$education  
BM\_s$default<-BMS$default  
BM\_s$housing<-BMS$housing  
BM\_s$loan<-BMS$loan  
BM\_s$contact<-BMS$contact  
BM\_s$month<-BMS$month  
BM\_s$poutcome<-BMS$poutcome  
BM\_s$y<-BMS$y  
# convert  
BM\_mini\_sc<-BM\_s  
# result used BM\_num file but now BM\_num\_scale with normalized numeric data  
# and y is factor  
# to convert y to numeric use next line  
# BM\_scale$y<- ifelse(BM\_scale$y==c("yes"), 1, 0)  
rm(BMS)  
rm(BM\_s)  
rm(BM)

# step 2 - run training and test datasets FOR ALL CONFIGURATIONS

# str(BM\_mini\_sc)  
# rename dataset here:  
BM<- BM\_mini\_sc  
set.seed(30)  
# get train and test datasets  
# note that if we use cross validation, we can use the complete dataset for training or keep a portion for validation after  
#  
BM\_train\_index <- sample(nrow(BM), 0.7 \* nrow(BM))  
BM\_train<- BM[BM\_train\_index, ]  
BM\_test <- BM[-BM\_train\_index, ]  
BM\_train\_labels <- BM[BM\_train\_index, 17]  
BM\_test\_labels <- BM[-BM\_train\_index, 17]  
# note that we only balance the training sets  
# and leave test set as is.

# step 3a - run SPECIFIC Balancing step to get balanced data version:

## OVER\_SAMPLE MAJOR/MINOR - each for training

set.seed(40)  
library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

up\_train <- upSample(x = BM\_train[, -ncol(BM\_train)], y = BM\_train$y)  
table(up\_train$Class)

##   
## no yes   
## 2804 2804

#use these now in each model if needed:  
x=up\_train[,-17]  
trainsv=up\_train  
y=up\_train$Class  
test\_noy=BM\_test[,-17]  
test\_labels=BM\_test$y

# step 4 - now run models

## MODEL 1 NAIVE BAYES - uses caret

# FINAL PARAMETER VALUES USED WERE fL = 0, usekernel = TRUE and adjust = 1.  
library(klaR)

## Loading required package: MASS

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(caret)  
library(e1071)  
library(MASS)  
set.seed(520)  
nb\_grid <- expand.grid(fL= 0, usekernel= c("TRUE"), adjust=1)  
# nb\_grid <- expand.grid(fL= c(0,1), usekernel= c("TRUE", "FALSE"), adjust=c(0,1,2,3))  
nab\_mod<- train(x=x, y=y, method="nb", metric="ROC", tuneGrid=nb\_grid, trControl = trainControl(method="repeatedcv", number=10, repeats=10, classProbs=TRUE, summaryFunction = twoClassSummary, verboseIter=FALSE))

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 397

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 452

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 470

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 515
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 470

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 515

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 348

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 451

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 348

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 451

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 382  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 382

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 282

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 509

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 282

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 509

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 449

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 508

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 449

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 508

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 169

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 251

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 288

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 462

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 169

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 251

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 288

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 462

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 453

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 552

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 453

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 552

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 554  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 554

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 264

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 500

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 264

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 500

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 343

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 394

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 476

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 522

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 343

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 394

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 476

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 522

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 244

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 454

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 244

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 454

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 433

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 497

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 433

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 497

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 168

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 289

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 398

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 453

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 469

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 168

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 289

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 398

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 453

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 469

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 535  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 535

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 292  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 292

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 284  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 284

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 252

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 392

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 252

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 392

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 464

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 465

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 502

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 464

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 465

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 502

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 183

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 551

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 183

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 551

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 377

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 440

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 377

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 440

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 437  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 437

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 441

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 508

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 441

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 508

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 345

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 479

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 509

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 532

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## observation 286

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## observation 377
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## observation 520

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 555

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 377

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 520
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## observation 555

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 438  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 438

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 352

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 473

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 506

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 352

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 473

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 506

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 182  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 182

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 256  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 256

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 383

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## observation 282
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 344  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 174  
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## observation 376
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 453

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 496

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 514
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 449
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
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## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 542

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 169

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 491

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 169

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 491

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 549  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 549

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 266

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 502

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 266

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 502

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 534  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 534

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 281

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 435

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 281

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 435

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 385

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 386

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 506

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 385

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 386

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 506

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 172

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 250

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 551

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 172

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 250

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 551

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 290

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 436

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 290

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 436

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 334

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 446

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 334

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 446

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 530  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 530

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 380  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 380

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 549  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 549

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 385

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 448

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 385

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 448

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 252

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 343

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 458

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 252

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 343

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 458

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 189

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 514

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 189

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 514

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 450

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 509

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 450

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 509

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 290  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 290

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 283  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 283

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 456

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 456

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 333  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 333

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 170

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 459

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 170

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 459

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 383

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 434

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 383

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 434

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 495

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 507

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 554

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 495

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 507

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 529

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 554

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 462  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 462

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 247

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 295

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 432

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 247

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 295

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 432

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 381

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 448

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 381

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 448

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 460

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 505

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 460

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 505

# to see model results:  
# nab\_mod  
# predict output using test set - even though we did 10x10 cv above, we are also using 'validation' set of 30% of the data:  
nab\_pred<- predict(nab\_mod, test\_noy)

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 962

s<-table(nab\_pred, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## nab\_pred no yes  
## no 982 55  
## yes 214 106  
##   
## Accuracy : 0.8018   
## 95% CI : (0.7795, 0.8227)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3359   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.8211   
## Specificity : 0.6584   
## Pos Pred Value : 0.9470   
## Neg Pred Value : 0.3313   
## Prevalence : 0.8814   
## Detection Rate : 0.7237   
## Detection Prevalence : 0.7642   
## Balanced Accuracy : 0.7397   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(nab\_mod, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 95

#  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.4379057

# print the average of the 10 F1 results for test set

## model 2 - C5.0 Decision Tree algorithm

strengths: numeric/nominal, easy interpretation weaknesses: biased splits, overfitting

# The final tuning parameters used for the original model were trials = 1, model = tree and winnow = FALSE.  
# Trials = an integer specifying the number of boosting iterations. A value of one indicates that a single model is used.  
# winnow: A logical: should predictor winnowing (i.e feature selection) be used.  
library(caret)  
set.seed(40)  
# c5\_grid <- expand.grid(trials=c(1,3,5), model = c("tree", "rules"), winnow = c(TRUE, FALSE))  
c5\_grid <- expand.grid(trials = 1, model = "tree", winnow = FALSE)  
c5\_ctrl<- trainControl(method="repeatedcv", number = 10, repeats=10, classProbs=TRUE, summaryFunction = twoClassSummary)  
c5\_mod<- train(x,y, method="C5.0", metric="ROC", tuneGrid=c5\_grid, trControl = c5\_ctrl, verbose=FALSE)  
c\_pred<- predict(c5\_mod, test\_noy)  
# Testing the result output  
s<-table(c\_pred, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## c\_pred no yes  
## no 1063 80  
## yes 133 81  
##   
## Accuracy : 0.843   
## 95% CI : (0.8226, 0.862)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 0.9999886   
##   
## Kappa : 0.343   
##   
## Mcnemar's Test P-Value : 0.0003667   
##   
## Sensitivity : 0.8888   
## Specificity : 0.5031   
## Pos Pred Value : 0.9300   
## Neg Pred Value : 0.3785   
## Prevalence : 0.8814   
## Detection Rate : 0.7833   
## Detection Prevalence : 0.8423   
## Balanced Accuracy : 0.6960   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(c5\_mod, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })  
 #  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.4315609

# print the average of the 10 F1 results for test set

### to see model results:

#c5\_mod  
#c5\_mod$finalModel  
# another way to see the tree's decisions and best attributes:  
summary(c5\_mod)

##   
## Call:  
## (function (x, y, trials = 1, rules = FALSE, weights = NULL, control  
## = FALSE, CF = 0.25, minCases = 2, fuzzyThreshold = FALSE, sample =  
## 0, earlyStopping = TRUE, label = "outcome", seed = 2372L), verbose = FALSE)  
##   
##   
## C5.0 [Release 2.07 GPL Edition] Mon Aug 3 17:34:53 2020  
## -------------------------------  
##   
## Class specified by attribute `outcome'  
##   
## Read 5608 cases (17 attributes) from undefined.data  
##   
## Decision tree:  
##   
## duration <= 0.1985522:  
## :...poutcome = success:  
## : :...education in {primary,unknown}: no (6)  
## : : education in {secondary,tertiary}:  
## : : :...day > 0.7333333: no (4)  
## : : day <= 0.7333333:  
## : : :...housing = no: yes (62/1)  
## : : housing = yes:  
## : : :...duration <= 0.1706308: no (5)  
## : : duration > 0.1706308: yes (16)  
## : poutcome in {failure,other,unknown}:  
## : :...month in {aug,dec,jan,jul,jun,may,nov}:  
## : :...job = student:  
## : : :...month in {dec,jan,jun,may}: no (13)  
## : : : month in {aug,jul,nov}:  
## : : : :...marital = divorced: yes (0)  
## : : : marital = married: no (3)  
## : : : marital = single:  
## : : : :...previous > 0.6: no (2)  
## : : : previous <= 0.6:  
## : : : :...duration <= 0.08066184: no (2)  
## : : : duration > 0.08066184: yes (27/1)  
## : : job in {admin.,blue-collar,entrepreneur,housemaid,management,  
## : : : retired,self-employed,services,technician,unemployed,  
## : : : unknown}:  
## : : :...poutcome = other:  
## : : :...balance <= 0.1531724: no (43)  
## : : : balance > 0.1531724:  
## : : : :...previous > 0.4: no (5)  
## : : : previous <= 0.4:  
## : : : :...duration <= 0.08893485: yes (21/1)  
## : : : duration > 0.08893485: no (2)  
## : : poutcome in {failure,unknown}:  
## : : :...age <= 0.2205882:  
## : : :...housing = no:  
## : : : :...month = dec: no (0)  
## : : : : month = jun:  
## : : : : :...job in {admin.,entrepreneur,services,  
## : : : : : : technician}: no (6)  
## : : : : : job in {blue-collar,housemaid,management,  
## : : : : : retired,self-employed,unemployed,  
## : : : : : unknown}: yes (18)  
## : : : : month in {aug,jan,jul,may,nov}:  
## : : : : :...balance <= 0.06248665: no (67)  
## : : : : balance > 0.06248665:  
## : : : : :...balance <= 0.06323435: yes (27)  
## : : : : balance > 0.06323435: no (67)  
## : : : housing = yes:  
## : : : :...duration <= 0.1427094: no (216)  
## : : : duration > 0.1427094:  
## : : : :...duration > 0.14788: no (54)  
## : : : duration <= 0.14788:  
## : : : :...campaign <= 0.1: yes (12/1)  
## : : : campaign > 0.1: no (4)  
## : : age > 0.2205882:  
## : : :...pdays > 0.9859551:  
## : : :...duration <= 0.188211: no (21)  
## : : : duration > 0.188211: yes (4)  
## : : pdays <= 0.9859551:  
## : : :...marital in {divorced,married}: no (873)  
## : : marital = single:  
## : : :...age <= 0.4264706: no (117)  
## : : age > 0.4264706:  
## : : :...day > 0.2666667: no (18)  
## : : day <= 0.2666667:  
## : : :...month in {aug,dec,jan,jul,  
## : : : nov}: yes (8)  
## : : month in {jun,may}: no (4)  
## : month in {apr,feb,mar,oct,sep}:  
## : :...pdays > 0.5280899: no (48)  
## : pdays <= 0.5280899:  
## : :...marital = divorced:  
## : :...loan = yes: no (4)  
## : : loan = no:  
## : : :...housing = yes: yes (37/1)  
## : : housing = no:  
## : : :...balance <= 0.1351207: no (3)  
## : : balance > 0.1351207: yes (16/1)  
## : marital in {married,single}:  
## : :...job in {blue-collar,entrepreneur,self-employed,services,  
## : : student,unemployed,unknown}: no (58)  
## : job in {admin.,housemaid,management,retired,technician}:  
## : :...duration <= 0.07238883: no (30)  
## : duration > 0.07238883:  
## : :...previous > 0.4: no (8)  
## : previous <= 0.4:  
## : :...contact = unknown: yes (10)  
## : contact = telephone: no (3)  
## : contact = cellular:  
## : :...duration <= 0.07962772: yes (34/1)  
## : duration > 0.07962772:  
## : :...loan = yes: no (5)  
## : loan = no:  
## : :...age <= 0.1323529: no (6)  
## : age > 0.1323529: [S1]  
## duration > 0.1985522:  
## :...contact = unknown:  
## :...duration <= 0.434333:  
## : :...month in {apr,aug,dec,feb,jan,mar,oct,sep}: no (0)  
## : : month = nov: yes (8)  
## : : month in {jul,jun,may}:  
## : : :...age > 0.07352941: no (243)  
## : : age <= 0.07352941:  
## : : :...education = primary: yes (8)  
## : : education in {secondary,tertiary,unknown}: no (6)  
## : duration > 0.434333:  
## : :...education = unknown: no (5)  
## : education in {primary,secondary,tertiary}:  
## : :...duration > 0.7631851:  
## : :...loan = yes:  
## : : :...marital = divorced: yes (7)  
## : : : marital in {married,single}: no (6)  
## : : loan = no:  
## : : :...job in {entrepreneur,retired,self-employed,student,  
## : : : unknown}: yes (23)  
## : : job in {services,unemployed}: no (2)  
## : : job = admin.:  
## : : :...marital = married: no (1)  
## : : : marital in {divorced,single}: yes (10)  
## : : job = housemaid:  
## : : :...day <= 0.3: no (2)  
## : : : day > 0.3: yes (5)  
## : : job = management:  
## : : :...marital in {divorced,single}: yes (10)  
## : : : marital = married: no (3)  
## : : job = technician:  
## : : :...month = jun: no (1)  
## : : : month in {apr,aug,dec,feb,jan,jul,mar,may,nov,oct,  
## : : : sep}: yes (33/1)  
## : : job = blue-collar:  
## : : :...marital in {divorced,single}: yes (31)  
## : : marital = married:  
## : : :...housing = no: yes (9)  
## : : housing = yes: no (6)  
## : duration <= 0.7631851:  
## : :...job = unknown: yes (0)  
## : job in {entrepreneur,housemaid,self-employed,student,  
## : : technician,unemployed}: no (26)  
## : job in {admin.,blue-collar,management,retired,services}:  
## : :...day > 0.6333333:  
## : :...age <= 0.1323529: yes (4)  
## : : age > 0.1323529: no (17)  
## : day <= 0.6333333:  
## : :...day <= 0.03333334: yes (18)  
## : day > 0.03333334:  
## : :...campaign > 0.5: no (5)  
## : campaign <= 0.5:  
## : :...day <= 0.4333333:  
## : :...education in {primary,  
## : : : secondary}: no (18)  
## : : education = tertiary: yes (17/1)  
## : day > 0.4333333:  
## : :...marital in {divorced,single}: no (4)  
## : marital = married:  
## : :...day <= 0.6: yes (32)  
## : day > 0.6:  
## : :...age <= 0.2205882: no (2)  
## : age > 0.2205882: yes (6)  
## contact in {cellular,telephone}:  
## :...duration > 0.6483971:  
## :...contact = telephone:  
## : :...balance <= 0.08096561: no (6)  
## : : balance > 0.08096561:  
## : : :...month in {apr,may}: no (3)  
## : : month in {aug,dec,feb,jan,jul,jun,mar,oct,  
## : : : sep}: yes (54/1)  
## : : month = nov:  
## : : :...loan = no: no (3)  
## : : loan = yes: yes (8)  
## : contact = cellular:  
## : :...education = unknown:  
## : :...housing = no: no (3)  
## : : housing = yes: yes (6)  
## : education = primary:  
## : :...campaign <= 0: no (6)  
## : : campaign > 0:  
## : : :...balance > 0.06024354: yes (52)  
## : : balance <= 0.06024354:  
## : : :...balance <= 0.01570177: yes (6)  
## : : balance > 0.01570177: no (4)  
## : education in {secondary,tertiary}:  
## : :...month in {feb,mar,may,sep}: yes (154/8)  
## : month = apr:  
## : :...campaign <= 0.1: yes (54/3)  
## : : campaign > 0.1: no (3)  
## : month = dec:  
## : :...job = admin.: no (1)  
## : : job in {blue-collar,entrepreneur,housemaid,management,  
## : : retired,self-employed,services,student,  
## : : technician,unemployed,unknown}: yes (8)  
## : month = jan:  
## : :...poutcome = other: no (1)  
## : : poutcome in {failure,success,unknown}: yes (28/1)  
## : month = jun:  
## : :...job in {admin.,blue-collar,entrepreneur,housemaid,  
## : : : retired,self-employed,services,student,  
## : : : technician,unemployed,unknown}: yes (11)  
## : : job = management: no (1)  
## : month = oct:  
## : :...age <= 0.3382353: yes (5)  
## : : age > 0.3382353: no (2)  
## : month = aug:  
## : :...poutcome in {other,success}: yes (0)  
## : : poutcome = failure: no (1)  
## : : poutcome = unknown:  
## : : :...duration > 0.7797312: yes (151/2)  
## : : duration <= 0.7797312:  
## : : :...day > 0.6: no (5)  
## : : day <= 0.6:  
## : : :...duration <= 0.7300931: yes (34)  
## : : duration > 0.7300931: no (2)  
## : month = nov:  
## : :...age <= 0.2205882: no (5)  
## : : age > 0.2205882:  
## : : :...poutcome = failure: no (1)  
## : : poutcome in {other,success}: yes (15)  
## : : poutcome = unknown:  
## : : :...age <= 0.2794118: yes (37)  
## : : age > 0.2794118:  
## : : :...education = secondary: yes (13)  
## : : education = tertiary: no (4)  
## : month = jul:  
## : :...poutcome in {failure,other}: yes (0)  
## : poutcome = success: no (1)  
## : poutcome = unknown:  
## : :...campaign > 0.2: yes (78/1)  
## : campaign <= 0.2:  
## : :...marital in {divorced,single}: yes (38/1)  
## : marital = married:  
## : :...day <= 0.5333334: no (6)  
## : day > 0.5333334:  
## : :...housing = no: yes (13)  
## : housing = yes:  
## : :...day <= 0.6: yes (6)  
## : day > 0.6: no (2)  
## duration <= 0.6483971:  
## :...poutcome in {other,success}:  
## :...poutcome = success: yes (349/11)  
## : poutcome = other:  
## : :...education in {primary,unknown}: no (10)  
## : education in {secondary,tertiary}:  
## : :...month = dec: yes (0)  
## : month in {jan,jul,mar}: no (6)  
## : month in {apr,aug,feb,jun,may,nov,oct,sep}:  
## : :...job in {admin.,housemaid,management,retired,  
## : : self-employed,services,student,technician,  
## : : unknown}: yes (190/11)  
## : job in {blue-collar,entrepreneur,  
## : unemployed}: no (5)  
## poutcome in {failure,unknown}:  
## :...month in {dec,feb,jun,mar,oct,sep}:  
## :...job = blue-collar: no (7)  
## : job in {admin.,entrepreneur,housemaid,management,retired,  
## : : self-employed,services,student,technician,  
## : : unemployed,unknown}:  
## : :...day > 0.5:  
## : :...day <= 0.7333333: yes (145)  
## : : day > 0.7333333:  
## : : :...contact = telephone: no (2)  
## : : contact = cellular:  
## : : :...poutcome = failure: no (1)  
## : : poutcome = unknown: yes (41/3)  
## : day <= 0.5:  
## : :...month = dec:  
## : :...job = technician: no (1)  
## : : job in {admin.,entrepreneur,housemaid,  
## : : management,retired,self-employed,  
## : : services,student,unemployed,  
## : : unknown}: yes (6)  
## : month = oct:  
## : :...day <= 0.3333333: yes (7/1)  
## : : day > 0.3333333: no (2)  
## : month = jun:  
## : :...poutcome = failure: no (3)  
## : : poutcome = unknown:  
## : : :...contact = cellular: yes (80/5)  
## : : contact = telephone: no (1)  
## : month = mar:  
## : :...age > 0.6764706: no (2)  
## : : age <= 0.6764706:  
## : : :...marital in {divorced,married}: yes (20)  
## : : marital = single: no (1)  
## : month = sep:  
## : :...day <= 0.1666667: no (3)  
## : : day > 0.1666667:  
## : : :...day <= 0.3333333: yes (22/1)  
## : : day > 0.3333333: no (2)  
## : month = feb:  
## : :...job in {housemaid,unknown}: yes (0)  
## : job in {admin.,entrepreneur,self-employed,  
## : : services,student,  
## : : unemployed}: no (14)  
## : job in {management,retired,technician}:  
## : :...education in {primary,tertiary,  
## : : unknown}: yes (48/2)  
## : education = secondary:  
## : :...balance <= 0.2063662: no (7)  
## : balance > 0.2063662: yes (7)  
## month in {apr,aug,jan,jul,may,nov}:  
## :...age > 0.6029412:  
## :...poutcome = failure: no (3)  
## : poutcome = unknown:  
## : :...marital = single: no (2)  
## : marital in {divorced,married}:  
## : :...education = tertiary: yes (25/1)  
## : education = unknown: no (1)  
## : education = primary:  
## : :...day <= 0.6: no (2)  
## : : day > 0.6: yes (11)  
## : education = secondary:  
## : :...age <= 0.75: yes (32)  
## : age > 0.75: no (2)  
## age <= 0.6029412:  
## :...duration <= 0.3422958:  
## :...balance <= 0.0520188: no (81)  
## : balance > 0.0520188:  
## : :...loan = yes: no (46)  
## : loan = no:  
## : :...job in {blue-collar,housemaid,retired,  
## : : self-employed,services,technician,  
## : : unknown}:  
## : :...campaign > 0:  
## : : :...campaign <= 0.2: no (66)  
## : : : campaign > 0.2:  
## : : : :...month in {apr,aug,jan,jul,  
## : : : : nov}: no (17)  
## : : : month = may: yes (3)  
## : : campaign <= 0:  
## : : :...housing = yes:  
## : : :...day <= 0.9666666: no (37)  
## : : : day > 0.9666666: yes (9)  
## : : housing = no: [S2]  
## : job in {admin.,entrepreneur,management,  
## : : student,unemployed}:  
## : :...month in {jan,jul}:  
## : :...contact = cellular: no (17)  
## : : contact = telephone: [S3]  
## : month in {apr,aug,may,nov}:  
## : :...day > 0.6333333:  
## : :...month in {apr,  
## : : : may}: yes (59/2)  
## : : month = nov: no (1)  
## : : month = aug:  
## : : :...pdays <= 0.5: no (5)  
## : : pdays > 0.5: yes (3)  
## : day <= 0.6333333:  
## : :...day > 0.5: no (20)  
## : day <= 0.5:  
## : :...month = may: no (6)  
## : month in {apr,aug,nov}: [S4]  
## duration > 0.3422958:  
## :...contact = telephone:  
## :...housing = no: yes (43)  
## : housing = yes: no (4)  
## contact = cellular:  
## :...month in {jan,jul,nov}:  
## :...day <= 0.1: yes (13)  
## : day > 0.1:  
## : :...job in {admin.,entrepreneur,management,  
## : : retired,services,student,  
## : : unemployed}: no (56)  
## : job in {blue-collar,housemaid,  
## : : self-employed,technician,  
## : : unknown}:  
## : :...age <= 0.1617647: [S5]  
## : age > 0.1617647:  
## : :...duration <= 0.4529473: no (30)  
## : duration > 0.4529473: [S6]  
## month in {apr,aug,may}:  
## :...loan = yes: no (18)  
## loan = no:  
## :...age <= 0.1617647: no (18)  
## age > 0.1617647:  
## :...day > 0.9: yes (23)  
## day <= 0.9:  
## :...month = apr:  
## :...age <= 0.4705882: no (15)  
## : age > 0.4705882:  
## : :...pdays <= 0.1797753: yes (23)  
## : pdays > 0.1797753: no (3)  
## month in {aug,may}: [S7]  
##   
## SubTree [S1]  
##   
## education = unknown: yes (0)  
## education = primary: no (3)  
## education = secondary:  
## :...month in {apr,mar,sep}: no (10)  
## : month in {feb,oct}: yes (13)  
## education = tertiary:  
## :...job in {housemaid,retired}: no (3)  
## job in {admin.,management,technician}:  
## :...campaign <= 0.1: yes (53/4)  
## campaign > 0.1:  
## :...month in {apr,feb,oct,sep}: no (5)  
## month = mar: yes (5)  
##   
## SubTree [S2]  
##   
## job in {housemaid,unknown}: yes (0)  
## job in {blue-collar,retired,self-employed}: no (8)  
## job in {services,technician}:  
## :...education in {primary,unknown}: yes (6)  
## education = secondary:  
## :...age <= 0.3235294: yes (19)  
## : age > 0.3235294: no (2)  
## education = tertiary:  
## :...day <= 0.8: no (3)  
## day > 0.8: yes (5)  
##   
## SubTree [S3]  
##   
## education = secondary: no (3)  
## education in {primary,tertiary,unknown}: yes (6)  
##   
## SubTree [S4]  
##   
## campaign <= 0: yes (42/1)  
## campaign > 0:  
## :...month in {apr,nov}: yes (20)  
## month = aug:  
## :...contact = cellular: no (8)  
## contact = telephone: yes (3)  
##   
## SubTree [S5]  
##   
## education = primary: no (2)  
## education in {secondary,tertiary,unknown}: yes (35/3)  
##   
## SubTree [S6]  
##   
## job in {self-employed,technician}: no (8)  
## job in {blue-collar,housemaid,unknown}:  
## :...housing = no: yes (20/1)  
## housing = yes:  
## :...day <= 0.9666666: no (4)  
## day > 0.9666666: yes (5)  
##   
## SubTree [S7]  
##   
## job in {entrepreneur,housemaid}: yes (38/1)  
## job in {self-employed,services,student,unemployed,unknown}: no (8)  
## job = admin.:  
## :...balance <= 0.1381115: yes (24/1)  
## : balance > 0.1381115: no (2)  
## job = retired:  
## :...age <= 0.5441176: yes (12)  
## : age > 0.5441176: no (2)  
## job = blue-collar:  
## :...balance <= 0.126896: no (8)  
## : balance > 0.126896:  
## : :...duration <= 0.4250259: no (2)  
## : duration > 0.4250259:  
## : :...campaign <= 0: yes (17)  
## : campaign > 0:  
## : :...month = aug: yes (10)  
## : month = may: no (3)  
## job = management:  
## :...day > 0.5: no (6)  
## : day <= 0.5:  
## : :...age > 0.3529412:  
## : :...marital in {divorced,married}: no (5)  
## : : marital = single: yes (3)  
## : age <= 0.3529412:  
## : :...pdays > 0.8061798: no (4)  
## : pdays <= 0.8061798:  
## : :...education = secondary: no (1)  
## : education in {primary,tertiary,unknown}: yes (48/1)  
## job = technician:  
## :...poutcome = failure: no (2)  
## poutcome = unknown:  
## :...education in {primary,secondary,unknown}: yes (32/1)  
## education = tertiary:  
## :...balance <= 0.08224738: no (3)  
## balance > 0.08224738:  
## :...balance <= 0.1936552: yes (21)  
## balance > 0.1936552: no (2)  
##   
##   
## Evaluation on training data (5608 cases):  
##   
## Decision Tree   
## ----------------   
## Size Errors   
##   
## 221 76( 1.4%) <<  
##   
##   
## (a) (b) <-classified as  
## ---- ----  
## 2728 76 (a): class no  
## 2804 (b): class yes  
##   
##   
## Attribute usage:  
##   
## 100.00% duration  
## 85.66% month  
## 82.83% poutcome  
## 65.57% contact  
## 63.91% job  
## 56.19% age  
## 31.97% education  
## 29.53% marital  
## 26.50% pdays  
## 25.93% day  
## 19.44% loan  
## 17.62% balance  
## 14.62% housing  
## 12.64% campaign  
## 3.87% previous  
##   
##   
## Time: 0.1 secs

# we see the decision trees and....  
# ... and best attributes: see below at bottom....

## model 3 - JRip (rule learner)

# The final values used for the model were NumOpt = 10, NumFolds = 10 and MinWeights = 10.  
library(caret)  
library(RWeka)  
set.seed(50)  
# JR\_grid <- expand.grid(NumOpt=c(1,3,5,10), NumFolds=c(1,3,5,10),MinWeights=c(1,3,5,10))  
JR\_grid <- expand.grid(NumOpt=10, NumFolds=10, MinWeights=10)  
JR\_ctrl<- trainControl(method="repeatedcv", number = 10, repeats = 10, classProbs=TRUE, summaryFunction = twoClassSummary)  
JR\_mod<- train(x, y, method="JRip", metric="ROC", tuneGrid=JR\_grid, trControl = JR\_ctrl)  
JR\_pred<- predict(JR\_mod, test\_noy)  
s<-table(JR\_pred, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## JR\_pred no yes  
## no 1013 48  
## yes 183 113  
##   
## Accuracy : 0.8298   
## 95% CI : (0.8087, 0.8494)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.4027   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.8470   
## Specificity : 0.7019   
## Pos Pred Value : 0.9548   
## Neg Pred Value : 0.3818   
## Prevalence : 0.8814   
## Detection Rate : 0.7465   
## Detection Prevalence : 0.7819   
## Balanced Accuracy : 0.7744   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(JR\_mod, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })  
 #  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.492946

# print the average of the 10 F1 results for test set

### JRip rules compiled…

JR\_mod$finalModel

## JRIP rules:  
## ===========  
##   
## (duration >= 0.653568) and (contact = cellular) => .outcome=yes (757.0/64.0)  
## (duration >= 0.199586) and (pdays >= 0.106742) and (poutcome = success) => .outcome=yes (351.0/13.0)  
## (duration >= 0.377456) and (housing = no) and (balance >= 0.087374) and (day <= 0.233333) and (age >= 0.352941) => .outcome=yes (95.0/3.0)  
## (duration >= 0.409514) and (housing = no) and (balance >= 0.185217) => .outcome=yes (171.0/21.0)  
## (duration >= 0.199586) and (contact = cellular) and (previous >= 0.4) and (day >= 0.566667) and (balance <= 0.08919) => .outcome=yes (99.0/4.0)  
## (duration >= 0.768356) => .outcome=yes (143.0/28.0)  
## (duration >= 0.199586) and (contact = cellular) and (balance >= 0.083209) and (job = management) and (age <= 0.264706) => .outcome=yes (220.0/33.0)  
## (duration >= 0.344364) and (campaign <= 0) and (housing = no) and (age >= 0.602941) => .outcome=yes (40.0/3.0)  
## (duration >= 0.344364) and (day <= 0.2) and (education = tertiary) => .outcome=yes (91.0/10.0)  
## (campaign <= 0) and (duration >= 0.430196) and (duration <= 0.497415) and (balance <= 0.009293) => .outcome=yes (25.0/1.0)  
## (duration >= 0.199586) and (balance >= 0.093036) and (contact = cellular) and (age >= 0.426471) and (day <= 0.2) => .outcome=yes (84.0/9.0)  
## (duration >= 0.199586) and (housing = no) and (month = apr) and (day >= 0.666667) => .outcome=yes (65.0/1.0)  
## (duration >= 0.199586) and (month = oct) => .outcome=yes (75.0/6.0)  
## (duration >= 0.562565) and (day >= 0.366667) and (age <= 0.25) and (job = blue-collar) => .outcome=yes (40.0/3.0)  
## (loan = no) and (month = aug) and (duration >= 0.423992) => .outcome=yes (42.0/7.0)  
## (duration >= 0.163392) and (balance >= 0.150182) and (housing = no) and (age >= 0.602941) => .outcome=yes (76.0/12.0)  
## (duration >= 0.210962) and (job = admin.) and (day >= 0.766667) => .outcome=yes (50.0/11.0)  
## (duration >= 0.210962) and (day <= 0.066667) and (age >= 0.279412) and (pdays <= 0) and (balance <= 0.063768) => .outcome=yes (27.0/0.0)  
## (duration >= 0.205791) and (balance >= 0.083209) and (housing = no) and (day <= 0.4) and (previous >= 0.8) => .outcome=yes (25.0/1.0)  
## (duration >= 0.211996) and (balance >= 0.093142) and (housing = no) and (day <= 0.166667) and (age <= 0.191176) => .outcome=yes (24.0/3.0)  
## (age <= 0.147059) and (housing = no) and (balance >= 0.060137) and (balance <= 0.077334) => .outcome=yes (68.0/8.0)  
## (duration >= 0.211996) and (balance >= 0.093142) and (age >= 0.397059) and (month = aug) and (balance <= 0.288293) => .outcome=yes (21.0/3.0)  
## (duration >= 0.364012) and (age <= 0.088235) => .outcome=yes (21.0/3.0)  
## (balance >= 0.148473) and (pdays >= 0.002809) and (pdays <= 0.280899) => .outcome=yes (60.0/12.0)  
## (duration >= 0.423992) and (month = may) and (job = admin.) and (balance >= 0.093142) => .outcome=yes (22.0/1.0)  
## (education = tertiary) and (month = mar) and (age >= 0.161765) => .outcome=yes (28.0/0.0)  
## (age >= 0.279412) and (job = retired) and (duration >= 0.291624) and (age <= 0.544118) and (campaign <= 0.1) => .outcome=yes (22.0/1.0)  
## (duration >= 0.058945) and (balance >= 0.290323) and (month = feb) => .outcome=yes (38.0/5.0)  
## (education = tertiary) and (month = apr) and (balance <= 0.043367) => .outcome=yes (24.0/2.0)  
## (duration >= 0.079628) and (month = oct) and (day >= 0.666667) => .outcome=yes (34.0/2.0)  
## (poutcome = success) and (pdays <= 0.258427) => .outcome=yes (27.0/1.0)  
## (balance >= 0.17069) and (job = management) and (duration <= 0.268873) and (duration >= 0.233713) => .outcome=yes (27.0/1.0)  
## (month = sep) and (contact = telephone) => .outcome=yes (13.0/0.0)  
## (age <= 0.279412) and (campaign <= 0) and (balance >= 0.15627) and (balance <= 0.156911) => .outcome=yes (17.0/0.0)  
## (duration >= 0.291624) and (day <= 0.033333) => .outcome=yes (20.0/6.0)  
## (duration <= 0.441572) and (duration >= 0.437435) and (month = may) => .outcome=yes (15.0/0.0)  
## (age <= 0.264706) and (balance <= 0.063021) and (balance >= 0.063021) => .outcome=yes (15.0/0.0)  
## (duration >= 0.080662) and (duration <= 0.093071) and (day <= 0.333333) and (day >= 0.233333) and (marital = single) and (balance <= 0.058107) and (balance >= 0.042192) => .outcome=yes (21.0/0.0)  
## (duration >= 0.080662) and (month = apr) and (day >= 0.633333) and (duration <= 0.131334) => .outcome=yes (29.0/9.0)  
## (duration >= 0.143744) and (day <= 0.466667) and (month = nov) => .outcome=yes (20.0/2.0)  
## (age <= 0.220588) and (age >= 0.191176) and (campaign <= 0.1) and (balance <= 0.06035) and (balance >= 0.056185) => .outcome=yes (28.0/7.0)  
## (balance >= 0.150182) and (balance <= 0.155843) and (age >= 0.323529) and (day >= 0.333333) => .outcome=yes (11.0/0.0)  
## => .outcome=no (2527.0/19.0)  
##   
## Number of Rules : 43

# all for outcome yes

## model 4 - Logistic Regression

# no parameters  
library(caret)  
set.seed(520)  
log\_mod<- train(x, y, method="glm", metric="ROC", family=binomial(link="logit"), trControl = trainControl(method="repeatedcv", number=10, repeats=10, verboseIter=FALSE, classProbs = TRUE, summaryFunction = twoClassSummary))  
log\_pred<- predict(log\_mod, test\_noy)  
s<-table(log\_pred, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## log\_pred no yes  
## no 994 34  
## yes 202 127  
##   
## Accuracy : 0.8261   
## 95% CI : (0.8049, 0.8459)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.4271   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.8311   
## Specificity : 0.7888   
## Pos Pred Value : 0.9669   
## Neg Pred Value : 0.3860   
## Prevalence : 0.8814   
## Detection Rate : 0.7325   
## Detection Prevalence : 0.7576   
## Balanced Accuracy : 0.8100   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(log\_mod, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })  
 #  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.5181706

# print the average of the 10 F1 results for test set

### model results

# to see model results:  
summary(log\_mod)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -4.0751 -0.5775 -0.0160 0.5627 2.3579   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.7828882 0.4043346 -1.936 0.052838 .   
## age -0.3908221 0.3335590 -1.172 0.241328   
## balance 0.2990409 0.1802698 1.659 0.097146 .   
## day 0.0420382 0.1596081 0.263 0.792255   
## duration 6.1603835 0.1846725 33.358 < 2e-16 \*\*\*  
## campaign -1.1486741 0.2141031 -5.365 8.09e-08 \*\*\*  
## pdays -0.3310399 0.2886749 -1.147 0.251482   
## previous 0.6394368 0.2640733 2.421 0.015459 \*   
## jobblue-collar -1.0603682 0.1624103 -6.529 6.62e-11 \*\*\*  
## jobentrepreneur -0.2010562 0.2246436 -0.895 0.370787   
## jobhousemaid -0.9685234 0.2750557 -3.521 0.000430 \*\*\*  
## jobmanagement -0.2294053 0.1586167 -1.446 0.148097   
## jobretired 0.1796008 0.2120545 0.847 0.397020   
## jobself-employed -0.4094192 0.2421491 -1.691 0.090880 .   
## jobservices -0.5541746 0.1792588 -3.091 0.001992 \*\*   
## jobstudent 0.1982894 0.2719377 0.729 0.465896   
## jobtechnician -0.4565498 0.1485758 -3.073 0.002120 \*\*   
## jobunemployed -0.9751550 0.2873443 -3.394 0.000690 \*\*\*  
## jobunknown -0.1312502 0.4496665 -0.292 0.770376   
## maritalmarried -0.2458346 0.1247108 -1.971 0.048697 \*   
## maritalsingle 0.0005812 0.1450005 0.004 0.996802   
## educationsecondary -0.0620101 0.1349464 -0.460 0.645863   
## educationtertiary 0.0315484 0.1545057 0.204 0.838206   
## educationunknown -0.5965558 0.2386940 -2.499 0.012446 \*   
## defaultyes 0.3172674 0.3332387 0.952 0.341060   
## housingyes -0.2993707 0.0876310 -3.416 0.000635 \*\*\*  
## loanyes -1.0712360 0.1292442 -8.288 < 2e-16 \*\*\*  
## contacttelephone 0.0971061 0.1540105 0.631 0.528357   
## contactunknown -1.6509368 0.1428892 -11.554 < 2e-16 \*\*\*  
## monthaug -0.4057871 0.1611281 -2.518 0.011789 \*   
## monthdec 0.6376095 0.4794198 1.330 0.183531   
## monthfeb 0.4568610 0.2004408 2.279 0.022650 \*   
## monthjan -1.9766328 0.2830019 -6.985 2.86e-12 \*\*\*  
## monthjul -0.7970542 0.1658584 -4.806 1.54e-06 \*\*\*  
## monthjun 0.1880138 0.2010374 0.935 0.349676   
## monthmar 1.7946929 0.3165783 5.669 1.44e-08 \*\*\*  
## monthmay -0.7023544 0.1603531 -4.380 1.19e-05 \*\*\*  
## monthnov -0.9311400 0.1811305 -5.141 2.74e-07 \*\*\*  
## monthoct 1.9626950 0.2826783 6.943 3.83e-12 \*\*\*  
## monthsep 0.8632296 0.3199385 2.698 0.006973 \*\*   
## poutcomeother 0.8997820 0.1880149 4.786 1.70e-06 \*\*\*  
## poutcomesuccess 2.5787477 0.2290729 11.257 < 2e-16 \*\*\*  
## poutcomeunknown 0.1214048 0.2616391 0.464 0.642636   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 7774.3 on 5607 degrees of freedom  
## Residual deviance: 4404.9 on 5565 degrees of freedom  
## AIC: 4490.9  
##   
## Number of Fisher Scoring iterations: 5

### plot to see the most important attributes (those that “stand out” at far left or right)

require(coefplot)

## Loading required package: coefplot

##   
## Attaching package: 'coefplot'

## The following object is masked from 'package:e1071':  
##   
## extractPath

coefplot(log\_mod)

![](data:image/png;base64,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)

# to reinterpret data properly  
# invlogit<- function (x) {1/(1+exp(-x))}  
# invlogit(log\_mod$coefficients)  
# results of plot: duration, campaign, balance, poutcomesuccess, some months, , some jobs

## Model #5 - K-Nearest Neighbours

# The final values used for the model were kmax = 9, distance = 2 and kernel = optimal  
library(caret)  
library(lattice)  
library(ggplot2)  
knn\_ctrl<- trainControl(method="repeatedcv", number = 10, repeats = 10, classProbs=TRUE, summaryFunction = twoClassSummary)  
# knn\_grid<-expand.grid(kmax=c(5,7,9,13), distance=c(1,2,4,6), kernel=c("rectangular","rank","optimal"))  
knn\_grid<-expand.grid(kmax=9, distance=2, kernel="optimal")  
knn\_mod<- train(x=x,y=y, method="kknn", metric="ROC", tuneGrid=knn\_grid, trControl=knn\_ctrl, verbose=FALSE)  
knn\_pred<- predict(knn\_mod, test\_noy)  
# Testing the result output  
s<-table( knn\_pred, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## knn\_pred no yes  
## no 1130 100  
## yes 66 61  
##   
## Accuracy : 0.8777   
## 95% CI : (0.859, 0.8946)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 0.68085   
##   
## Kappa : 0.3563   
##   
## Mcnemar's Test P-Value : 0.01043   
##   
## Sensitivity : 0.9448   
## Specificity : 0.3789   
## Pos Pred Value : 0.9187   
## Neg Pred Value : 0.4803   
## Prevalence : 0.8814   
## Detection Rate : 0.8327   
## Detection Prevalence : 0.9064   
## Balanced Accuracy : 0.6618   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(knn\_mod, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })  
 #  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.4165229

# print the average of the 10 F1 results for test set

## NEURAL NET - model 6

Positive: can be used for classification or numeric prediction, makes few assumptions about the data (doesnt have to be normalized). Negative: SLOW..can overfit, ‘black box’.

# #1: The final parameter values used for the model were size = 16 and decay = 0.1.  
# Size is the number of units in hidden layer (nnet fit a single hidden layer neural network) and   
# decay is the regularization parameter to avoid over-fitting.  
require(mlbench)

## Loading required package: mlbench

require(caret)  
require (nnet)

## Loading required package: nnet

nnctrl = trainControl(method="repeatedcv", number=10, repeats = 10, classProbs=TRUE, summaryFunction = twoClassSummary)  
# initially, create a grid list to find best parameters:  
# nn\_grid = expand.grid(size=c(1,4,8,16),decay=c(0,0.1,0.2,0.3,0.4))  
nn\_grid = expand.grid(size=16, decay=0.1)  
nn\_mod <- train(x=x, y=y, method="nnet", metric="ROC", trControl=nnctrl, tuneGrid=nn\_grid, trace=FALSE)  
nn\_pred<- predict(nn\_mod, test\_noy)  
# Testing the result output  
s<-table( nn\_pred, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## nn\_pred no yes  
## no 1066 74  
## yes 130 87  
##   
## Accuracy : 0.8497   
## 95% CI : (0.8295, 0.8683)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 0.9997955   
##   
## Kappa : 0.3752   
##   
## Mcnemar's Test P-Value : 0.0001177   
##   
## Sensitivity : 0.8913   
## Specificity : 0.5404   
## Pos Pred Value : 0.9351   
## Neg Pred Value : 0.4009   
## Prevalence : 0.8814   
## Detection Rate : 0.7856   
## Detection Prevalence : 0.8401   
## Balanced Accuracy : 0.7158   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(nn\_mod, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })  
 #  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.458881

# print the average of the 10 F1 results for test set

## SVM model 7 - using caret package and linear kernel.

### Another supervised learning model. A SVM can be imagined as a surface thatc reates a boundary between points of data plotted in an n-space representing examples and their feature values. SVM creates a flat boundary called a hyperplane, which divides the space into homogeneous partitions on either side. This way, SVM combines nearest neighbour instance-based learning with linear regression modeling.

negatives: need to test various parameters and kernels to get best solution, can be slow, ’black box". positives: good for binary classification, classification/numeric prediction

# Linear (vanilla) kernel function.   
# The final values used for the model were Cost = 1 for classification.  
library(caret)  
library(kernlab)

##   
## Attaching package: 'kernlab'

## The following object is masked from 'package:ggplot2':  
##   
## alpha

fitctrl<- trainControl(method="repeatedcv", number = 10, repeats = 10, classProbs=TRUE, summaryFunction = twoClassSummary)  
grid<-expand.grid(C=1)  
sv\_m<- train(Class~., data=trainsv, method="svmLinear", metric="ROC", trControl=fitctrl, tunegrid=grid, verbose=FALSE)

## line search fails -1.262654 0.02477884 1.84966e-05 1.985099e-06 -2.103301e-08 -3.754597e-09 -3.964924e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.30235 6.48553e-05 2.08313e-05 2.386534e-06 -2.518121e-08 -5.07854e-09 -5.366774e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.328557 0.007437473 3.026781e-05 3.354336e-06 -3.817605e-08 -7.028079e-09 -1.17908e-12

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.316453 -0.0002504906 2.527373e-05 2.647994e-06 -3.154742e-08 -5.732852e-09 -8.125016e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.294566 -0.006840061 2.360271e-05 2.799796e-06 -2.832214e-08 -6.178883e-09 -6.857789e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.30676 0.01094271 1.845987e-05 2.066398e-06 -2.249503e-08 -4.188298e-09 -4.2391e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.278014 0.01730588 1.962094e-05 1.931042e-06 -2.296435e-08 -3.765724e-09 -4.578539e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.316534 -0.003707503 2.491635e-05 2.861108e-06 -3.07669e-08 -6.238751e-09 -7.844486e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.315039 -0.005282885 1.079656e-05 9.069267e-07 -1.328684e-08 -2.023724e-09 -1.452875e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## line search fails -1.291192 0.02889126 2.534992e-05 2.598665e-06 -3.021612e-08 -4.993925e-09 -7.789539e-13

## Warning in method$predict(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class prediction calculations failed; returning NAs

## Warning in method$prob(modelFit = modelFit, newdata = newdata, submodels =  
## param): kernlab class probability calculations failed; returning NAs

## Warning in data.frame(..., check.names = FALSE): row names were found from a  
## short variable and have been discarded

## Warning in nominalTrainWorkflow(x = x, y = y, wts = weights, info = trainInfo, :  
## There were missing values in resampled performance measures.

sp<- predict(sv\_m, test\_noy)  
s<-table( sp, test\_labels)  
# Confusion matrix  
print(confusionMatrix(s))

## Confusion Matrix and Statistics  
##   
## test\_labels  
## sp no yes  
## no 1002 35  
## yes 194 126  
##   
## Accuracy : 0.8312   
## 95% CI : (0.8102, 0.8508)  
## No Information Rate : 0.8814   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.4347   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.8378   
## Specificity : 0.7826   
## Pos Pred Value : 0.9662   
## Neg Pred Value : 0.3937   
## Prevalence : 0.8814   
## Detection Rate : 0.7384   
## Detection Prevalence : 0.7642   
## Balanced Accuracy : 0.8102   
##   
## 'Positive' Class : no   
##

### we can now run 10-fold on test dataset:

# copy in files you need and use test dataset only   
banking<-BM\_test  
  
# the other way is to run 10-fold on the test dataset and take the average of the (10 times) F1 measure   
folds<- createFolds(banking$y, k=10)  
 # create a function to do 10 folds of the data and run the statistics...  
 results <- lapply(folds, function(x) {  
 test<- banking[x,]  
 pred<- predict(sv\_m, test[-17])  
 actual<- test$y  
 # PPV = TP/(TP+FP)  
 # pos<-posPredValue(table(pred, actual))  
 # I actually want: NPV= TN/(TN+FN) for precision of minority class  
 pr<-negPredValue(table(pred, actual))  
 # pr<-precision(table(pred, actual ))  
 # rec<- recall(table(pred, actual))  
 # i actually want specificity for recall of minority class  
 rec<- specificity(table(pred, actual))  
 F1<- 2 \* pr \* rec /(pr + rec)  
 return(F1)  
 })  
 #  
 # print(results)  
 value<-mean(unlist(results))  
 print(value)

## [1] 0.524552

# print the average of the 10 F1 results for test set