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**Roy and Symmetric Logos**

Roy likes Symmetric Logos.

How to check whether a logo is symmetric?  
Align the center of logo with the origin of Cartesian plane. Now if the colored pixels of the logo are symmetric about both X-axis and Y-axis, then the logo is symmetric.

You are given a binary matrix of size **N x N** which represents the pixels of a logo.  
**1** indicates that the pixel is colored and **0** indicates no color.

For instance: Take a 5x5 matrix as follows:

01110

01010

10001

01010

01110

Graphically it is represented as follows:
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Observe that it is symmetric about both X-axis and Y-axis.

Let's take another example of 5x5 matrix:

00100

01010

10001

01010

01110

Graphically it is represented as follows:

Now this logo is symmetric about Y-axis but it is **not symmetric** about X-axis.

![](data:image/png;base64,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)

Your task is to output YES if the logo is symmetric else output NO.

Input:  
First line contains T - number of test cases.  
T test cases follow.  
First line of each test case contains the N - size of matrix.  
Next N lines contains binary strings of length N.

Output:  
Print YES or NO in a new line for each test case

Constraints:   
1 ≤ T ≤ 10  
2 ≤ N ≤ 32

Note: There will always be at least 1 colored pixel in input data.

**SAMPLE INPUT**

5

2

11

11

4

0101

0110

0110

0101

4

1001

0000

0000

1001

5

01110

01010

10001

01010

01110

5

00100

01010

10001

01010

01110

**SAMPLE OUTPUT**

YES

NO

YES

YES

NO

/\* My C Solution \*/

#include <stdio.h>

#define N 33

int main()

{

int arr[N][N],n,t,i,j,k,xflag,yflag;

scanf("%d",&t);

for(i=0;i<t;i++){

scanf("%d",&n);

for(j=0;j<n;j++)

for(k=0;k<n;k++)

scanf("%1d",&arr[j][k]);

xflag=yflag=0;

for(j=0;j<n;j++){

for(k=0;k<n;k++){

if(arr[j][k]==arr[n-1-j][k])

xflag=1;

else{

xflag=0;

break;

}

if(arr[j][k]==arr[j][n-1-k])

yflag=1;

else{

yflag=0;

break;

}

}

if(k!=(n/2))

if((!xflag && yflag) || (xflag && !yflag))

break;

}

if(xflag && yflag)

printf("YES\n");

else

printf("NO\n");

}

return 0;

}

/\*Editorial

**Author Solution** by [Ravi Ojha](https://www.hackerearth.com/@akatsuki)

1. def check\_about\_x\_axis(n, matrix):
2. for i in xrange(n):
3. j = n-i-1
4. for p in xrange(n):
5. if matrix[i][p] != matrix[j][p]:
6. return 0
7. return 1
8. def check\_about\_y\_axis(n, matrix):
9. for i in xrange(n):
10. j = n-i-1
11. for p in xrange(n):
12. if matrix[p][i] != matrix[p][j]:
13. return 0
14. return 1
15. def roy\_and\_symmetric\_logos():
16. t = input()
17. for tt in xrange(t):
18. n = input()
19. matrix = []
20. for i in xrange(n):
21. s = raw\_input()
22. tmp = list(s)
23. matrix.append(tmp)
24. if check\_about\_y\_axis(n,matrix) and check\_about\_x\_axis(n,matrix):
25. print "YES"
26. else:
27. print "NO"
28. roy\_and\_symmetric\_logos()

\*/

Input #1:

9

2

11

11

2

01

00

2

10

00

2

00

10

2

00

01

4

0101

0110

0110

0101

4

1001

0000

0000

1001

5

01110

01010

10001

01010

01110

5

00100

01010

10001

01010

01110

Output #1:

YES

NO

NO

NO

NO

NO

YES

YES

NO

Input #2:

10

2

11

00

2

00

11

2

10

01

2

01

10

2

11

11

2

10

10

2

11

10

2

11

01

2

01

11

2

10

11

Output #2:

NO

NO

NO

NO

YES

NO

NO

NO

NO

NO

Input #3:

10

3

111

000

111

3

111

001

111

3

111

010

111

3

111

111

111

3

111

101

111

3

111

101

101

3

110

101

011

3

010

101

010

3

110

101

011

3

000

101

000

Output #3:

YES

NO

YES

YES

YES

NO

NO

YES

NO

YES

Input #4:

10

3

110

101

011

3

010

000

010

4

1101

0110

0110

1101

4

1001

0110

0110

1001

4

1001

0111

0110

1001

4

1001

0100

0110

1001

4

1000

0000

0000

1001

4

1000

0000

0000

0001

4

1001

0000

0000

0001

4

0000

0000

0010

0000

Output #4:

NO

YES

NO

YES

NO

NO

NO

NO

NO

NO

Input #5:

8

32

00000000000000011000000000000000

00000000000000100100000000000000

00000000000001000010000000000000

00000000000010000001000000000000

00000000000100000000100000000000

00000000001000000000010000000000

00000000010000000000001000000000

00000000100000000000000100000000

00000001000000000000000010000000

00000010000000000000000001000000

00000100000000000000000000100000

00001000000000000000000000010000

00010000000000000000000000001000

00100000000000000000000000000100

01000000000000000000000000000010

10000000000000000000000000000001

10000000000000000000000000000001

01000000000000000000000000000010

00100000000000000000000000000100

00010000000000000000000000001000

00001000000000000000000000010000

00000100000000000000000000100000

00000010000000000000000001000000

00000001000000000000000010000000

00000000100000000000000100000000

00000000010000000000001000000000

00000000001000000000010000000000

00000000000100000000100000000000

00000000000010000001000000000000

00000000000001000010000000000000

00000000000000100100000000000000

00000000000000011000000000000000

32

00000000000000011000000000000000

00000000000000100100000000000000

00000000000001000010000000000000

00000000000010000001000000000000

00000000000100000000100000000000

00000000001000000000010000000000

00000000010000000000001000000000

00000000100000000000000100000000

00000001000000000000000010000000

00000010000000000000000001000000

00000100000000000000000000100000

00001000000000000000000000010000

00010000000000000000000000001000

00100000000000000000000000000100

01000000000000000000000000000010

10000000000000011000000000000001

10000000000000000000000000000001

01000000000000000000000000000010

00100000000000000000000000000100

00010000000000000000000000001000

00001000000000000000000000010000

00000100000000000000000000100000

00000010000000000000000001000000

00000001000000000000000010000000

00000000100000000000000100000000

00000000010000000000001000000000

00000000001000000000010000000000

00000000000100000000100000000000

00000000000010000001000000000000

00000000000001000010000000000000

00000000000000100100000000000000

00000000000000011000000000000000

32

00000000000000011000000000000000

00000000000000100100000000000000

00000000000001000010000000000000

00000000000010000001000000000000

00000000000100000000100000000000

00000000001000000000010000000000

00000000010000000000001000000000

00000000100000000000000100000000

00000001000000000000000010000000

00000010000000000000000001000000

00000100000000000000000000100000

00001000000000000000000000010000

00010000000000000000000000001000

00100000000000000000000000000100

01000000000000000000000000000010

00000000000000011000000000000000

00000000000000011000000000000000

01000000000000000000000000000010

00100000000000000000000000000100

00010000000000000000000000001000

00001000000000000000000000010000

00000100000000000000000000100000

00000010000000000000000001000000

00000001000000000000000010000000

00000000100000000000000100000000

00000000010000000000001000000000

00000000001000000000010000000000

00000000000100000000100000000000

00000000000010000001000000000000

00000000000001000010000000000000

00000000000000100100000000000000

00000000000000011000000000000000

32

00000000000000011000000000000000

00000000000000100100000000000000

00000000000001000010000000000000

00000000000010000001000000000000

00000000000100000000100000000000

00000000001000000000010000000000

00000000010000000000001000000000

00000000100000000000000100000000

00000001000000000000000010000000

00000010000000000000000001000000

00000100000000000000000000100000

00001000000000000000000000010000

00010000000000000000000000001000

00100000000000000000000000000100

01000000000000000000000000000010

10000000000000011000000000000001

00000000000000011000000000000000

01000000000000000000000000000010

00100000000000000000000000000100

00010000000000000000000000001000

00001000000000000000000000010000

00000100000000000000000000100000

00000010000000000000000001000000

00000001000000000000000010000000

00000000100000000000000100000000

00000000010000000000001000000000

00000000001000000000010000000000

00000000000100000000100000000000

00000000000010000001000000000000

00000000000001000010000000000000

00000000000000100100000000000000

00000000000000011000000000000000

31

0000000000000011000000000000000

0000000000000100100000000000000

0000000000001000010000000000000

0000000000010000001000000000000

0000000000100000000100000000000

0000000001000000000010000000000

0000000010000000000001000000000

0000000100000000000000100000000

0000001000000000000000010000000

0000010000000000000000001000000

0000100000000000000000000100000

0001000000000000000000000010000

0010000000000000000000000001000

0100000000000000000000000000100

1000000000000000000000000000010

1000000000000000000000000000001

0100000000000000000000000000010

0010000000000000000000000000100

0001000000000000000000000001000

0000100000000000000000000010000

0000010000000000000000000100000

0000001000000000000000001000000

0000000100000000000000010000000

0000000010000000000000100000000

0000000001000000000001000000000

0000000000100000000010000000000

0000000000010000000100000000000

0000000000001000001000000000000

0000000000000100010000000000000

0000000000000010100000000000000

0000000000000001000000000000000

31

0000000000000001000000000000000

0000000000000010100000000000000

0000000000000100010000000000000

0000000000001000001000000000000

0000000000010000000100000000000

0000000000100000000010000000000

0000000001000000000001000000000

0000000010000000000000100000000

0000000100000000000000010000000

0000001000000000000000001000000

0000010000000000000000000100000

0000100000000000000000000010000

0001000000000000000000000001000

0010000000000000000000000000100

0100000000000000000000000000010

1000000000000000000000000000001

0100000000000000000000000000010

0010000000000000000000000000100

0001000000000000000000000001000

0000100000000000000000000010000

0000010000000000000000000100000

0000001000000000000000001000000

0000000100000000000000010000000

0000000010000000000000100000000

0000000001000000000001000000000

0000000000100000000010000000000

0000000000010000000100000000000

0000000000001000001000000000000

0000000000000100010000000000000

0000000000000010100000000000000

0000000000000001000000000000000

31

0000000000000001000000000000000

0000000000000010100000000000000

0000000000000100010000000000000

0000000000001000001000000000000

0000000000010000000100000000000

0000000000100000000010000000000

0000000001000000000001000000000

0000000010000000000000100000000

0000000100000000000000010000000

0000001000000000000000001000000

0000010000000000000000000100000

0000100000000000000000000010000

0001000000000000000000000001000

0010000000000000000000000000100

0100000000000000000000000000010

0000000000000000000000000000000

0100000000000000000000000000010

0010000000000000000000000000100

0001000000000000000000000001000

0000100000000000000000000010000

0000010000000000000000000100000

0000001000000000000000001000000

0000000100000000000000010000000

0000000010000000000000100000000

0000000001000000000001000000000

0000000000100000000010000000000

0000000000010000000100000000000

0000000000001000001000000000000

0000000000000100010000000000000

0000000000000010100000000000000

0000000000000001000000000000000

31

1000000000000000000000000000001

0000000000000010100000000000000

0000000000000100010000000000000

0000000000001000001000000000000

0000000000010000000100000000000

0000000000100000000010000000000

0000000001000000000001000000000

0000000010000000000000100000000

0000000100000000000000010000000

0000001000000000000000001000000

0000010000000000000000000100000

0000100000000000000000000010000

0001000000000000000000000001000

0010000000000000000000000000100

0100000000000001000000000000010

1000000000000000000000000000001

0100000000000001000000000000010

0010000000000000000000000000100

0001000000000000000000000001000

0000100000000000000000000010000

0000010000000000000000000100000

0000001000000000000000001000000

0000000100000000000000010000000

0000000010000000000000100000000

0000000001000000000001000000000

0000000000100000000010000000000

0000000000010000000100000000000

0000000000001000001000000000000

0000000000000100010000000000000

0000000000000010100000000000000

1000000000000000000000000000001

Output #5:

YES

NO

YES

NO

NO

YES

YES

YES

Input #6:

5

2

10

01

4

1001

0110

0110

1001

4

1001

0000

0000

1001

5

01110

01010

10101

01010

01110

5

00100

01010

10001

01010

01110

Output #6:

NO

YES

YES

YES

NO

Input #7:

10

3

000

010

000

4

1001

1001

1001

1001

4

1111

0000

0000

1111

5

00100

01010

00100

01010

00100

5

00100

01010

10101

01010

00100

5

00100

00000

00100

00000

00100

5

00000

00000

11111

00000

00000

5

10000

01000

00100

00010

00001

5

10001

00010

00100

01000

10001

6

001100

001100

111111

001100

111111

001100

Output #7:

YES

YES

YES

YES

YES

YES

YES

NO

NO

NO

Input #8:

10

6

000000

010010

000000

000000

010010

000000

8

10011001

10011001

10011001

11111111

11111111

10011001

10011001

10011001

8

11111111

00001111

00001111

11111111

11111111

00001111

00001111

11111111

10

0010000100

0101001010

0010000100

0101001010

0010000100

0010000100

0101001010

0010000100

0101001010

0010000100

10

0010000100

0101001010

1010110101

0101001010

0010000100

0010000100

0101001010

1010110101

0101001010

0010000100

10

0000000000

0100000010

0000000000

0000000000

0000000000

0000000000

0000000000

0000000000

0100000010

0000000000

10

0000000000

0100000010

0000000000

0000000000

0000000001

0000000001

0000000000

0000000000

0100000010

0000000000

10

1000000001

0100000010

0000000000

0000000000

1111111111

0000000000

0000000000

0000000000

0100000010

1000000001

10

0000000000

0111111110

0000000000

0000110000

0000110000

0000110000

0000110000

0000000000

0111111110

0000000000

12

001100001100

111111111111

001100001100

111111111111

001100001100

001100001100

001100001100

001100001100

111111111111

001100001100

111111111111

001100001100

Output #8:

YES

YES

NO

YES

YES

YES

NO

NO

YES

YES

Input #9:

10

32

00000000000000000000000000000000

11111111111111111111111111111111

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000010000000000001000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

11111111111111111111111111111111

11111111111111111111111111111111

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000010000000000001000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

11111111111111111111111111111111

00000000000000000000000000000000

32

10000000000000000000000000000001

01000000000000000000000000000010

00100000000000000000000000000100

00010000000000000000000000001000

00001000000000000000000000010000

00000100000000000000000000100000

00000010000000000000000001000000

00000001000000000000000010000000

00000000100000000000000100000000

00000000010000000000001000000000

00000000001000000000010000000000

00000000000100000000100000000000

00000000000010000001000000000000

00000000000001000010000000000000

00000000000000100100000000000000

00000000000000011000000000000000

11111111111111111111111111111111

00000000000000100100000000000000

00000000000001000010000000000000

00000000000010000001000000000000

00000000000100000000100000000000

00000000001000000000010000000000

00000000010000000000001000000000

00000000100000000000000100000000

00000001000000000000000010000000

00000010000000000000000001000000

00000100000000000000000000100000

00001000000000000000000000010000

00010000000000000000000000001000

00100000000000000000000000000100

01000000000000000000000000000010

10000000000000000000000000000001

32

10000000000000011000000000000001

01000000000000011000000000000010

00100000000000011000000000000100

00010000000000011000000000001000

00001000000000111100000000010000

00000100000000111100000000100000

00000010000000011000000001000000

00000001000000011000000010000000

00000000100000011000000100000000

00000000010000011000001000000000

00000000001000011000010000000000

00000000000100011000100000000000

00000000000010011001000000000000

00000000000001111110000000000000

00000000000000100100000000000000

10000000000000011000000000000001

11111111111111111111111111111111

00000000000000100100000000000000

00000000000001111110000000000000

00000000000010011001000000000000

00000000000100011000100000000000

00000000001000011000010000000000

00000000010000011000001000000000

00000000100000011000000100000000

00000001000000011000000010000000

00000010000000011000000001000000

00000100000000111100000000100000

00001000000000111100000000010000

00010000000000011000000000001000

00100000000000011000000000000100

01000000000000011000000000000010

10000000000000011000000000000001

32

10000000000000011000000000000001

01000000000000011000000000000010

00100000000000011000000000000100

00010000000000011000000000001000

00001000000000111100000000010000

00000100000000111100000000100000

00000010000000011000000001000000

00000001000000011000000010000000

00000000100000011000000100000000

00000000010000011000001000000000

00000000001000011000010000000000

00000000000100011000100000000000

00000000000010011001000000000000

00000000000001111110000000000000

00000000000000100100000000000000

11111111111111111111111111111111

11111111111111111111111111111111

00000000000000100100000000000000

00000000000001111110000000000000

00000000000010011001000000000000

00000000000100011000100000000000

00000000001000011000010000000000

00000000010000011000001000000000

00000000100000011000000100000000

00000001000000011000000010000000

00000010000000011000000001000000

00000100000000111100000000100000

00001000000000111100000000010000

00010000000000011000000000001000

00100000000000011000000000000100

01000000000000011000000000000010

10000000000000011000000000000001

10

1000000001

0100000010

0000000000

0000000000

1011111111

1111111101

0000000000

0000000000

0100000010

1000000001

20

00111111000011111100

00111111000011111100

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001111111111110000

00001111111111110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00111111000011111100

00111111000011111100

32

00000000000000000000000000000000

11111111111111111111111111111111

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000010000000000001000000000

00000000010000000000001000000000

00000000010000000000001000000000

00000000010000000000001000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000010000000000001000000000

00000000000000000000000000000000

00000000000000000000000000000000

11111111111111111111111111111111

11111111111111111111111111111111

00000000000000000000000000000000

00000000000000000000000000000000

00000000010000000000001000000000

00000000000000000000000000000000

00000000010000000000001000000000

00000000010000000000001000000000

00000000010000000000001000000000

00000000010000000000001000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

00000000000000000000000000000000

11111111111111111111111111111111

00000000000000000000000000000000

24

001100001100001100001100

111111111111111111111111

001100001100001100001100

111111111111111111111111

001100001100001100001100

001100001100001100001100

001100001100001100001100

001100001100001100001100

111111111111111111111111

001100001100001100001100

111111111111111111111111

001100001100001100001100

001100001100001100001100

111111111111111111111111

001100001100001100001100

111111111111111111111111

001100001100001100001100

001100001100001100001100

001100001100001100001100

001100001100001100001100

111111111111111111111111

001100001100001100001100

111111111111111111111111

001100001100001100001100

10

1000000001

0100000010

0000000000

0000110000

1011001101

1011001101

0000110000

0000000000

0100000010

1000000001

20

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001111111111110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

Output #9:

YES

NO

NO

YES

NO

YES

NO

YES

YES

NO

Input #10:

10

32

00000000000000000000000000000000

00000000000000000000000000000000

00111111100000000000000111111100

00111111100000000000000111111100

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001111111111111111111111110000

00001111111111111111111111110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000001110000

00111111100000000000000111111100

00111111100000000000000111111100

00000000000000000000000000000000

00000000000000000000000000000000

32

00000000000000000000000000000000

00000000000000000000000000000000

00001111111111111111111111110000

00001111111111111111111111110000

00001110000000000000000001110000

00001110000000000000000001110000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000011100000000

00001111111111111111111100000000

00001111111111111111111100000000

00001110000000000000011100000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000000000000

00001110000000000000000001110000

00001110000000000000000001110000

00001111111111111111111111110000

00001111111111111111111111110000

00000000000000000000000000000000

00000000000000000000000000000000

32

10000000000000011000000000000001

01000000000000011000000000000010

00100000000000011000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00000100000000111100000000100000

00000010000000011000000001000000

00000001000000011000000010000000

00000000100000011000000100000000

00000000010000011000001000000000

00000000001000011000010000000000

00000000000100011000100000000000

00000000000010011001000000000000

00000000000001000010000000000000

00000000000000100100000000000000

10000000000000011000000000000001

10000000000000011000000000000001

00000000000000100100000000000000

00000000000001000010000000000000

00000000000100011000100000000000

00000000001000011000010000000000

00000000010000011000001000000000

00000000100000011000000100000000

00000001000000011000000010000000

00000010000000011000000001000000

00000100000000111100000000100000

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000011000000000000100

01000000000000011000000000000010

10000000000000011000000000000001

10

1000000001

0100000010

1011111111

0000000000

0000000000

0000000000

0000000000

1011111111

0100000010

1000000001

20

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00111111000011111100

00111111000011111100

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

31

0000000000000000000000000000000

1111111111111111111111111111111

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0000000000000100010000000000000

0000000000000010100000000000000

1000000000000001000000000000001

0000000000000010100000000000000

0000000000000100010000000000000

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

0010000000000000000000000000100

1111111111111111111111111111111

0000000000000000000000000000000

24

001100001100001100001100

111111111111111111111111

001100001100001100001100

111111111111111111111111

001100001100001100001100

001100001100001100001100

001100001100001100001100

001100001100001100001100

111111111111111111111111

111111111111111111111111

111111111111111111111111

111111111111111111111111

111111111111111111111111

111111111111111111111111

111111111111111111111111

111111111111111111111111

001100001100001100001100

001100001100001100001100

001100001100001100001100

001100001100001100001100

111111111111111111111111

001100001100001100001100

111111111111111111111111

001100001100001100001100

10

1000000001

0100000010

0000000000

0000110000

1011001101

1011001101

0000110000

0000000000

0100000010

1000000001

20

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001111111111110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

00001100000000110000

32

10000000000000000000000000000001

01000000000000000000000000000010

00111111111111111111111111111100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00100000000000000000000000000100

00111111111111111111111111111100

01000000000000000000000000000010

10000000000000000000000000000001

Output #10:

YES

NO

NO

NO

YES

YES

YES

YES

NO

YES

/\* Best Submissions:

C:

1. *#include*<stdio.h>
2. *#include*<stdlib.h>
3. char p[32][32];
4. int n;
5. int main(void)
6. {
7. int i,j,t,m,s;
8. scanf("%d",&t);
9. while(t>=1)
10. {
11. scanf("%d",&n);
12. getchar();
13. for(i=0;i<n;i++)
14. {
15. for(j=0;j<n;j++)
16. scanf("%c",&p[i][j]);
17. getchar();
18. }
19. m=n/2-1;
20. s=0;
21. for(i=0;i<=m;i++)
22. {
23. for(j=0;j<n;j++)
24. if(p[i][j]==p[n-1-i][j]&&p[j][i]==p[j][n-1-i])
25. {
26. s++;
27. }
28. }
29. if(s==n\*(n/2))
30. printf("YES\n");
31. else
32. printf("NO\n");
33. t--;
34. }
35. }

C++:

1. *#include* <bits/stdc++.h>
2. using namespace std;
4. int main(){
5. int t,f,i,j,n;
6. cin>>t;
7. while(t--){
8. cin>>n;
9. char a[n][n];
10. for(i=0;i<n;i++)
11. cin>>a[i];
12. for(i=0;i<n;i++){
13. for(j=0;j<n;j++){
14. if(a[i][j] == a[n-i-1][j] && a[i][j]==a[i][n-j-1]){
15. f=1;
16. continue;
17. }
18. else{
19. f=0;break;
20. }
21. }
22. if(f==0)
23. break;
24. }
25. if(f)
26. cout<<"YES"<<endl;
27. else
28. cout<<"NO"<<endl;
29. }
30. return 0;
31. }

C++14:

1. *#include*<bits/stdc++.h>
2. using namespace std;
4. int main()
5. {
6. int t;
7. cin>>t;
8. while(t--)
9. {
10. int n;
11. cin>>n;
12. string s[n];
14. for( int i = 0; i < n; i++ )
15. cin>>s[i];
17. int l = (n >> 1) - 1;
18. int r = (n & 1) ? l + 2 : l + 1;
19. *// cout<<l<<r<<endl;*
20. string res = "YES";
21. for( int i = 0; i < n; i++ )
22. {
23. for( int j = l, k = r; j >= 0; j--, k++ )
24. {
25. if( s[i][j] != s[i][k] || s[j][i] != s[k][i] )
26. {
27. res = "NO";
28. break;
29. }
30. }
31. if( res == "NO" ) break;
32. }
33. cout<<res<<endl;
34. }
35. return 0;
36. }

C#:

1. using System;
2. using System.Numerics;
3. class MyClass {
4. static void Main(string[] args) {
5. */\**
6. *\* Read input from stdin and provide input before running*
7. *var line1 = System.Console.ReadLine().Trim();*
8. *var N = Int32.Parse(line1);*
9. *for (var i = 0; i < N; i++) {*
10. *System.Console.WriteLine("hello world");*
11. *}*
13. *\*/*
15. var line1 = System.Console.ReadLine().Trim();
16. var N = Int32.Parse(line1);
17. var t=0; *//no of test cases*
18. short size;
19. string[] nos;
21. while(t<N){
22. line1 = System.Console.ReadLine().Trim();
23. size = Int16.Parse(line1); *//image dims*
24. short[,] img = new short[size, size];
25. for(var i =0; i<size; i++){
27. *//input img*
28. line1 = System.Console.ReadLine().Trim();
30. for(var j=0; j<size; j++){
31. img[i,j] = Int16.Parse(line1[j].ToString());
32. }
33. }
35. *//check for symmetry*
36. bool flag = true;
37. *//along y axis*
38. for(var i=0; i<size; i++){
39. for(var j=0; j<size/2; j++){
40. if(img[i,j]!=img[i,(size-1-j)]){
41. flag= false;
42. break;
43. }
44. }
45. }
46. if(flag)
47. *//check along x axis*
48. for(var i=0; i<size; i++){
49. for(var j=0; j<size/2; j++){
50. if(img[j,i]!=img[(size-1-j),i]){
51. flag= false;
52. break;
53. }
54. }
55. }
57. if(flag){
58. System.Console.WriteLine("YES");
59. }
60. else
61. System.Console.WriteLine("NO");
62. t++;
63. }
65. }
66. }

Java:

1. */\* IMPORTANT: Multiple classes and nested static classes are supported \*/*

4. *// uncomment this if you want to read input.*
5. import java.io.BufferedReader;
6. import java.io.InputStreamReader;

9. class TestClass {
10. public static void main(String args[] ) throws Exception {
12. BufferedReader br = new BufferedReader(new InputStreamReader(System.in));
13. String line = br.readLine();
14. int t = Integer.parseInt(line);
15. for(int i=0;i<t;i++){
16. line = br.readLine();
17. int n = Integer.parseInt(line);
18. System.out.println((check(n,br)?"YES":"NO"));
19. }
20. }
22. static boolean check(int n,BufferedReader br) throws Exception{
23. String s[] = new String[n];
24. boolean flag=true;
25. for(int i=0;i<n;i++){
26. s[i] = br.readLine();
27. }
28. for(int i=0;i<n;i++){
29. if(!checkColumn(n,s[i])){
30. flag = false;
31. break;
32. }
33. }
34. if(flag && checkRows(s)){
35. return true;
36. }
37. return false;
38. }
40. static boolean checkColumn(int n, String s){
41. int l=0;
42. int r=0;
44. if(n%2 == 0){
45. l=(n/2)-1;
46. r=(n/2);
47. }else{
48. l=(n/2);
49. r=(n/2);
50. }
51. for(int i=l;i>=0 && r<n;i--){
52. if((s.charAt(l) != s.charAt(r))){
53. return false;
54. }
55. l--;
56. r++;
57. }
58. return true;
59. }
61. static boolean checkRows(String s[]){
62. int length= s.length;
63. int l=0;
64. int r=0;
66. if(length%2 == 0){
67. l=(length/2)-1;
68. r=(length/2);
69. }else{
70. l=(length/2);
71. r=(length/2);
72. }
73. for(int i=l;i>=0 && r<length;i--){
74. if(!s[l].equals(s[r])){
75. return false;
76. }
77. l--;
78. r++;
79. }
80. return true;
81. }
83. }

Java 8:

1. */\* IMPORTANT: Multiple classes and nested static classes are supported \*/*
3. */\**
4. *\* uncomment this if you want to read input.*
5. *//imports for BufferedReader*
6. *import java.io.BufferedReader;*
7. *import java.io.InputStreamReader;*
8. *\*/*
9. *//import for Scanner and other utility classes*
10. import java.util.\*;
11. import java.io.IOException;
12. import java.io.InputStream;
14. class TestClass3 {
15. public static void main(String args[] ) throws Exception {
16. */\**
17. *\* Read input from stdin and provide input before running*
18. *\* Use either of these methods for input*
20. *//BufferedReader*
21. *BufferedReader br = new BufferedReader(new InputStreamReader(System.in));*
22. *String line = br.readLine();*
23. *int N = Integer.parseInt(line);*
24. *\*/*
26. *//Scanner*
27. Scan s = new Scan();
28. int T = s.scanInt();
30. for (int t = 0; t < T; t++) {
31. int N = s.scanInt();
32. boolean[][] m = new boolean[N][N];
33. for (int i = 0; i < N; i++) {
34. for (int j = 0; j < N; j++) {
35. m[i][j] = s.scanBoolean();
36. }
37. }
39. boolean match = true;
40. for (int i = 0; i <= N/2; i++) {
41. for (int j = 0; j <= N/2; j++) {
42. if (m[i][j] != m[i][N-j-1] || m[i][j] != m[N-i-1][j] || m[i][j] != m[N-i-1][N-j-1]) {
43. match = false;
44. break;
45. }
46. }
47. }
49. if (match) {
50. System.out.println("YES");
51. }
52. else {
53. System.out.println("NO");
54. }
55. }
56. }
57. }
59. class Scan {
60. private byte[] buf=new byte[1024];
61. private int index;
62. private InputStream in;
63. private int total;
64. public Scan() {
65. in=System.in;
66. }
68. public int scan()throws IOException {
69. if(total<0) {
70. throw new InputMismatchException();
71. }
72. if(index>=total) {
73. index=0;
74. total=in.read(buf);
75. if(total<=0) {
76. return -1;
77. }
78. }
79. return buf[index++];
80. }
82. public int scanInt()throws IOException {
83. int integer=0;
84. int n=scan();
85. while(isWhiteSpace(n)) {
86. n=scan();
87. }
88. int neg=1;
89. if(n=='-') {
90. neg=-1;
91. n=scan();
92. }
93. while(!isWhiteSpace(n)) {
94. if(n>='0'&&n<='9') {
95. integer\*=10;
96. integer+=n-'0';
97. n=scan();
98. }
99. else throw new InputMismatchException();
100. }
101. return neg\*integer;
102. }
104. public long scanLong()throws IOException {
105. long integer=0;
106. int n=scan();
107. while(isWhiteSpace(n)) {
108. n=scan();
109. }
110. int neg=1;
111. if(n=='-') {
112. neg=-1;
113. n=scan();
114. }
115. while(!isWhiteSpace(n)) {
116. if(n>='0'&&n<='9') {
117. integer\*=10;
118. integer+=n-'0';
119. n=scan();
120. }
121. else throw new InputMismatchException();
122. }
123. return neg\*integer;
124. }
126. public double scanDouble()throws IOException {
127. double doub=0;
128. int n=scan();
129. while(isWhiteSpace(n))
130. n=scan();
131. int neg=1;
132. if(n=='-') {
133. neg=-1;
134. n=scan();
135. }
136. while(!isWhiteSpace(n)&&n!='.') {
137. if(n>='0'&&n<='9') {
138. doub\*=10;
139. doub+=n-'0';
140. n=scan();
141. }
142. else throw new InputMismatchException();
143. }
144. if(n=='.') {
145. n=scan();
146. double temp=1;
147. while(!isWhiteSpace(n)) {
148. if(n>='0'&&n<='9') {
149. temp/=10;
150. doub+=(n-'0')\*temp;
151. n=scan();
152. }
153. else throw new InputMismatchException();
154. }
155. }
156. return doub\*neg;
157. }
159. public String scanString()throws IOException {
160. StringBuilder sb=new StringBuilder();
161. int n=scan();
162. while(isWhiteSpace(n)) {
163. n=scan();
164. }
165. while(!isWhiteSpace(n)) {
166. sb.append((char)n);
167. n=scan();
168. }
169. return sb.toString();
170. }
172. public byte[] scanBytes(int N)throws IOException {
173. byte[] bytes = new byte[N];
174. int diff = total-index;
175. int i=index;
176. for (;i<total && i-index < N; i++) {
177. bytes[i-index] = buf[i];
178. }
179. index = i;
180. if (diff >= N) {
181. return bytes;
182. }
183. in.read(bytes, diff, N-diff);
184. return bytes;
185. }
187. public boolean scanBoolean() throws IOException {
188. int integer=0;
189. int n=scan();
190. while(isWhiteSpace(n)) {
191. n=scan();
192. }
193. return n == '1';
194. }
196. private boolean isWhiteSpace(int n) {
197. if(n==' '||n=='\n'||n=='\r'||n=='\t'||n==-1) {
198. return true;
199. }
200. return false;
201. }
202. }

JavaScript(Rhino):

1. *// Below is a sample code to process input from STDIN.*
2. *// Equivalent in effect to the Java declaration import java.io.\*;*
3. importPackage(java.io);
4. importPackage(java.lang);
5. importPackage(java.math);
6. importPackage(java.util);
8. var sc = new Scanner(System['in']);
10. var numCases = sc.nextLine();
11. for (var i = 0; i < numCases; i++) {
12. *// start a case*
13. var done = false;
14. var dimension = sc.nextLine();
15. var matrix = new Array(dimension);
16. *// check the row*
17. for (var r = 0; r < dimension; r++) {
18. var line = sc.nextLine() + "";
19. matrix[r] = new Array(dimension);
20. for (var c = 0; c < dimension; c++) {
21. matrix[r][c] = line[c];
22. }
23. }
24. for (var row = 0; row <= Math.floor(dimension/2) && !done; row++) {
25. for (var col = 0; col <= Math.floor(dimension/2) && !done; col++) {
26. if (matrix[row][col] != matrix[row][dimension - col - 1] ||
27. matrix[row][col] != matrix[dimension - row - 1][col]) {
28. print ("NO");
29. done = true;
30. }
31. }
32. }
33. if (!done) {
34. print ("YES");
35. }
36. *// now check the columns*
37. }
38. *// End of input processing code.*

JavaScript(Node.js):

1. function read(input, callback) {
3. var entry = input.split('\n');
4. var cases = entry.shift();
5. var matrix, size, index;
7. while(cases-- > 0) {
9. size = entry.shift();
10. matrix = entry.splice(0, size);
12. for(index = 0; index < size; index++) {
13. matrix[index] = matrix[index].split('');
14. }
16. callback(matrix, size);
18. }
20. }
22. function isSymmetric(matrix, size) {
24. var count = Math.floor(size / 2);
25. var x1, x2, y1, y2, i;
27. while(count-- > 0) {
29. x1 = y1 = count;
30. x2 = y2 = size - count - 1;
32. for(i = 0; i < size; i++) {
33. if(matrix[y1][i] !== matrix[y2][i] || matrix[i][x1] !== matrix[i][x2]) {
34. return false;
35. }
36. }
38. }
40. return true;
42. }
44. function resolver(value) {
45. return (value? 'YES': 'NO') + '\n';
46. }
48. function main(input) {
49. read(input, function(matrix, size) {
50. process.stdout.write(resolver(isSymmetric(matrix, size)));
51. });
52. }
54. process.stdin.resume();
55. process.stdin.setEncoding("utf-8");
56. var stdin\_input = "";
58. process.stdin.on("data", function (input) {
59. stdin\_input += input;
60. });
62. process.stdin.on("end", function () {
63. main(stdin\_input);
64. });

Pascal:

1. uses crt;
2. var
3. x,t,n,i,j:longint;
4. a:array[1..32] of string;
5. syn:boolean;
7. procedure optimize;
8. begin
9. readln(n);
10. for i:=1 to n do
11. readln(a[i]);
13. syn:=true;
14. for i:=1 to (n div 2)+1 do
15. for j:=1 to (n div 2)+1 do
16. if (a[i][j]<>a[n-i+1][j]) or (a[i][j]<>a[i][n-j+1]) or (a[i][j]<>a[n-i+1][n-j+1])
17. then syn:=false;
18. if syn=true then writeln('YES') else writeln('NO');
19. end;
21. procedure input;
22. begin
23. readln(t);
24. for x:=1 to t do
25. begin
26. optimize;
27. end;
28. end;
30. begin
31. input;
32. end.

Perl:

1. use strict;
2. my $testcase = <>;
3. for (my $i=1; $i<=$testcase; $i++) {
4. my $matrix = <>;
5. my $input;
6. my $flag=0;
7. my $temp=0;
8. my @input;
9. for (my $j=1; $j<=$matrix; $j++) {
10. $input = <>;
11. chomp $input;
12. push (@input,$input);
13. }
14. my $len=@input;
15. for (my $k=0; $k<$len; $k++) {
16. if ($input[$k] == $input[-($k+1)]) {
17. $temp++
18. }
19. }
20. foreach (@input) {
21. if ($\_ == reverse($\_)) {
22. $flag++;
23. }
24. }
25. if (($temp==$len) && ($flag==$len)) {
26. print "YES\n";
27. } else {print "NO\n";}
28. }

PHP:

1. <?php
3. *// Sample code to perform I/O:*
5. fscanf(STDIN, "%s\n", $total\_chance); *// Reading input from STDIN*
6. *// Writing output to STDOUT*
8. *// Warning: Printing unwanted or ill-formatted data to output will cause the test cases to fail*
10. for($k=0;$k<$total\_chance;$k++)
11. {
13. $metrix = array();
14. fscanf(STDIN, "%s\n", $no\_row);
16. $n= $no\_row-1;
18. for($s=0;$s<$no\_row;$s++){
20. fscanf(STDIN, "%s\n", $row);
22. for($l=0;$l<$no\_row;$l++){
24. $metrix[$s][$l]=$row[$l];
25. }
27. }

30. *//start*
31. $symetric = 'YES';
32. for($i=0; $i<=$n;$i++){

35. for($j=0;$j<=$n;$j++){
37. if($metrix[$i][$j]!=$metrix[$i][$n-$j]){
38. $symetric = 'NO';break 2;
39. }
41. if($metrix[$i][$j]!=$metrix[$n-$i][$j]){
42. $symetric = 'NO';break 2;
43. }
45. }

48. }
50. echo $symetric.PHP\_EOL;
52. *//end*
54. }

57. *// Write your code here*
59. ?>

Python:

1. '''
2. # Read input from stdin and provide input before running code
4. name = raw\_input()
5. print 'Hi, %s.' % name
6. '''
8. for \_ in range(input()):
9. def sym():
10. n = input()
11. g = [raw\_input() for \_ in range(n)]
12. for i in range(n):
13. for j in range(n):
14. if g[i][j] != g[-1-i][j] or g[i][j] != g[i][-1-j]:
15. return False
16. return True
17. print 'YES' if sym() else 'NO'

Python 3:

1. for testcase in range(int(input())):
2. n = int(input())
3. matrix = [input().strip() for \_ in range(n)]
4. *# check top bottom*
5. if n % 2 == 0:
6. top, bottom = matrix[:n*//2], matrix[n//2:]*
7. else:
8. top, bottom = matrix[:n*//2], matrix[(n//2)+1:]*
9. bottom.reverse()
10. topok = top == bottom
11. if not topok:
12. leftok=False
13. else:
14. *# Check left right*
15. leftok = True
16. for row in matrix:
17. if n%2 == 0:
18. left, right = row[:n*//2], row[n//2:]*
19. else:
20. left, right = row[:n*//2], row[(n//2)+1:]*
21. left, right = list(left), list(right)
22. right.reverse()
23. if left != right:
24. leftok = False
25. break
26. if topok and leftok:
27. print('YES')
28. else:
29. print('NO')

Ruby:

1. t = gets.to\_i
2. t.times do
3. n = gets.to\_i
4. matrix = []
5. output = "YES"
6. n.times do
7. line = gets.chomp
8. *#puts "#{line == line.reverse}, line = #{line}"*
9. output = 'NO' if !(line == line.reverse)
10. matrix << line.split(' ').map(&:to\_i)
11. end
12. if output == "NO"
13. puts output
14. next
15. else
16. *#puts "matrix"*
17. *#puts matrix*
18. (0..n-1).each do |i|
19. if !(matrix[i]==matrix[n-1-i])
20. output = "NO"
21. break
22. end
23. end
24. puts output
25. end
26. end