**Java**

**Topics**

1. Programming basics
2. Why Java?
3. Setting up the Java environment.
4. Introduction to Java Platform.
5. Object oriented programming concepts
6. Creating a Java project using Eclipse IDE

=====================================================================================

**Software basics**

Assembler language

Programming lanugauges like C

Operating system

Compiler

Programming languages

<http://en.wikipedia.org/wiki/List_of_programming_languages>

Why Java? (Requirements of a programming language.

The Java programming language is a high-level language that can be characterized by all of the following buzzwords:

|  |  |
| --- | --- |
| * Simple * Object oriented * Distributed * Multithreaded * Dynamic | * Architecture neutral * Portable * High performance * Robust * Secure |

Start with a hello world programme using simple notepad

1. Download the java sdk from website.
2. Execute the programme

Start with a hello world programme using eclipse IDE

<http://docs.oracle.com/javase/tutorial/getStarted/cupojava/netbeans.html>

In the Java programming language, all source code is first written in plain text files ending with the .java extension. Those source files are then compiled into .class files by the javaccompiler. A .class file does not contain code that is native to your processor; it instead contains bytecodes — the machine language of the Java Virtual Machine[1](http://docs.oracle.com/javase/tutorial/getStarted/intro/definition.html#FOOT) (Java VM). The javalauncher tool then runs your application with an instance of the Java Virtual Machine.
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## The Java Platform

A platform is the hardware or software environment in which a program runs. We've already mentioned some of the most popular platforms like Microsoft Windows, Linux, Solaris OS, and Mac OS. Most platforms can be described as a combination of the operating system and underlying hardware. The Java platform differs from most other platforms in that it's a software-only platform that runs on top of other hardware-based platforms.

The Java platform has two components:

* The Java Virtual Machine
* The Java Application Programming Interface (API)

You've already been introduced to the Java Virtual Machine; it's the base for the Java platform and is ported onto various hardware-based platforms.

The API is a large collection of ready-made software components that provide many useful capabilities. It is grouped into libraries of related classes and interfaces; these libraries are known aspackages. The next section, [What Can Java Technology Do?](http://docs.oracle.com/javase/tutorial/getStarted/intro/cando.html) highlights some of the functionality provided by the API.
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The API and Java Virtual Machine insulate the program from the underlying hardware.

As a platform-independent environment, the Java platform can be a bit slower than native code. However, advances in compiler and virtual machine technologies are bringing performance close to that of native code without threatening portability.

# What Can Java Technology Provide?

The general-purpose, high-level Java programming language is a powerful software platform. Every full implementation of the Java platform gives you the following features:

* **Development Tools**: The development tools provide everything you'll need for compiling, running, monitoring, debugging, and documenting your applications. As a new developer, the main tools you'll be using are the javac compiler, the java launcher, and the javadoc documentation tool.
* **Application Programming Interface (API)**: The API provides the core functionality of the Java programming language. It offers a wide array of useful classes ready for use in your own applications. It spans everything from basic objects, to networking and security, to XML generation and database access, and more. The core API is very large; to get an overview of what it contains, consult the [Java Platform Standard Edition 8 Documentation](http://docs.oracle.com/javase/8/docs/index.html).
* **Deployment Technologies**: The JDK software provides standard mechanisms such as the Java Web Start software and Java Plug-In software for deploying your applications to end users.
* **User Interface Toolkits**: The JavaFX, Swing, and Java 2D toolkits make it possible to create sophisticated Graphical User Interfaces (GUIs).
* **Integration Libraries**: Integration libraries such as the Java IDL API, JDBC API, Java Naming and Directory Interface (JNDI) API, Java RMI, and Java Remote Method Invocation over Internet Inter-ORB Protocol Technology (Java RMI-IIOP Technology) enable database access and manipulation of remote objects.

# Object-Oriented Programming Concepts

Object

Real-world objects share two characteristics: They all have *state* and *behavior*. Dogs have state (name, color, breed, hungry) and behavior (barking, fetching, wagging tail). Bicycles also have state (current gear, current pedal cadence, current speed) and behavior (changing gear, changing pedal cadence, applying brakes). Identifying the state and behavior for real-world objects is a great way to begin thinking in terms of object-oriented programming.

Ex: Automobiles

Take a minute right now to observe the real-world objects that are in your immediate area. For each object that you see, ask yourself two questions: "What possible states can this object be in?" and "What possible behavior can this object perform?". Make sure to write down your observations. As you do, you'll notice that real-world objects vary in complexity; your desktop lamp may have only two possible states (on and off) and two possible behaviors (turn on, turn off), but your desktop radio might have additional states (on, off, current volume, current station) and behavior (turn on, turn off, increase volume, decrease volume, seek, scan, and tune). You may also notice that some objects, in turn, will also contain other objects. These real-world observations all translate into the world of object-oriented programming.
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A software object.

Software objects are conceptually similar to real-world objects: they too consist of state and related behavior. An object stores its state in *fields* (variables in some programming languages) and exposes its behavior through *methods* (functions in some programming languages). Methods operate on an object's internal state and serve as the primary mechanism for object-to-object communication. Hiding internal state and requiring all interaction to be performed through an object's methods is known as *data encapsulation* — a fundamental principle of object-oriented programming.

Consider a bicycle, for example:
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A bicycle modeled as a software object.

By attributing state (current speed, current pedal cadence, and current gear) and providing methods for changing that state, the object remains in control of how the outside world is allowed to use it. For example, if the bicycle only has 6 gears, a method to change gears could reject any value that is less than 1 or greater than 6.

Bundling code into individual software objects provides a number of benefits, including:

1. Modularity: The source code for an object can be written and maintained independently of the source code for other objects. Once created, an object can be easily passed around inside the system.
2. Information-hiding: By interacting only with an object's methods, the details of its internal implementation remain hidden from the outside world.
3. Code re-use: If an object already exists (perhaps written by another software developer), you can use that object in your program. This allows specialists to implement/test/debug complex, task-specific objects, which you can then trust to run in your own code.
4. Pluggability and debugging ease: If a particular object turns out to be problematic, you can simply remove it from your application and plug in a different object as its replacement. This is analogous to fixing mechanical problems in the real world. If a bolt breaks, you replace *it*, not the entire machine.

Class

n the real world, you'll often find many individual objects all of the same kind. There may be thousands of other bicycles in existence, all of the same make and model. Each bicycle was built from the same set of blueprints and therefore contains the same components. In object-oriented terms, we say that your bicycle is an *instance* of the *class of objects* known as bicycles. A *class* is the blueprint from which individual objects are created.

The following [Bicycle](http://docs.oracle.com/javase/tutorial/java/concepts/examples/Bicycle.java) class is one possible implementation of a bicycle:

# What Is Inheritance?

**Inheritance** can be defined as the process whereby an object of a class acquires characteristics from the object of the other class. All the objects of a similar kind are grouped together to form a class. However, sometimes a situation arises when different objects cannot be combined together under a single group as they share only some common characteristics. In this situation, the classes are defined in such a way that the common features are combined to form a generalized class and the specific features are combined to form a specialized class. The specialized class is defined in such a way that in addition to the individual characteristics and functions, it also inherits all the properties and the functions of its generalized class.

Different kinds of objects often have a certain amount in common with each other. Mountain bikes, road bikes, and tandem bikes, for example, all share the characteristics of bicycles (current speed, current pedal cadence, current gear). Yet each also defines additional features that make them different: tandem bicycles have two seats and two sets of handlebars; road bikes have drop handlebars; some mountain bikes have an additional chain ring, giving them a lower gear ratio.

Object-oriented programming allows classes to *inherit* commonly used state and behavior from other classes. In this example, Bicycle now becomes the *superclass* of MountainBike,RoadBike, and TandemBike. In the Java programming language, each class is allowed to have one direct superclass, and each superclass has the potential for an unlimited number of*subclasses*:
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Encapsulation

**Encapsulation** is the packing of data and functions into a single component. The features of encapsulation are supported using classes in most object-oriented programming languages, although other alternatives also exist. It allows selective hiding of properties and methods in an object by building an impenetrable wall to protect the code from accidental corruption.

Encapsulation can be used to hide data member and member function. Under this definition, encapsulation means that the internal representation of an [object](https://en.wikipedia.org/wiki/Object_(computer_science)) is generally hidden from view outside of the object's definition. Typically, only the object's own methods can directly inspect or manipulate its field.

Hiding the internals of the object protects its integrity by preventing users from setting the internal data of the component into an invalid or inconsistent state. A supposed benefit of encapsulation is that it can reduce system complexity, and thus increase [robustness](https://en.wikipedia.org/wiki/Robustness_(computer_science)).

# Polymorphism

The dictionary definition of polymorphism refers to a principle in biology in which an organism or species can have many different forms or stages. This principle can also be applied to object-oriented programming and languages like the Java language. Subclasses of a class can define their own unique behaviors and yet share some of the same functionality of the parent class.

**Abstraction**

**abstraction** is a technique for managing complexity of computer systems. It works by establishing a level of complexity on which a person interacts with the system, suppressing the more complex details below the current level. The programmer works with an idealized interface (usually well defined) and can add additional levels of functionality that would otherwise be too complex to handle. For example, a programmer writing code that involves numerical operations may not be interested in the way numbers are represented in the underlying hardware (e.g. whether they're *16 bit* or *32 bit*[*integers*](https://en.wikipedia.org/wiki/Integer_(computer_science))), and where those details have been suppressed it can be said that they were *abstracted away*, leaving simply *numbers* with which the programmer can work. In addition, a task of sending an email message across continents would be extremely complex if you start with a piece of optic cable and basic hardware components. By using layers of complexity that have been created to abstract away the physical cables, network layout and presenting the programmer with a virtual data channel, this task is manageable.

# What Is an Interface?

As you've already learned, objects define their interaction with the outside world through the methods that they expose. Methods form the object's *interface* with the outside world; the buttons on the front of your television set, for example, are the interface between you and the electrical wiring on the other side of its plastic casing. You press the "power" button to turn the television on and off.

In its most common form, an interface is a group of related methods with empty bodies. A bicycle's behavior, if specified as an interface, might appear as follows:

interface Bicycle {

// wheel revolutions per minute

void changeCadence(int newValue);

void changeGear(int newValue);

void speedUp(int increment);

void applyBrakes(int decrement);

}

To implement this interface, the name of your class would change (to a particular brand of bicycle, for example, such as ACMEBicycle), and you'd use the implements keyword in the class declaration:

class ACMEBicycle **implements** Bicycle {

int cadence = 0;

int speed = 0;

int gear = 1;

// The compiler will now require that methods

// changeCadence, changeGear, speedUp, and applyBrakes

// all be implemented. Compilation will fail if those

// methods are missing from this class.

void changeCadence(int newValue) {

cadence = newValue;

}

void changeGear(int newValue) {

gear = newValue;

}

void speedUp(int increment) {

speed = speed + increment;

}

void applyBrakes(int decrement) {

speed = speed - decrement;

}

void printStates() {

System.out.println("cadence:" +

cadence + " speed:" +

speed + " gear:" + gear);

}

}

# What Is a Package?

A package is a namespace that organizes a set of related classes and interfaces. Conceptually you can think of packages as being similar to different folders on your computer. You might keep HTML pages in one folder, images in another, and scripts or applications in yet another. Because software written in the Java programming language can be composed of hundreds or *thousands*of individual classes, it makes sense to keep things organized by placing related classes and interfaces into packages.

[Language Basics](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/index.html)

# Variables

As you learned in the previous lesson, an object stores its state in *fields*.

int **cadence** = 0;

int **speed** = 0;

int **gear** = 1;

The Java programming language defines the following kinds of variables:

* **Instance Variables (Non-Static Fields)** Technically speaking, objects store their individual states in "non-static fields", that is, fields declared without the static keyword. Non-static fields are also known as *instance variables* because their values are unique to each *instance* of a class (to each object, in other words); the currentSpeed of one bicycle is independent from the currentSpeed of another.
* **Class Variables (Static Fields)** A *class variable* is any field declared with the static modifier; this tells the compiler that there is exactly one copy of this variable in existence, regardless of how many times the class has been instantiated. A field defining the number of gears for a particular kind of bicycle could be marked as static since conceptually the same number of gears will apply to all instances. The code static int numGears = 6; would create such a static field. Additionally, the keyword final could be added to indicate that the number of gears will never change.
* **Local Variables** Similar to how an object stores its state in fields, a method will often store its temporary state in *local variables*. The syntax for declaring a local variable is similar to declaring a field (for example, int count = 0;). There is no special keyword designating a variable as local; that determination comes entirely from the location in which the variable is declared — which is between the opening and closing braces of a method. As such, local variables are only visible to the methods in which they are declared; they are not accessible from the rest of the class.
* **Parameters** You've already seen examples of parameters, both in the Bicycle class and in the main method of the "Hello World!" application. Recall that the signature for the mainmethod is public static void main(String[] args). Here, the args variable is the parameter to this method. The important thing to remember is that parameters are always classified as "variables" not "fields". This applies to other parameter-accepting constructs as well (such as constructors and exception handlers) that you'll learn about later in the tutorial.

## Naming

* Variable names are case-sensitive. A variable's name can be any legal identifier — an unlimited-length sequence of Unicode letters and digits, beginning with a letter, the dollar sign "$", or the underscore character "\_". The convention, however, is to always begin your variable names with a letter, not "$" or "\_". Additionally, the dollar sign character, by convention, is never used at all. You may find some situations where auto-generated names will contain the dollar sign, but your variable names should always avoid using it. A similar convention exists for the underscore character; while it's technically legal to begin your variable's name with "\_", this practice is discouraged. White space is not permitted.
* Subsequent characters may be letters, digits, dollar signs, or underscore characters. Conventions (and common sense) apply to this rule as well. When choosing a name for your variables, use full words instead of cryptic abbreviations. Doing so will make your code easier to read and understand. In many cases it will also make your code self-documenting; fields namedcadence, speed, and gear, for example, are much more intuitive than abbreviated versions, such as s, c, and g. Also keep in mind that the name you choose must not be a [keyword or reserved word](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/_keywords.html).
* If the name you choose consists of only one word, spell that word in all lowercase letters. If it consists of more than one word, capitalize the first letter of each subsequent word. The names gearRatio and currentGear are prime examples of this convention. If your variable stores a constant value, such as static final int NUM\_GEARS = 6, the convention changes slightly, capitalizing every letter and separating subsequent words with the underscore character. By convention, the underscore character is never used elsewhere.

# Primitive Data Types

The Java programming language is statically-typed, which means that all variables must first be declared before they can be used. This involves stating the variable's type and name, as you've already seen:

int gear = 1;

Doing so tells your program that a field named "gear" exists, holds numerical data, and has an initial value of "1". A variable's data type determines the values it may contain, plus the operations that may be performed on it. In addition to int, the Java programming language supports seven other *primitive data types*. A primitive type is predefined by the language and is named by a reserved keyword. Primitive values do not share state with other primitive values. The eight primitive data types supported by the Java programming language are:

* **byte**: The byte data type is an 8-bit signed two's complement integer. It has a minimum value of -128 and a maximum value of 127 (inclusive). The byte data type can be useful for saving memory in large [arrays](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/arrays.html), where the memory savings actually matters. They can also be used in place of int where their limits help to clarify your code; the fact that a variable's range is limited can serve as a form of documentation.
* **short**: The short data type is a 16-bit signed two's complement integer. It has a minimum value of -32,768 and a maximum value of 32,767 (inclusive). As with byte, the same guidelines apply: you can use a short to save memory in large arrays, in situations where the memory savings actually matters.
* **int**: By default, the int data type is a 32-bit signed two's complement integer, which has a minimum value of -231 and a maximum value of 231-1. In Java SE 8 and later, you can use the int data type to represent an unsigned 32-bit integer, which has a minimum value of 0 and a maximum value of 232-1. Use the Integer class to use int data type as an unsigned integer. See the section The Number Classes for more information. Static methods like compareUnsigned, divideUnsigned etc have been added to the [Integer](http://docs.oracle.com/javase/8/docs/api/java/lang/Integer.html) class to support the arithmetic operations for unsigned integers.
* **long**: The long data type is a 64-bit two's complement integer. The signed long has a minimum value of -263 and a maximum value of 263-1. In Java SE 8 and later, you can use thelong data type to represent an unsigned 64-bit long, which has a minimum value of 0 and a maximum value of 264-1. Use this data type when you need a range of values wider than those provided by int. The [Long](http://docs.oracle.com/javase/8/docs/api/java/lang/Long.html) class also contains methods like compareUnsigned, divideUnsigned etc to support arithmetic operations for unsigned long.
* **float**: The float data type is a single-precision 32-bit IEEE 754 floating point. Its range of values is beyond the scope of this discussion, but is specified in the [Floating-Point Types, Formats, and Values](http://docs.oracle.com/javase/specs/jls/se7/html/jls-4.html#jls-4.2.3) section of the Java Language Specification. As with the recommendations for byte and short, use a float (instead of double) if you need to save memory in large arrays of floating point numbers. This data type should never be used for precise values, such as currency. For that, you will need to use the [java.math.BigDecimal](http://docs.oracle.com/javase/8/docs/api/java/math/BigDecimal.html) class instead.[Numbers and Strings](http://docs.oracle.com/javase/tutorial/java/data/index.html) covers BigDecimal and other useful classes provided by the Java platform.
* **double**: The double data type is a double-precision 64-bit IEEE 754 floating point. Its range of values is beyond the scope of this discussion, but is specified in the [Floating-Point Types, Formats, and Values](http://docs.oracle.com/javase/specs/jls/se7/html/jls-4.html#jls-4.2.3) section of the Java Language Specification. For decimal values, this data type is generally the default choice. As mentioned above, this data type should never be used for precise values, such as currency.
* **boolean**: The boolean data type has only two possible values: true and false. Use this data type for simple flags that track true/false conditions. This data type represents one bit of information, but its "size" isn't something that's precisely defined.
* **char**: The char data type is a single 16-bit Unicode character. It has a minimum value of '\u0000' (or 0) and a maximum value of '\uffff' (or 65,535 inclusive).

In addition to the eight primitive data types listed above, the Java programming language also provides special support for character strings via the [java.lang.String](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html) class. Enclosing your character string within double quotes will automatically create a new String object; for example, String s = "this is a string";. String objects are *immutable*, which means that once created, their values cannot be changed. The String class is not technically a primitive data type, but considering the special support given to it by the language, you'll probably tend to think of it as such. You'll learn more about the String class in [Simple Data Objects](http://docs.oracle.com/javase/tutorial/java/data/index.html)

## Default Values

It's not always necessary to assign a value when a field is declared. Fields that are declared but not initialized will be set to a reasonable default by the compiler. Generally speaking, this default will be zero or null, depending on the data type. Relying on such default values, however, is generally considered bad programming style.

The following chart summarizes the default values for the above data types.

|  |  |
| --- | --- |
| **Data Type** | **Default Value (for fields)** |
| byte | 0 |
| short | 0 |
| int | 0 |
| long | 0L |
| float | 0.0f |
| double | 0.0d |
| char | '\u0000' |
| String (or any object) | null |
| boolean | false |

Local variables are slightly different; the compiler never assigns a default value to an uninitialized local variable. If you cannot initialize your local variable where it is declared, make sure to assign it a value before you attempt to use it. Accessing an uninitialized local variable will result in a compile-time error.

### Literals

You may have noticed that the new keyword isn't used when initializing a variable of a primitive type. Primitive types are special data types built into the language; they are not objects created from a class. A literal is the source code representation of a fixed value; literals are represented directly in your code without requiring computation. As shown below, it's possible to assign a literal to a variable of a primitive type:

boolean result = true;

char capitalC = 'C';

byte b = 100;

short s = 10000;

int i = 100000;

#### Integer Literals

An integer literal is of type long if it ends with the letter L or l; otherwise it is of type int. It is recommended that you use the upper case letter L because the lower case letter l is hard to distinguish from the digit 1.

Values of the integral types byte, short, int, and long can be created from int literals. Values of type long that exceed the range of int can be created from long literals. Integer literals can be expressed by these number systems:

* Decimal: Base 10, whose digits consists of the numbers 0 through 9; this is the number system you use every day
* Hexadecimal: Base 16, whose digits consist of the numbers 0 through 9 and the letters A through F
* Binary: Base 2, whose digits consists of the numbers 0 and 1 (you can create binary literals in Java SE 7 and later)

For general-purpose programming, the decimal system is likely to be the only number system you'll ever use. However, if you need to use another number system, the following example shows the correct syntax. The prefix 0x indicates hexadecimal and 0b indicates binary:

// The number 26, in decimal

int decVal = 26;

// The number 26, in hexadecimal

int hexVal = 0x1a;

// The number 26, in binary

int binVal = 0b11010;

#### Floating-Point Literals

A floating-point literal is of type float if it ends with the letter F or f; otherwise its type is double and it can optionally end with the letter D or d.

The floating point types (float and double) can also be expressed using E or e (for scientific notation), F or f (32-bit float literal) and D or d (64-bit double literal; this is the default and by convention is omitted).

double d1 = 123.4;

// same value as d1, but in scientific notation

double d2 = 1.234e2;

float f1 = 123.4f;

#### Character and String Literals

Literals of types char and String may contain any Unicode (UTF-16) characters. If your editor and file system allow it, you can use such characters directly in your code. If not, you can use a "Unicode escape" such as '\u0108' (capital C with circumflex), or "S\u00ED Se\u00F1or" (Sí Señor in Spanish). Always use 'single quotes' for char literals and "double quotes" forString literals. Unicode escape sequences may be used elsewhere in a program (such as in field names, for example), not just in char or String literals.

The Java programming language also supports a few special escape sequences for char and String literals: \b (backspace), \t (tab), \n (line feed), \f (form feed), \r (carriage return), \"(double quote), \' (single quote), and \\ (backslash).

There's also a special null literal that can be used as a value for any reference type. null may be assigned to any variable, except variables of primitive types. There's little you can do with anull value beyond testing for its presence. Therefore, null is often used in programs as a marker to indicate that some object is unavailable.

Finally, there's also a special kind of literal called a class literal, formed by taking a type name and appending ".class"; for example, String.class. This refers to the object (of typeClass) that represents the type itself.

## Using Underscore Characters in Numeric Literals

In Java SE 7 and later, any number of underscore characters (\_) can appear anywhere between digits in a numerical literal. This feature enables you, for example. to separate groups of digits in numeric literals, which can improve the readability of your code.

For instance, if your code contains numbers with many digits, you can use an underscore character to separate digits in groups of three, similar to how you would use a punctuation mark like a comma, or a space, as a separator.

The following example shows other ways you can use the underscore in numeric literals:

long creditCardNumber = 1234\_5678\_9012\_3456L;

long socialSecurityNumber = 999\_99\_9999L;

float pi = 3.14\_15F;

long hexBytes = 0xFF\_EC\_DE\_5E;

long hexWords = 0xCAFE\_BABE;

long maxLong = 0x7fff\_ffff\_ffff\_ffffL;

byte nybbles = 0b0010\_0101;

long bytes = 0b11010010\_01101001\_10010100\_10010010;

You can place underscores only between digits; you cannot place underscores in the following places:

* At the beginning or end of a number
* Adjacent to a decimal point in a floating point literal
* Prior to an F or L suffix
* In positions where a string of digits is expected

# Arrays

An *array* is a container object that holds a fixed number of values of a single type. The length of an array is established when the array is created. After creation, its length is fixed. You have seen an example of arrays already, in the main method of the "Hello World!" application. This section discusses arrays in greater detail.
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An array of 10 elements.

Each item in an array is called an *element*, and each element is accessed by its numerical *index*. As shown in the preceding illustration, numbering begins with 0. The 9th element, for example, would therefore be accessed at index 8.

The following program, [ArrayDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ArrayDemo.java), creates an array of integers, puts some values in the array, and prints each value to standard output.

class ArrayDemo {

public static void main(String[] args) {

// declares an array of integers

int[] anArray;

// allocates memory for 10 integers

anArray = new int[10];

// initialize first element

anArray[0] = 100;

// initialize second element

anArray[1] = 200;

// and so forth

anArray[2] = 300;

anArray[3] = 400;

anArray[4] = 500;

anArray[5] = 600;

anArray[6] = 700;

anArray[7] = 800;

anArray[8] = 900;

anArray[9] = 1000;

System.out.println("Element at index 0: "

+ anArray[0]);

System.out.println("Element at index 1: "

+ anArray[1]);

System.out.println("Element at index 2: "

+ anArray[2]);

System.out.println("Element at index 3: "

+ anArray[3]);

System.out.println("Element at index 4: "

+ anArray[4]);

System.out.println("Element at index 5: "

+ anArray[5]);

System.out.println("Element at index 6: "

+ anArray[6]);

System.out.println("Element at index 7: "

+ anArray[7]);

System.out.println("Element at index 8: "

+ anArray[8]);

System.out.println("Element at index 9: "

+ anArray[9]);

}

}

The output from this program is:

Element at index 0: 100

Element at index 1: 200

Element at index 2: 300

Element at index 3: 400

Element at index 4: 500

Element at index 5: 600

Element at index 6: 700

Element at index 7: 800

Element at index 8: 900

Element at index 9: 1000

In a real-world programming situation, you would probably use one of the supported *looping constructs* to iterate through each element of the array, rather than write each line individually as in the preceding example. However, the example clearly illustrates the array syntax. You will learn about the various looping constructs (for, while, and do-while) in the [Control Flow](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/flow.html) section.

## Declaring a Variable to Refer to an Array

The preceding program declares an array (named anArray) with the following line of code:

// declares an array of integers

int[] anArray;

Like declarations for variables of other types, an array declaration has two components: the array's type and the array's name. An array's type is written as type[], where type is the data type of the contained elements; the brackets are special symbols indicating that this variable holds an array. The size of the array is not part of its type (which is why the brackets are empty). An array's name can be anything you want, provided that it follows the rules and conventions as previously discussed in the [naming](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/variables.html#naming) section. As with variables of other types, the declaration does not actually create an array; it simply tells the compiler that this variable will hold an array of the specified type.

Similarly, you can declare arrays of other types:

byte[] anArrayOfBytes;

short[] anArrayOfShorts;

long[] anArrayOfLongs;

float[] anArrayOfFloats;

double[] anArrayOfDoubles;

boolean[] anArrayOfBooleans;

char[] anArrayOfChars;

String[] anArrayOfStrings;

You can also place the brackets after the array's name:

// this form is discouraged

float anArrayOfFloats[];

However, convention discourages this form; the brackets identify the array type and should appear with the type designation.

## Creating, Initializing, and Accessing an Array

One way to create an array is with the new operator. The next statement in the ArrayDemo program allocates an array with enough memory for 10 integer elements and assigns the array to theanArray variable.

// create an array of integers

anArray = new int[10];

If this statement is missing, then the compiler prints an error like the following, and compilation fails:

ArrayDemo.java:4: Variable anArray may not have been initialized.

The next few lines assign values to each element of the array:

anArray[0] = 100; // initialize first element

anArray[1] = 200; // initialize second element

anArray[2] = 300; // and so forth

Each array element is accessed by its numerical index:

System.out.println("Element 1 at index 0: " + anArray[0]);

System.out.println("Element 2 at index 1: " + anArray[1]);

System.out.println("Element 3 at index 2: " + anArray[2]);

Alternatively, you can use the shortcut syntax to create and initialize an array:

int[] anArray = {

100, 200, 300,

400, 500, 600,

700, 800, 900, 1000

};

Here the length of the array is determined by the number of values provided between braces and separated by commas.

You can also declare an array of arrays (also known as a multidimensional array) by using two or more sets of brackets, such as String[][] names. Each element, therefore, must be accessed by a corresponding number of index values.

In the Java programming language, a multidimensional array is an array whose components are themselves arrays. This is unlike arrays in C or Fortran. A consequence of this is that the rows are allowed to vary in length, as shown in the following [MultiDimArrayDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/MultiDimArrayDemo.java) program:

class MultiDimArrayDemo {

public static void main(String[] args) {

String[][] names = {

{"Mr. ", "Mrs. ", "Ms. "},

{"Smith", "Jones"}

};

// Mr. Smith

System.out.println(names[0][0] + names[1][0]);

// Ms. Jones

System.out.println(names[0][2] + names[1][1]);

}

}

The output from this program is:

Mr. Smith

Ms. Jones

Finally, you can use the built-in length property to determine the size of any array. The following code prints the array's size to standard output:

System.out.println(anArray.length);

## Copying Arrays

The System class has an arraycopy method that you can use to efficiently copy data from one array into another:

public static void arraycopy(Object src, int srcPos,

Object dest, int destPos, int length)

The two Object arguments specify the array to copy *from* and the array to copy *to*. The three int arguments specify the starting position in the source array, the starting position in the destination array, and the number of array elements to copy.

The following program, [ArrayCopyDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ArrayCopyDemo.java), declares an array of char elements, spelling the word "decaffeinated." It uses the System.arraycopy method to copy a subsequence of array components into a second array:

class ArrayCopyDemo {

public static void main(String[] args) {

char[] copyFrom = { 'd', 'e', 'c', 'a', 'f', 'f', 'e',

'i', 'n', 'a', 't', 'e', 'd' };

char[] copyTo = new char[7];

System.arraycopy(copyFrom, 2, copyTo, 0, 7);

System.out.println(new String(copyTo));

}

}

The output from this program is:

caffein

## Array Manipulations

Arrays are a powerful and useful concept used in programming. Java SE provides methods to perform some of the most common manipulations related to arrays. For instance, the[ArrayCopyDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ArrayCopyDemo.java) example uses the arraycopy method of the System class instead of manually iterating through the elements of the source array and placing each one into the destination array. This is performed behind the scenes, enabling the developer to use just one line of code to call the method.

For your convenience, Java SE provides several methods for performing array manipulations (common tasks, such as copying, sorting and searching arrays) in the [java.util.Arrays](http://docs.oracle.com/javase/8/docs/api/java/util/Arrays.html) class. For instance, the previous example can be modified to use the copyOfRange method of the java.util.Arrays class, as you can see in the [ArrayCopyOfDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ArrayCopyOfDemo.java) example. The difference is that using the copyOfRange method does not require you to create the destination array before calling the method, because the destination array is returned by the method:

class ArrayCopyOfDemo {

public static void main(String[] args) {

char[] copyFrom = {'d', 'e', 'c', 'a', 'f', 'f', 'e',

'i', 'n', 'a', 't', 'e', 'd'};

char[] copyTo = java.util.Arrays.copyOfRange(copyFrom, 2, 9);

System.out.println(new String(copyTo));

}

}

As you can see, the output from this program is the same (caffein), although it requires fewer lines of code. Note that the second parameter of the copyOfRange method is the initial index of the range to be copied, inclusively, while the third parameter is the final index of the range to be copied, exclusively. In this example, the range to be copied does not include the array element at index 9 (which contains the character a).

Some other useful operations provided by methods in the java.util.Arrays class, are:

* Searching an array for a specific value to get the index at which it is placed (the binarySearch method).
* Comparing two arrays to determine if they are equal or not (the equals method).
* Filling an array to place a specific value at each index (the fill method).
* Sorting an array into ascending order. This can be done either sequentially, using the sort method, or concurrently, using the parallelSort method introduced in Java SE 8. Parallel sorting of large arrays on multiprocessor systems is faster than sequential array sorting.

# Operators

Now that you've learned how to declare and initialize variables, you probably want to know how to *do something* with them. Learning the operators of the Java programming language is a good place to start. Operators are special symbols that perform specific operations on one, two, or three *operands*, and then return a result.

As we explore the operators of the Java programming language, it may be helpful for you to know ahead of time which operators have the highest precedence. The operators in the following table are listed according to precedence order. The closer to the top of the table an operator appears, the higher its precedence. Operators with higher precedence are evaluated before operators with relatively lower precedence. Operators on the same line have equal precedence. When operators of equal precedence appear in the same expression, a rule must govern which is evaluated first. All binary operators except for the assignment operators are evaluated from left to right; assignment operators are evaluated right to left.

|  |  |
| --- | --- |
| **Operator Precedence** | |
| **Operators** | **Precedence** |
| postfix | expr++ expr-- |
| unary | ++expr --expr +expr -expr ~ ! |
| multiplicative | \* / % |
| additive | + - |
| shift | << >> >>> |
| relational | < > <= >= instanceof |
| equality | == != |
| bitwise AND | & |
| bitwise exclusive OR | ^ |
| bitwise inclusive OR | | |
| logical AND | && |
| logical OR | || |
| ternary | ? : |
| assignment | = += -= \*= /= %= &= ^= |= <<= >>= >>>= |

In general-purpose programming, certain operators tend to appear more frequently than others; for example, the assignment operator "=" is far more common than the unsigned right shift operator ">>>". With that in mind, the following discussion focuses first on the operators that you're most likely to use on a regular basis, and ends focusing on those that are less common. Each discussion is accompanied by sample code that you can compile and run. Studying its output will help reinforce what you've just learned.

# Assignment, Arithmetic, and Unary Operators

## The Simple Assignment Operator

One of the most common operators that you'll encounter is the simple assignment operator "=". You saw this operator in the Bicycle class; it assigns the value on its right to the operand on its left:

int cadence = 0;

int speed = 0;

int gear = 1;

This operator can also be used on objects to assign *object references*, as discussed in [Creating Objects](http://docs.oracle.com/javase/tutorial/java/javaOO/objectcreation.html).

## The Arithmetic Operators

The Java programming language provides operators that perform addition, subtraction, multiplication, and division. There's a good chance you'll recognize them by their counterparts in basic mathematics. The only symbol that might look new to you is "%", which divides one operand by another and returns the remainder as its result.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | Additive operator (also used for String concatenation) |
| - | Subtraction operator |
| \* | Multiplication operator |
| / | Division operator |
| % | Remainder operator |

The following program, [ArithmeticDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ArithmeticDemo.java), tests the arithmetic operators.

class ArithmeticDemo {

public static void main (String[] args) {

int result = 1 + 2;

// result is now 3

System.out.println("1 + 2 = " + result);

int original\_result = result;

result = result - 1;

// result is now 2

System.out.println(original\_result + " - 1 = " + result);

original\_result = result;

result = result \* 2;

// result is now 4

System.out.println(original\_result + " \* 2 = " + result);

original\_result = result;

result = result / 2;

// result is now 2

System.out.println(original\_result + " / 2 = " + result);

original\_result = result;

result = result + 8;

// result is now 10

System.out.println(original\_result + " + 8 = " + result);

original\_result = result;

result = result % 7;

// result is now 3

System.out.println(original\_result + " % 7 = " + result);

}

}

This program prints the following:

1 + 2 = 3

3 - 1 = 2

2 \* 2 = 4

4 / 2 = 2

2 + 8 = 10

10 % 7 = 3

You can also combine the arithmetic operators with the simple assignment operator to create *compound assignments*. For example, x+=1; and x=x+1; both increment the value of x by 1.

The + operator can also be used for concatenating (joining) two strings together, as shown in the following [ConcatDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ConcatDemo.java) program:

class ConcatDemo {

public static void main(String[] args){

String firstString = "This is";

String secondString = " a concatenated string.";

String thirdString = firstString+secondString;

System.out.println(thirdString);

}

}

By the end of this program, the variable thirdString contains "This is a concatenated string.", which gets printed to standard output.

## The Unary Operators

The unary operators require only one operand; they perform various operations such as incrementing/decrementing a value by one, negating an expression, or inverting the value of a boolean.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | Unary plus operator; indicates positive value (numbers are positive without this, however) |
| - | Unary minus operator; negates an expression |
| ++ | Increment operator; increments a value by 1 |
| -- | Decrement operator; decrements a value by 1 |
| ! | Logical complement operator; inverts the value of a boolean |

The following program, [UnaryDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/UnaryDemo.java), tests the unary operators:

class UnaryDemo {

public static void main(String[] args) {

int result = +1;

// result is now 1

System.out.println(result);

result--;

// result is now 0

System.out.println(result);

result++;

// result is now 1

System.out.println(result);

result = -result;

// result is now -1

System.out.println(result);

boolean success = false;

// false

System.out.println(success);

// true

System.out.println(!success);

}

}

The increment/decrement operators can be applied before (prefix) or after (postfix) the operand. The code result++; and ++result; will both end in result being incremented by one. The only difference is that the prefix version (++result) evaluates to the incremented value, whereas the postfix version (result++) evaluates to the original value. If you are just performing a simple increment/decrement, it doesn't really matter which version you choose. But if you use this operator in part of a larger expression, the one that you choose may make a significant difference.

The following program, [PrePostDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/PrePostDemo.java), illustrates the prefix/postfix unary increment operator:

class PrePostDemo {

public static void main(String[] args){

int i = 3;

i++;

// prints 4

System.out.println(i);

++i;

// prints 5

System.out.println(i);

// prints 6

System.out.println(++i);

// prints 6

System.out.println(i++);

// prints 7

System.out.println(i);

}

}

# Equality, Relational, and Conditional Operators

## The Equality and Relational Operators

The equality and relational operators determine if one operand is greater than, less than, equal to, or not equal to another operand. The majority of these operators will probably look familiar to you as well. Keep in mind that you must use "==", not "=", when testing if two primitive values are equal.

== equal to

!= not equal to

> greater than

>= greater than or equal to

< less than

<= less than or equal to

The following program, [ComparisonDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ComparisonDemo.java), tests the comparison operators:

class ComparisonDemo {

public static void main(String[] args){

int value1 = 1;

int value2 = 2;

if(value1 == value2)

System.out.println("value1 == value2");

if(value1 != value2)

System.out.println("value1 != value2");

if(value1 > value2)

System.out.println("value1 > value2");

if(value1 < value2)

System.out.println("value1 < value2");

if(value1 <= value2)

System.out.println("value1 <= value2");

}

}

Output:

value1 != value2

value1 < value2

value1 <= value2

## The Conditional Operators

The && and || operators perform Conditional-AND and Conditional-OR operations on two boolean expressions. These operators exhibit "short-circuiting" behavior, which means that the second operand is evaluated only if needed.

&& Conditional-AND

|| Conditional-OR

The following program, [ConditionalDemo1](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ConditionalDemo1.java), tests these operators:

class ConditionalDemo1 {

public static void main(String[] args){

int value1 = 1;

int value2 = 2;

if((value1 == 1) && (value2 == 2))

System.out.println("value1 is 1 AND value2 is 2");

if((value1 == 1) || (value2 == 1))

System.out.println("value1 is 1 OR value2 is 1");

}

}

Another conditional operator is ?:, which can be thought of as shorthand for an if-then-else statement (discussed in the [Control Flow Statements](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/flow.html) section of this lesson). This operator is also known as the *ternary operator* because it uses three operands. In the following example, this operator should be read as: "If someCondition is true, assign the value of value1 toresult. Otherwise, assign the value of value2 to result."

The following program, [ConditionalDemo2](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ConditionalDemo2.java), tests the ?: operator:

class ConditionalDemo2 {

public static void main(String[] args){

int value1 = 1;

int value2 = 2;

int result;

boolean someCondition = true;

result = someCondition ? value1 : value2;

System.out.println(result);

}

}

Because someCondition is true, this program prints "1" to the screen. Use the ?: operator instead of an if-then-else statement if it makes your code more readable; for example, when the expressions are compact and without side-effects (such as assignments).

## The Type Comparison Operator instanceof

The instanceof operator compares an object to a specified type. You can use it to test if an object is an instance of a class, an instance of a subclass, or an instance of a class that implements a particular interface.

The following program, [InstanceofDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/InstanceofDemo.java), defines a parent class (named Parent), a simple interface (named MyInterface), and a child class (named Child) that inherits from the parent and implements the interface.

class InstanceofDemo {

public static void main(String[] args) {

Parent obj1 = new Parent();

Parent obj2 = new Child();

System.out.println("obj1 instanceof Parent: "

+ (obj1 instanceof Parent));

System.out.println("obj1 instanceof Child: "

+ (obj1 instanceof Child));

System.out.println("obj1 instanceof MyInterface: "

+ (obj1 instanceof MyInterface));

System.out.println("obj2 instanceof Parent: "

+ (obj2 instanceof Parent));

System.out.println("obj2 instanceof Child: "

+ (obj2 instanceof Child));

System.out.println("obj2 instanceof MyInterface: "

+ (obj2 instanceof MyInterface));

}

}

class Parent {}

class Child extends Parent implements MyInterface {}

interface MyInterface {}

Output:

obj1 instanceof Parent: true

obj1 instanceof Child: false

obj1 instanceof MyInterface: false

obj2 instanceof Parent: true

obj2 instanceof Child: true

obj2 instanceof MyInterface: true

When using the instanceof operator, keep in mind that null is not an instance of anything.

# Bitwise and Bit Shift Operators

The Java programming language also provides operators that perform bitwise and bit shift operations on integral types. The operators discussed in this section are less commonly used. Therefore, their coverage is brief; the intent is to simply make you aware that these operators exist.

The unary bitwise complement operator "~" inverts a bit pattern; it can be applied to any of the integral types, making every "0" a "1" and every "1" a "0". For example, a byte contains 8 bits; applying this operator to a value whose bit pattern is "00000000" would change its pattern to "11111111".

The signed left shift operator "<<" shifts a bit pattern to the left, and the signed right shift operator ">>" shifts a bit pattern to the right. The bit pattern is given by the left-hand operand, and the number of positions to shift by the right-hand operand. The unsigned right shift operator ">>>" shifts a zero into the leftmost position, while the leftmost position after ">>" depends on sign extension.

The bitwise & operator performs a bitwise AND operation.

The bitwise ^ operator performs a bitwise exclusive OR operation.

The bitwise | operator performs a bitwise inclusive OR operation.

The following program, [BitDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/BitDemo.java), uses the bitwise AND operator to print the number "2" to standard output.

class BitDemo {

public static void main(String[] args) {

int bitmask = 0x000F;

int val = 0x2222;

// prints "2"

System.out.println(val & bitmask);

}

}

# Control Flow Statements

The statements inside your source files are generally executed from top to bottom, in the order that they appear. *Control flow statements*, however, break up the flow of execution by employing decision making, looping, and branching, enabling your program to *conditionally* execute particular blocks of code. This section describes the decision-making statements (if-then, if-then-else, switch), the looping statements (for, while, do-while), and the branching statements (break, continue, return) supported by the Java programming language.

# The if-then and if-then-else Statements

## The if-then Statement

The if-then statement is the most basic of all the control flow statements. It tells your program to execute a certain section of code *only if* a particular test evaluates to true. For example, the Bicycle class could allow the brakes to decrease the bicycle's speed *only if* the bicycle is already in motion. One possible implementation of the applyBrakes method could be as follows:

void applyBrakes() {

// the "if" clause: bicycle must be moving

if (isMoving){

// the "then" clause: decrease current speed

currentSpeed--;

}

}

If this test evaluates to false (meaning that the bicycle is not in motion), control jumps to the end of the if-then statement.

In addition, the opening and closing braces are optional, provided that the "then" clause contains only one statement:

void applyBrakes() {

// same as above, but without braces

if (isMoving)

currentSpeed--;

}

Deciding when to omit the braces is a matter of personal taste. Omitting them can make the code more brittle. If a second statement is later added to the "then" clause, a common mistake would be forgetting to add the newly required braces. The compiler cannot catch this sort of error; you'll just get the wrong results.

## The if-then-else Statement

The if-then-else statement provides a secondary path of execution when an "if" clause evaluates to false. You could use an if-then-else statement in the applyBrakes method to take some action if the brakes are applied when the bicycle is not in motion. In this case, the action is to simply print an error message stating that the bicycle has already stopped.

void applyBrakes() {

if (isMoving) {

currentSpeed--;

} else {

System.err.println("The bicycle has already stopped!");

}

}

The following program, [IfElseDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/IfElseDemo.java), assigns a grade based on the value of a test score: an A for a score of 90% or above, a B for a score of 80% or above, and so on.

class IfElseDemo {

public static void main(String[] args) {

int testscore = 76;

char grade;

if (testscore >= 90) {

grade = 'A';

} else if (testscore >= 80) {

grade = 'B';

} else if (testscore >= 70) {

grade = 'C';

} else if (testscore >= 60) {

grade = 'D';

} else {

grade = 'F';

}

System.out.println("Grade = " + grade);

}

}

The output from the program is:

Grade = C

You may have noticed that the value of testscore can satisfy more than one expression in the compound statement: 76 >= 70 and 76 >= 60. However, once a condition is satisfied, the appropriate statements are executed (grade = 'C';) and the remaining conditions are not evaluated.

# The switch Statement

Unlike if-then and if-then-else statements, the switch statement can have a number of possible execution paths. A switch works with the byte, short, char, and int primitive data types. It also works with *enumerated types* (discussed in [Enum Types](http://docs.oracle.com/javase/tutorial/java/javaOO/enum.html)), the [String](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html) class, and a few special classes that wrap certain primitive types: [Character](http://docs.oracle.com/javase/8/docs/api/java/lang/Character.html), [Byte](http://docs.oracle.com/javase/8/docs/api/java/lang/Byte.html), [Short](http://docs.oracle.com/javase/8/docs/api/java/lang/Short.html), and[Integer](http://docs.oracle.com/javase/8/docs/api/java/lang/Integer.html) (discussed in [Numbers and Strings](http://docs.oracle.com/javase/tutorial/java/data/index.html)).

The following code example, [SwitchDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/SwitchDemo.java), declares an int named month whose value represents a month. The code displays the name of the month, based on the value of month, using the switch statement.

public class SwitchDemo {

public static void main(String[] args) {

int month = 8;

String monthString;

switch (month) {

case 1: monthString = "January";

break;

case 2: monthString = "February";

break;

case 3: monthString = "March";

break;

case 4: monthString = "April";

break;

case 5: monthString = "May";

break;

case 6: monthString = "June";

break;

case 7: monthString = "July";

break;

case 8: monthString = "August";

break;

case 9: monthString = "September";

break;

case 10: monthString = "October";

break;

case 11: monthString = "November";

break;

case 12: monthString = "December";

break;

default: monthString = "Invalid month";

break;

}

System.out.println(monthString);

}

}

In this case, August is printed to standard output.

The body of a switch statement is known as a *switch block*. A statement in the switch block can be labeled with one or more case or default labels. The switch statement evaluates its expression, then executes all statements that follow the matching case label.

You could also display the name of the month with if-then-else statements:

int month = 8;

if (month == 1) {

System.out.println("January");

} else if (month == 2) {

System.out.println("February");

}

... // and so on

Deciding whether to use if-then-else statements or a switch statement is based on readability and the expression that the statement is testing. An if-then-else statement can test expressions based on ranges of values or conditions, whereas a switch statement tests expressions based only on a single integer, enumerated value, or String object.

Another point of interest is the break statement. Each break statement terminates the enclosing switch statement. Control flow continues with the first statement following the switchblock. The break statements are necessary because without them, statements in switch blocks fall through: All statements after the matching case label are executed in sequence, regardless of the expression of subsequent case labels, until a break statement is encountered. The program [SwitchDemoFallThrough](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/SwitchDemoFallThrough.java) shows statements in a switch block that fall through. The program displays the month corresponding to the integer month and the months that follow in the year:

public class SwitchDemoFallThrough {

public static void main(String[] args) {

java.util.ArrayList<String> futureMonths =

new java.util.ArrayList<String>();

int month = 8;

switch (month) {

case 1: futureMonths.add("January");

case 2: futureMonths.add("February");

case 3: futureMonths.add("March");

case 4: futureMonths.add("April");

case 5: futureMonths.add("May");

case 6: futureMonths.add("June");

case 7: futureMonths.add("July");

case 8: futureMonths.add("August");

case 9: futureMonths.add("September");

case 10: futureMonths.add("October");

case 11: futureMonths.add("November");

case 12: futureMonths.add("December");

break;

default: break;

}

if (futureMonths.isEmpty()) {

System.out.println("Invalid month number");

} else {

for (String monthName : futureMonths) {

System.out.println(monthName);

}

}

}

}

This is the output from the code:

August

September

October

November

December

Technically, the final break is not required because flow falls out of the switch statement. Using a break is recommended so that modifying the code is easier and less error prone. Thedefault section handles all values that are not explicitly handled by one of the case sections.

The following code example, [SwitchDemo2](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/SwitchDemo2.java), shows how a statement can have multiple case labels. The code example calculates the number of days in a particular month:

class SwitchDemo2 {

public static void main(String[] args) {

int month = 2;

int year = 2000;

int numDays = 0;

switch (month) {

case 1: case 3: case 5:

case 7: case 8: case 10:

case 12:

numDays = 31;

break;

case 4: case 6:

case 9: case 11:

numDays = 30;

break;

case 2:

if (((year % 4 == 0) &&

!(year % 100 == 0))

|| (year % 400 == 0))

numDays = 29;

else

numDays = 28;

break;

default:

System.out.println("Invalid month.");

break;

}

System.out.println("Number of Days = "

+ numDays);

}

}

This is the output from the code:

Number of Days = 29

## Using Strings in switch Statements

In Java SE 7 and later, you can use a String object in the switch statement's expression. The following code example, [StringSwitchDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/StringSwitchDemo.java), displays the number of the month based on the value of the String named month:

public class StringSwitchDemo {

public static int getMonthNumber(String month) {

int monthNumber = 0;

if (month == null) {

return monthNumber;

}

switch (month.toLowerCase()) {

case "january":

monthNumber = 1;

break;

case "february":

monthNumber = 2;

break;

case "march":

monthNumber = 3;

break;

case "april":

monthNumber = 4;

break;

case "may":

monthNumber = 5;

break;

case "june":

monthNumber = 6;

break;

case "july":

monthNumber = 7;

break;

case "august":

monthNumber = 8;

break;

case "september":

monthNumber = 9;

break;

case "october":

monthNumber = 10;

break;

case "november":

monthNumber = 11;

break;

case "december":

monthNumber = 12;

break;

default:

monthNumber = 0;

break;

}

return monthNumber;

}

public static void main(String[] args) {

String month = "August";

int returnedMonthNumber =

StringSwitchDemo.getMonthNumber(month);

if (returnedMonthNumber == 0) {

System.out.println("Invalid month");

} else {

System.out.println(returnedMonthNumber);

}

}

}

The output from this code is 8.

The String in the switch expression is compared with the expressions associated with each case label as if the [String.equals](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html#equals-java.lang.Object-) method were being used. In order for theStringSwitchDemo example to accept any month regardless of case, month is converted to lowercase (with the [toLowerCase](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html#toLowerCase--) method), and all the strings associated with the case labels are in lowercase.

**Note**: This example checks if the expression in the switch statement is null. Ensure that the expression in any switch statement is not null to prevent a NullPointerException from being thrown.

# The while and do-while Statements

The while statement continually executes a block of statements while a particular condition is true. Its syntax can be expressed as:

while (expression) {

statement(s)

}

The while statement evaluates *expression*, which must return a boolean value. If the expression evaluates to true, the while statement executes the statement(s) in the while block. Thewhile statement continues testing the expression and executing its block until the expression evaluates to false. Using the while statement to print the values from 1 through 10 can be accomplished as in the following [WhileDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/WhileDemo.java) program:

class WhileDemo {

public static void main(String[] args){

int count = 1;

while (count < 11) {

System.out.println("Count is: " + count);

count++;

}

}

}

You can implement an infinite loop using the while statement as follows:

while (true){

// your code goes here

}

The Java programming language also provides a do-while statement, which can be expressed as follows:

do {

statement(s)

} while (expression);

The difference between do-while and while is that do-while evaluates its expression at the bottom of the loop instead of the top. Therefore, the statements within the do block are always executed at least once, as shown in the following [DoWhileDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/DoWhileDemo.java) program:

class DoWhileDemo {

public static void main(String[] args){

int count = 1;

do {

System.out.println("Count is: " + count);

count++;

} while (count < 11);

}

}

# The for Statement

The for statement provides a compact way to iterate over a range of values. Programmers often refer to it as the "for loop" because of the way in which it repeatedly loops until a particular condition is satisfied. The general form of the for statement can be expressed as follows:

for (initialization; termination;

increment) {

statement(s)

}

When using this version of the for statement, keep in mind that:

* The initialization expression initializes the loop; it's executed once, as the loop begins.
* When the termination expression evaluates to false, the loop terminates.
* The increment expression is invoked after each iteration through the loop; it is perfectly acceptable for this expression to increment *or* decrement a value.

The following program, [ForDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ForDemo.java), uses the general form of the for statement to print the numbers 1 through 10 to standard output:

class ForDemo {

public static void main(String[] args){

for(int i=1; i<11; i++){

System.out.println("Count is: " + i);

}

}

}

The output of this program is:

Count is: 1

Count is: 2

Count is: 3

Count is: 4

Count is: 5

Count is: 6

Count is: 7

Count is: 8

Count is: 9

Count is: 10

Notice how the code declares a variable within the initialization expression. The scope of this variable extends from its declaration to the end of the block governed by the for statement, so it can be used in the termination and increment expressions as well. If the variable that controls a for statement is not needed outside of the loop, it's best to declare the variable in the initialization expression. The names i, j, and k are often used to control for loops; declaring them within the initialization expression limits their life span and reduces errors.

The three expressions of the for loop are optional; an infinite loop can be created as follows:

// infinite loop

for ( ; ; ) {

// your code goes here

}

The for statement also has another form designed for iteration through [Collections](http://docs.oracle.com/javase/tutorial/collections/index.html) and [arrays](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/arrays.html) This form is sometimes referred to as the *enhanced for* statement, and can be used to make your loops more compact and easy to read. To demonstrate, consider the following array, which holds the numbers 1 through 10:

int[] numbers = {1,2,3,4,5,6,7,8,9,10};

The following program, [EnhancedForDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/EnhancedForDemo.java), uses the enhanced for to loop through the array:

class EnhancedForDemo {

public static void main(String[] args){

int[] numbers =

{1,2,3,4,5,6,7,8,9,10};

for (int item : numbers) {

System.out.println("Count is: " + item);

}

}

}

In this example, the variable item holds the current value from the numbers array. The output from this program is the same as before:

Count is: 1

Count is: 2

Count is: 3

Count is: 4

Count is: 5

Count is: 6

Count is: 7

Count is: 8

Count is: 9

Count is: 10

We recommend using this form of the for statement instead of the general form whenever possible.

# Branching Statements

## The break Statement

The break statement has two forms: labeled and unlabeled. You saw the unlabeled form in the previous discussion of the switch statement. You can also use an unlabeled break to terminate a for, while, or do-while loop, as shown in the following [BreakDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/BreakDemo.java) program:

class BreakDemo {

public static void main(String[] args) {

int[] arrayOfInts =

{ 32, 87, 3, 589,

12, 1076, 2000,

8, 622, 127 };

int searchfor = 12;

int i;

boolean foundIt = false;

for (i = 0; i < arrayOfInts.length; i++) {

if (arrayOfInts[i] == searchfor) {

foundIt = true;

**break;**

}

}

if (foundIt) {

System.out.println("Found " + searchfor + " at index " + i);

} else {

System.out.println(searchfor + " not in the array");

}

}

}

This program searches for the number 12 in an array. The break statement, shown in boldface, terminates the for loop when that value is found. Control flow then transfers to the statement after the for loop. This program's output is:

Found 12 at index 4

An unlabeled break statement terminates the innermost switch, for, while, or do-while statement, but a labeled break terminates an outer statement. The following program,[BreakWithLabelDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/BreakWithLabelDemo.java), is similar to the previous program, but uses nested for loops to search for a value in a two-dimensional array. When the value is found, a labeled break terminates the outer for loop (labeled "search"):

class BreakWithLabelDemo {

public static void main(String[] args) {

int[][] arrayOfInts = {

{ 32, 87, 3, 589 },

{ 12, 1076, 2000, 8 },

{ 622, 127, 77, 955 }

};

int searchfor = 12;

int i;

int j = 0;

boolean foundIt = false;

search:

for (i = 0; i < arrayOfInts.length; i++) {

for (j = 0; j < arrayOfInts[i].length;

j++) {

if (arrayOfInts[i][j] == searchfor) {

foundIt = true;

break search;

}

}

}

if (foundIt) {

System.out.println("Found " + searchfor + " at " + i + ", " + j);

} else {

System.out.println(searchfor + " not in the array");

}

}

}

This is the output of the program.

Found 12 at 1, 0

The break statement terminates the labeled statement; it does not transfer the flow of control to the label. Control flow is transferred to the statement immediately following the labeled (terminated) statement.

## The continue Statement

The continue statement skips the current iteration of a for, while , or do-while loop. The unlabeled form skips to the end of the innermost loop's body and evaluates the booleanexpression that controls the loop. The following program, [ContinueDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ContinueDemo.java) , steps through a String, counting the occurences of the letter "p". If the current character is not a p, the continuestatement skips the rest of the loop and proceeds to the next character. If it *is* a "p", the program increments the letter count.

class ContinueDemo {

public static void main(String[] args) {

String searchMe = "peter piper picked a " + "peck of pickled peppers";

int max = searchMe.length();

int numPs = 0;

for (int i = 0; i < max; i++) {

// interested only in p's

if (searchMe.charAt(i) != 'p')

continue;

// process p's

numPs++;

}

System.out.println("Found " + numPs + " p's in the string.");

}

}

Here is the output of this program:

Found 9 p's in the string.

To see this effect more clearly, try removing the continue statement and recompiling. When you run the program again, the count will be wrong, saying that it found 35 p's instead of 9.

A labeled continue statement skips the current iteration of an outer loop marked with the given label. The following example program, ContinueWithLabelDemo, uses nested loops to search for a substring within another string. Two nested loops are required: one to iterate over the substring and one to iterate over the string being searched. The following program,[ContinueWithLabelDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ContinueWithLabelDemo.java), uses the labeled form of continue to skip an iteration in the outer loop.

class ContinueWithLabelDemo {

public static void main(String[] args) {

String searchMe = "Look for a substring in me";

String substring = "sub";

boolean foundIt = false;

int max = searchMe.length() -

substring.length();

test:

for (int i = 0; i <= max; i++) {

int n = substring.length();

int j = i;

int k = 0;

while (n-- != 0) {

if (searchMe.charAt(j++) != substring.charAt(k++)) {

continue test;

}

}

foundIt = true;

break test;

}

System.out.println(foundIt ? "Found it" : "Didn't find it");

}

}

Here is the output from this program.

Found it

## The return Statement

The last of the branching statements is the return statement. The return statement exits from the current method, and control flow returns to where the method was invoked. The returnstatement has two forms: one that returns a value, and one that doesn't. To return a value, simply put the value (or an expression that calculates the value) after the return keyword.

return ++count;

The data type of the returned value must match the type of the method's declared return value. When a method is declared void, use the form of return that doesn't return a value.

return;

The [Classes and Objects](http://docs.oracle.com/javase/tutorial/java/javaOO/methods.html) lesson will cover everything you need to know about writing methods.

# Lesson: Classes and Objects

# Classes

The introduction to object-oriented concepts in the lesson titled [Object-oriented Programming Concepts](http://docs.oracle.com/javase/tutorial/java/concepts/index.html)used a bicycle class as an example, with racing bikes, mountain bikes, and tandem bikes as subclasses. Here is sample code for a possible implementation of a Bicycle class, to give you an overview of a class declaration. Subsequent sections of this lesson will back up and explain class declarations step by step. For the moment, don't concern yourself with the details.

public class Bicycle {

// **the Bicycle class has**

// **three *fields***

public int cadence;

public int gear;

public int speed;

// **the Bicycle class has**

// **one *constructor***

public Bicycle(int startCadence, int startSpeed, int startGear) {

gear = startGear;

cadence = startCadence;

speed = startSpeed;

}

// **the Bicycle class has**

// **four *methods***

public void setCadence(int newValue) {

cadence = newValue;

}

public void setGear(int newValue) {

gear = newValue;

}

public void applyBrake(int decrement) {

speed -= decrement;

}

public void speedUp(int increment) {

speed += increment;

}

}

A class declaration for a MountainBike class that is a subclass of Bicycle might look like this:

public class MountainBike extends Bicycle {

// **the MountainBike subclass has**

// **one *field***

public int seatHeight;

// **the MountainBike subclass has**

// **one *constructor***

public MountainBike(int startHeight, int startCadence,

int startSpeed, int startGear) {

super(startCadence, startSpeed, startGear);

seatHeight = startHeight;

}

// **the MountainBike subclass has**

// **one *method***

public void setHeight(int newValue) {

seatHeight = newValue;

}

}

MountainBike inherits all the fields and methods of Bicycle and adds the field seatHeight and a method to set it (mountain bikes have seats that can be moved up and down as the terrain demands).

# Declaring Member Variables

There are several kinds of variables:

* Member variables in a class—these are called *fields*.
* Variables in a method or block of code—these are called *local variables*.
* Variables in method declarations—these are called *parameters*.

The Bicycle class uses the following lines of code to define its fields:

public int cadence;

public int gear;

public int speed;

Field declarations are composed of three components, in order:

1. Zero or more modifiers, such as public or private.
2. The field's type.
3. The field's name.

The fields of Bicycle are named cadence, gear, and speed and are all of data type integer (int). The public keyword identifies these fields as public members, accessible by any object that can access the class.

## Access Modifiers

The first (left-most) modifier used lets you control what other classes have access to a member field. For the moment, consider only public and private. Other access modifiers will be discussed later.

* public modifier—the field is accessible from all classes.
* private modifier—the field is accessible only within its own class.

In the spirit of encapsulation, it is common to make fields private. This means that they can only be *directly* accessed from the Bicycle class. We still need access to these values, however. This can be done *indirectly* by adding public methods that obtain the field values for us:

public class Bicycle {

private int cadence;

private int gear;

private int speed;

public Bicycle(int startCadence, int startSpeed, int startGear) {

gear = startGear;

cadence = startCadence;

speed = startSpeed;

}

public int getCadence() {

return cadence;

}

public void setCadence(int newValue) {

cadence = newValue;

}

public int getGear() {

return gear;

}

public void setGear(int newValue) {

gear = newValue;

}

public int getSpeed() {

return speed;

}

public void applyBrake(int decrement) {

speed -= decrement;

}

public void speedUp(int increment) {

speed += increment;

}

}

## Types

All variables must have a type. You can use primitive types such as int, float, boolean, etc. Or you can use reference types, such as strings, arrays, or objects.

## Variable Names

All variables, whether they are fields, local variables, or parameters, follow the same naming rules and conventions that were covered in the Language Basics lesson, [Variables—Naming](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/variables.html#naming).

In this lesson, be aware that the same naming rules and conventions are used for method and class names, except that

* the first letter of a class name should be capitalized, and
* the first (or only) word in a method name should be a verb.

# Defining Methods

Here is an example of a typical method declaration:

public double calculateAnswer(double wingSpan, int numberOfEngines,

double length, double grossTons) {

//do the calculation here

}

The only required elements of a method declaration are the method's return type, name, a pair of parentheses, (), and a body between braces, {}.

More generally, method declarations have six components, in order:

1. Modifiers—such as public, private, and others you will learn about later.
2. The return type—the data type of the value returned by the method, or void if the method does not return a value.
3. The method name—the rules for field names apply to method names as well, but the convention is a little different.
4. The parameter list in parenthesis—a comma-delimited list of input parameters, preceded by their data types, enclosed by parentheses, (). If there are no parameters, you must use empty parentheses.
5. An exception list—to be discussed later.
6. The method body, enclosed between braces—the method's code, including the declaration of local variables, goes here.

Modifiers, return types, and parameters will be discussed later in this lesson. Exceptions are discussed in a later lesson.

**Definition:** Two of the components of a method declaration comprise the *method signature*—the method's name and the parameter types.

The signature of the method declared above is:

calculateAnswer(double, int, double, double)

## Naming a Method

Although a method name can be any legal identifier, code conventions restrict method names. By convention, method names should be a verb in lowercase or a multi-word name that begins with a verb in lowercase, followed by adjectives, nouns, etc. In multi-word names, the first letter of each of the second and following words should be capitalized. Here are some examples:

run

runFast

getBackground

getFinalData

compareTo

setX

isEmpty

Typically, a method has a unique name within its class. However, a method might have the same name as other methods due to *method overloading*.

## Overloading Methods

The Java programming language supports *overloading* methods, and Java can distinguish between methods with different *method signatures*. This means that methods within a class can have the same name if they have different parameter lists (there are some qualifications to this that will be discussed in the lesson titled "Interfaces and Inheritance").

Suppose that you have a class that can use calligraphy to draw various types of data (strings, integers, and so on) and that contains a method for drawing each data type. It is cumbersome to use a new name for each method—for example, drawString, drawInteger, drawFloat, and so on. In the Java programming language, you can use the same name for all the drawing methods but pass a different argument list to each method. Thus, the data drawing class might declare four methods named draw, each of which has a different parameter list.

public class DataArtist {

...

public void draw(String s) {

...

}

public void draw(int i) {

...

}

public void draw(double f) {

...

}

public void draw(int i, double f) {

...

}

}

Overloaded methods are differentiated by the number and the type of the arguments passed into the method. In the code sample, draw(String s) and draw(int i) are distinct and unique methods because they require different argument types.

You cannot declare more than one method with the same name and the same number and type of arguments, because the compiler cannot tell them apart.

The compiler does not consider return type when differentiating methods, so you cannot declare two methods with the same signature even if they have a different return type.

**Note:** Overloaded methods should be used sparingly, as they can make code much less readable.

# Providing Constructors for Your Classes

A class contains constructors that are invoked to create objects from the class blueprint. Constructor declarations look like method declarations—except that they use the name of the class and have no return type. For example, Bicycle has one constructor:

public Bicycle(int startCadence, int startSpeed, int startGear) {

gear = startGear;

cadence = startCadence;

speed = startSpeed;

}

To create a new Bicycle object called myBike, a constructor is called by the new operator:

Bicycle myBike = new Bicycle(30, 0, 8);

new Bicycle(30, 0, 8) creates space in memory for the object and initializes its fields.

Although Bicycle only has one constructor, it could have others, including a no-argument constructor:

public Bicycle() {

gear = 1;

cadence = 10;

speed = 0;

}

Bicycle yourBike = new Bicycle(); invokes the no-argument constructor to create a new Bicycle object called yourBike.

Both constructors could have been declared in Bicycle because they have different argument lists. As with methods, the Java platform differentiates constructors on the basis of the number of arguments in the list and their types. You cannot write two constructors that have the same number and type of arguments for the same class, because the platform would not be able to tell them apart. Doing so causes a compile-time error.

You don't have to provide any constructors for your class, but you must be careful when doing this. The compiler automatically provides a no-argument, default constructor for any class without constructors. This default constructor will call the no-argument constructor of the superclass. In this situation, the compiler will complain if the superclass doesn't have a no-argument constructor so you must verify that it does. If your class has no explicit superclass, then it has an implicit superclass of Object, which *does* have a no-argument constructor.

You can use a superclass constructor yourself. The MountainBike class at the beginning of this lesson did just that. This will be discussed later, in the lesson on interfaces and inheritance.

You can use access modifiers in a constructor's declaration to control which other classes can call the constructor.

**Note:** If another class cannot call a MyClass constructor, it cannot directly create MyClass objects.

# Passing Information to a Method or a Constructor

The declaration for a method or a constructor declares the number and the type of the arguments for that method or constructor. For example, the following is a method that computes the monthly payments for a home loan, based on the amount of the loan, the interest rate, the length of the loan (the number of periods), and the future value of the loan:

public double computePayment(

double **loanAmt**,

double **rate**,

double **futureValue**,

int **numPeriods**) {

double interest = **rate** / 100.0;

double partial1 = Math.pow((1 + interest),

- **numPeriods**);

double denominator = (1 - partial1) / interest;

double answer = (-**loanAmt** / denominator)

- ((**futureValue** \* partial1) / denominator);

return answer;

}

This method has four parameters: the loan amount, the interest rate, the future value and the number of periods. The first three are double-precision floating point numbers, and the fourth is an integer. The parameters are used in the method body and at runtime will take on the values of the arguments that are passed in.

**Note:** *Parameters* refers to the list of variables in a method declaration. *Arguments* are the actual values that are passed in when the method is invoked. When you invoke a method, the arguments used must match the declaration's parameters in type and order.

## Parameter Types

You can use any data type for a parameter of a method or a constructor. This includes primitive data types, such as doubles, floats, and integers, as you saw in the computePayment method, and reference data types, such as objects and arrays.

Here's an example of a method that accepts an array as an argument. In this example, the method creates a new Polygon object and initializes it from an array of Point objects (assume thatPoint is a class that represents an x, y coordinate):

public Polygon polygonFrom(Point[] corners) {

// method body goes here

}

**Note:** If you want to pass a method into a method, then use a [lambda expression](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html) or a [method reference](http://docs.oracle.com/javase/tutorial/java/javaOO/methodreferences.html).

## Arbitrary Number of Arguments

You can use a construct called varargs to pass an arbitrary number of values to a method. You use varargs when you don't know how many of a particular type of argument will be passed to the method. It's a shortcut to creating an array manually (the previous method could have used varargs rather than an array).

To use varargs, you follow the type of the last parameter by an ellipsis (three dots, ...), then a space, and the parameter name. The method can then be called with any number of that parameter, including none.

public Polygon polygonFrom(Point... corners) {

int numberOfSides = corners.length;

double squareOfSide1, lengthOfSide1;

squareOfSide1 = (corners[1].x - corners[0].x)

\* (corners[1].x - corners[0].x)

+ (corners[1].y - corners[0].y)

\* (corners[1].y - corners[0].y);

lengthOfSide1 = Math.sqrt(squareOfSide1);

// more method body code follows that creates and returns a

// polygon connecting the Points

}

You can see that, inside the method, corners is treated like an array. The method can be called either with an array or with a sequence of arguments. The code in the method body will treat the parameter as an array in either case.

You will most commonly see varargs with the printing methods; for example, this printf method:

public PrintStream printf(String format, Object... args)

allows you to print an arbitrary number of objects. It can be called like this:

System.out.printf("%s: %d, %s%n", name, idnum, address);

or like this

System.out.printf("%s: %d, %s, %s, %s%n", name, idnum, address, phone, email);

or with yet a different number of arguments.

## Parameter Names

When you declare a parameter to a method or a constructor, you provide a name for that parameter. This name is used within the method body to refer to the passed-in argument.

The name of a parameter must be unique in its scope. It cannot be the same as the name of another parameter for the same method or constructor, and it cannot be the name of a local variable within the method or constructor.

A parameter can have the same name as one of the class's fields. If this is the case, the parameter is said to *shadow* the field. Shadowing fields can make your code difficult to read and is conventionally used only within constructors and methods that set a particular field. For example, consider the following Circle class and its setOrigin method:

public class Circle {

private int x, y, radius;

public void setOrigin(int x, int y) {

...

}

}

The Circle class has three fields: x, y, and radius. The setOrigin method has two parameters, each of which has the same name as one of the fields. Each method parameter shadows the field that shares its name. So using the simple names x or y within the body of the method refers to the parameter, *not* to the field. To access the field, you must use a qualified name. This will be discussed later in this lesson in the section titled "Using the this Keyword."

## Passing Primitive Data Type Arguments

Primitive arguments, such as an int or a double, are passed into methods *by value*. This means that any changes to the values of the parameters exist only within the scope of the method. When the method returns, the parameters are gone and any changes to them are lost. Here is an example:

public class PassPrimitiveByValue {

public static void main(String[] args) {

int x = 3;

// invoke passMethod() with

// x as argument

passMethod(x);

// print x to see if its

// value has changed

System.out.println("After invoking passMethod, x = " + x);

}

// change parameter in passMethod()

public static void passMethod(int p) {

p = 10;

}

}

When you run this program, the output is:

After invoking passMethod, x = 3

## Passing Reference Data Type Arguments

Reference data type parameters, such as objects, are also passed into methods *by value*. This means that when the method returns, the passed-in reference still references the same object as before. *However*, the values of the object's fields *can* be changed in the method, if they have the proper access level.

For example, consider a method in an arbitrary class that moves Circle objects:

public void moveCircle(Circle circle, int deltaX, int deltaY) {

// code to move origin of circle to x+deltaX, y+deltaY

circle.setX(circle.getX() + deltaX);

circle.setY(circle.getY() + deltaY);

// code to assign a new reference to circle

circle = new Circle(0, 0);

}

Let the method be invoked with these arguments:

moveCircle(myCircle, 23, 56)

Inside the method, circle initially refers to myCircle. The method changes the x and y coordinates of the object that circle references (i.e., myCircle) by 23 and 56, respectively. These changes will persist when the method returns. Then circle is assigned a reference to a new Circle object with x = y = 0. This reassignment has no permanence, however, because the reference was passed in by value and cannot change. Within the method, the object pointed to by circle has changed, but, when the method returns, myCircle still references the sameCircle object as before the method was called.

# Objects

A typical Java program creates many objects, which as you know, interact by invoking methods. Through these object interactions, a program can carry out various tasks, such as implementing a GUI, running an animation, or sending and receiving information over a network. Once an object has completed the work for which it was created, its resources are recycled for use by other objects.

Here's a small program, called [CreateObjectDemo](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/CreateObjectDemo.java), that creates three objects: one [Point](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Point.java) object and two [Rectangle](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Rectangle.java) objects. You will need all three source files to compile this program.

public class CreateObjectDemo {

public static void main(String[] args) {

// Declare and create a point object and two rectangle objects.

Point originOne = new Point(23, 94);

Rectangle rectOne = new Rectangle(originOne, 100, 200);

Rectangle rectTwo = new Rectangle(50, 100);

// display rectOne's width, height, and area

System.out.println("Width of rectOne: " + rectOne.width);

System.out.println("Height of rectOne: " + rectOne.height);

System.out.println("Area of rectOne: " + rectOne.getArea());

// set rectTwo's position

rectTwo.origin = originOne;

// display rectTwo's position

System.out.println("X Position of rectTwo: " + rectTwo.origin.x);

System.out.println("Y Position of rectTwo: " + rectTwo.origin.y);

// move rectTwo and display its new position

rectTwo.move(40, 72);

System.out.println("X Position of rectTwo: " + rectTwo.origin.x);

System.out.println("Y Position of rectTwo: " + rectTwo.origin.y);

}

}

This program creates, manipulates, and displays information about various objects. Here's the output:

Width of rectOne: 100

Height of rectOne: 200

Area of rectOne: 20000

X Position of rectTwo: 23

Y Position of rectTwo: 94

X Position of rectTwo: 40

Y Position of rectTwo: 72

The following three sections use the above example to describe the life cycle of an object within a program. From them, you will learn how to write code that creates and uses objects in your own programs. You will also learn how the system cleans up after an object when its life has ended.

# Creating Objects

As you know, a class provides the blueprint for objects; you create an object from a class. Each of the following statements taken from the [CreateObjectDemo](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/CreateObjectDemo.java) program creates an object and assigns it to a variable:

**Point originOne** = new Point(23, 94);

**Rectangle rectOne** = new Rectangle(originOne, 100, 200);

**Rectangle rectTwo** = new Rectangle(50, 100);

The first line creates an object of the [Point](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Point.java) class, and the second and third lines each create an object of the [Rectangle](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Rectangle.java) class.

Each of these statements has three parts (discussed in detail below):

1. **Declaration**: The code set in **bold** are all variable declarations that associate a variable name with an object type.
2. **Instantiation**: The new keyword is a Java operator that creates the object.
3. **Initialization**: The new operator is followed by a call to a constructor, which initializes the new object.

## Declaring a Variable to Refer to an Object

Previously, you learned that to declare a variable, you write:

type name;

This notifies the compiler that you will use name to refer to data whose type is type. With a primitive variable, this declaration also reserves the proper amount of memory for the variable.

You can also declare a reference variable on its own line. For example:

Point originOne;

If you declare originOne like this, its value will be undetermined until an object is actually created and assigned to it. Simply declaring a reference variable does not create an object. For that, you need to use the new operator, as described in the next section. You must assign an object to originOne before you use it in your code. Otherwise, you will get a compiler error.

A variable in this state, which currently references no object, can be illustrated as follows (the variable name, originOne, plus a reference pointing to nothing):
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## Instantiating a Class

The new operator instantiates a class by allocating memory for a new object and returning a reference to that memory. The new operator also invokes the object constructor.

**Note:** The phrase "instantiating a class" means the same thing as "creating an object." When you create an object, you are creating an "instance" of a class, therefore "instantiating" a class.

The new operator requires a single, postfix argument: a call to a constructor. The name of the constructor provides the name of the class to instantiate.

The new operator returns a reference to the object it created. This reference is usually assigned to a variable of the appropriate type, like:

Point originOne = new Point(23, 94);

The reference returned by the new operator does not have to be assigned to a variable. It can also be used directly in an expression. For example:

int height = new Rectangle().height;

This statement will be discussed in the next section.

## Initializing an Object

Here's the code for the Point class:

public class Point {

public int x = 0;

public int y = 0;

**//constructor**

**public Point(int a, int b) {**

**x = a;**

**y = b;**

**}**

}

This class contains a single constructor. You can recognize a constructor because its declaration uses the same name as the class and it has no return type. The constructor in the Point class takes two integer arguments, as declared by the code (int a, int b). The following statement provides 23 and 94 as values for those arguments:

Point originOne = new Point(23, 94);

The result of executing this statement can be illustrated in the next figure:
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Here's the code for the Rectangle class, which contains four constructors:

public class Rectangle {

public int width = 0;

public int height = 0;

public Point origin;

// four constructors

public Rectangle() {

origin = new Point(0, 0);

}

public Rectangle(Point p) {

origin = p;

}

public Rectangle(int w, int h) {

origin = new Point(0, 0);

width = w;

height = h;

}

public Rectangle(Point p, int w, int h) {

origin = p;

width = w;

height = h;

}

// a method for moving the rectangle

public void move(int x, int y) {

origin.x = x;

origin.y = y;

}

// a method for computing the area of the rectangle

public int getArea() {

return width \* height;

}

}

Each constructor lets you provide initial values for the rectangle's origin, width, and height, using both primitive and reference types. If a class has multiple constructors, they must have different signatures. The Java compiler differentiates the constructors based on the number and the type of the arguments. When the Java compiler encounters the following code, it knows to call the constructor in the Rectangle class that requires a Point argument followed by two integer arguments:

Rectangle rectOne = new Rectangle(originOne, 100, 200);

This calls one of Rectangle's constructors that initializes origin to originOne. Also, the constructor sets width to 100 and height to 200. Now there are two references to the samePoint object—an object can have multiple references to it, as shown in the next figure:
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The following line of code calls the Rectangle constructor that requires two integer arguments, which provide the initial values for width and height. If you inspect the code within the constructor, you will see that it creates a new Point object whose x and y values are initialized to 0:

Rectangle rectTwo = new Rectangle(50, 100);

The Rectangle constructor used in the following statement doesn't take any arguments, so it's called a no-argument constructor:

Rectangle rect = new Rectangle();

All classes have at least one constructor. If a class does not explicitly declare any, the Java compiler automatically provides a no-argument constructor, called the default constructor. This default constructor calls the class parent's no-argument constructor, or the Object constructor if the class has no other parent. If the parent has no constructor (Object does have one), the compiler will reject the program.

# Using Objects

Once you've created an object, you probably want to use it for something. You may need to use the value of one of its fields, change one of its fields, or call one of its methods to perform an action.

## Referencing an Object's Fields

Object fields are accessed by their name. You must use a name that is unambiguous.

You may use a simple name for a field within its own class. For example, we can add a statement *within* the Rectangle class that prints the width and height:

System.out.println("Width and height are: " + width + ", " + height);

In this case, width and height are simple names.

Code that is outside the object's class must use an object reference or expression, followed by the dot (.) operator, followed by a simple field name, as in:

objectReference.fieldName

For example, the code in the CreateObjectDemo class is outside the code for the Rectangle class. So to refer to the origin, width, and height fields within the Rectangle object named rectOne, theCreateObjectDemo class must use the names rectOne.origin, rectOne.width, and rectOne.height, respectively. The program uses two of these names to display the width and the height of rectOne:

System.out.println("Width of rectOne: " + rectOne.width);

System.out.println("Height of rectOne: " + rectOne.height);

Attempting to use the simple names width and height from the code in the CreateObjectDemo class doesn't make sense — those fields exist only within an object — and results in a compiler error.

Later, the program uses similar code to display information about rectTwo. Objects of the same type have their own copy of the same instance fields. Thus, each Rectangle object has fields named origin, width, and height. When you access an instance field through an object reference, you reference that particular object's field. The two objects rectOne and rectTwo in theCreateObjectDemo program have different origin, width, and height fields.

To access a field, you can use a named reference to an object, as in the previous examples, or you can use any expression that returns an object reference. Recall that the new operator returns a reference to an object. So you could use the value returned from new to access a new object's fields:

int height = new Rectangle().height;

This statement creates a new Rectangle object and immediately gets its height. In essence, the statement calculates the default height of a Rectangle. Note that after this statement has been executed, the program no longer has a reference to the created Rectangle, because the program never stored the reference anywhere. The object is unreferenced, and its resources are free to be recycled by the Java Virtual Machine.

## Calling an Object's Methods

You also use an object reference to invoke an object's method. You append the method's simple name to the object reference, with an intervening dot operator (.). Also, you provide, within enclosing parentheses, any arguments to the method. If the method does not require any arguments, use empty parentheses.

objectReference.methodName(argumentList);

or:

objectReference.methodName();

The Rectangle class has two methods: getArea() to compute the rectangle's area and move() to change the rectangle's origin. Here's the CreateObjectDemo code that invokes these two methods:

System.out.println("Area of rectOne: " + rectOne.getArea());

...

rectTwo.move(40, 72);

The first statement invokes rectOne's getArea() method and displays the results. The second line moves rectTwo because the move() method assigns new values to the object's origin.x andorigin.y.

As with instance fields, objectReference must be a reference to an object. You can use a variable name, but you also can use any expression that returns an object reference. The new operator returns an object reference, so you can use the value returned from new to invoke a new object's methods:

new Rectangle(100, 50).getArea()

The expression new Rectangle(100, 50) returns an object reference that refers to a Rectangle object. As shown, you can use the dot notation to invoke the new Rectangle's getArea() method to compute the area of the new rectangle.

Some methods, such as getArea(), return a value. For methods that return a value, you can use the method invocation in expressions. You can assign the return value to a variable, use it to make decisions, or control a loop. This code assigns the value returned by getArea() to the variable areaOfRectangle:

int areaOfRectangle = new Rectangle(100, 50).getArea();

Remember, invoking a method on a particular object is the same as sending a message to that object. In this case, the object that getArea() is invoked on is the rectangle returned by the constructor.

## The Garbage Collector

Some object-oriented languages require that you keep track of all the objects you create and that you explicitly destroy them when they are no longer needed. Managing memory explicitly is tedious and error-prone. The Java platform allows you to create as many objects as you want (limited, of course, by what your system can handle), and you don't have to worry about destroying them. The Java runtime environment deletes objects when it determines that they are no longer being used. This process is called garbage collection.

An object is eligible for garbage collection when there are no more references to that object. References that are held in a variable are usually dropped when the variable goes out of scope. Or, you can explicitly drop an object reference by setting the variable to the special value null. Remember that a program can have multiple references to the same object; all references to an object must be dropped before the object is eligible for garbage collection.

The Java runtime environment has a garbage collector that periodically frees the memory used by objects that are no longer referenced. The garbage collector does its job automatically when it determines that the time is right.

# Returning a Value from a Method

A method returns to the code that invoked it when it

* completes all the statements in the method,
* reaches a return statement, or
* throws an exception (covered later),

whichever occurs first.

You declare a method's return type in its method declaration. Within the body of the method, you use the return statement to return the value.

Any method declared void doesn't return a value. It does not need to contain a return statement, but it may do so. In such a case, a return statement can be used to branch out of a control flow block and exit the method and is simply used like this:

return;

If you try to return a value from a method that is declared void, you will get a compiler error.

Any method that is not declared void must contain a return statement with a corresponding return value, like this:

return returnValue;

The data type of the return value must match the method's declared return type; you can't return an integer value from a method declared to return a boolean.

The getArea() method in the Rectangle [Rectangle](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Rectangle.java) class that was discussed in the sections on objects returns an integer:

// a method for computing the area of the rectangle

public int getArea() {

return width \* height;

}

This method returns the integer that the expression width\*height evaluates to.

The getArea method returns a primitive type. A method can also return a reference type. For example, in a program to manipulate Bicycle objects, we might have a method like this:

public Bicycle seeWhosFastest(Bicycle myBike, Bicycle yourBike,

Environment env) {

Bicycle fastest;

// code to calculate which bike is

// faster, given each bike's gear

// and cadence and given the

// environment (terrain and wind)

return fastest;

}

## Returning a Class or Interface

If this section confuses you, skip it and return to it after you have finished the lesson on interfaces and inheritance.

When a method uses a class name as its return type, such as whosFastest does, the class of the type of the returned object must be either a subclass of, or the exact class of, the return type. Suppose that you have a class hierarchy in which ImaginaryNumber is a subclass of java.lang.Number, which is in turn a subclass of Object, as illustrated in the following figure.
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The class hierarchy for ImaginaryNumber

Now suppose that you have a method declared to return a Number:

public Number returnANumber() {

...

}

The returnANumber method can return an ImaginaryNumber but not an Object. ImaginaryNumber is a Number because it's a subclass of Number. However, an Object is not necessarily a Number — it could be a String or another type.

You can override a method and define it to return a subclass of the original method, like this:

public ImaginaryNumber returnANumber() {

...

}

This technique, called covariant return type, means that the return type is allowed to vary in the same direction as the subclass.

**Note:** You also can use interface names as return types. In this case, the object returned must implement the specified interface.

# Controlling Access to Members of a Class

Access level modifiers determine whether other classes can use a particular field or invoke a particular method. There are two levels of access control:

* At the top level—public, or *package-private* (no explicit modifier).
* At the member level—public, private, protected, or *package-private* (no explicit modifier).

A class may be declared with the modifier public, in which case that class is visible to all classes everywhere. If a class has no modifier (the default, also known as *package-private*), it is visible only within its own package (packages are named groups of related classes — you will learn about them in a later lesson.)

At the member level, you can also use the public modifier or no modifier (*package-private*) just as with top-level classes, and with the same meaning. For members, there are two additional access modifiers: private and protected. The private modifier specifies that the member can only be accessed in its own class. The protected modifier specifies that the member can only be accessed within its own package (as with *package-private*) and, in addition, by a subclass of its class in another package.

The following table shows the access to members permitted by each modifier.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Levels** | | | | |
| **Modifier** | **Class** | **Package** | **Subclass** | **World** |
| public | Y | Y | Y | Y |
| protected | Y | Y | Y | N |
| *no modifier* | Y | Y | N | N |
| private | Y | N | N | N |

The first data column indicates whether the class itself has access to the member defined by the access level. As you can see, a class always has access to its own members. The second column indicates whether classes in the same package as the class (regardless of their parentage) have access to the member. The third column indicates whether subclasses of the class declared outside this package have access to the member. The fourth column indicates whether all classes have access to the member.

Access levels affect you in two ways. First, when you use classes that come from another source, such as the classes in the Java platform, access levels determine which members of those classes your own classes can use. Second, when you write a class, you need to decide what access level every member variable and every method in your class should have.

Let's look at a collection of classes and see how access levels affect visibility. The following figure shows the four classes in this example and how they are related.
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Classes and Packages of the Example Used to Illustrate Access Levels

The following table shows where the members of the Alpha class are visible for each of the access modifiers that can be applied to them.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Visibility** | | | | |
| **Modifier** | **Alpha** | **Beta** | **Alphasub** | **Gamma** |
| public | Y | Y | Y | Y |
| protected | Y | Y | Y | N |
| *no modifier* | Y | Y | N | N |
| private | Y | N | N | N |

**Tips on Choosing an Access Level:**

If other programmers use your class, you want to ensure that errors from misuse cannot happen. Access levels can help you do this.

* Use the most restrictive access level that makes sense for a particular member. Use private unless you have a good reason not to.

## Avoid public fields except for constants. (Many of the examples in the tutorial use public fields. This may help to illustrate some points concisely, but is not recoClass Variables

When a number of objects are created from the same class blueprint, they each have their own distinct copies of *instance variables*. In the case of the Bicycle class, the instance variables arecadence, gear, and speed. Each Bicycle object has its own values for these variables, stored in different memory locations.

Sometimes, you want to have variables that are common to all objects. This is accomplished with the static modifier. Fields that have the static modifier in their declaration are called*static fields* or *class variables*. They are associated with the class, rather than with any object. Every instance of the class shares a class variable, which is in one fixed location in memory. Any object can change the value of a class variable, but class variables can also be manipulated without creating an instance of the class.

For example, suppose you want to create a number of Bicycle objects and assign each a serial number, beginning with 1 for the first object. This ID number is unique to each object and is therefore an instance variable. At the same time, you need a field to keep track of how many Bicycle objects have been created so that you know what ID to assign to the next one. Such a field is not related to any individual object, but to the class as a whole. For this you need a class variable, numberOfBicycles, as follows:

public class Bicycle {

private int cadence;

private int gear;

private int speed;

// **add an instance variable for the object ID**

private int id;

// **add a class variable for the**

// **number of Bicycle objects instantiated**

private **static** int numberOfBicycles = 0;

...

}

Class variables are referenced by the class name itself, as in

Bicycle.numberOfBicycles

This makes it clear that they are class variables.

**Note:** You can also refer to static fields with an object reference like

myBike.numberOfBicycles

but this is discouraged because it does not make it clear that they are class variables.

You can use the Bicycle constructor to set the id instance variable and increment the numberOfBicycles class variable:

public class Bicycle {

private int cadence;

private int gear;

private int speed;

private int id;

private static int numberOfBicycles = 0;

public Bicycle(int startCadence, int startSpeed, int startGear){

gear = startGear;

cadence = startCadence;

speed = startSpeed;

// **increment number of Bicycles**

// **and assign ID number**

**id = ++numberOfBicycles;**

}

// **new method to return the ID instance variable**

public int getID() {

return id;

}

...

}

**Class Methods**

The Java programming language supports static methods as well as static variables. Static methods, which have the static modifier in their declarations, should be invoked with the class name, without the need for creating an instance of the class, as in

ClassName.methodName(args)

**Note:** You can also refer to static methods with an object reference like

instanceName.methodName(args)

but this is discouraged because it does not make it clear that they are class methods.

A common use for static methods is to access static fields. For example, we could add a static method to the Bicycle class to access the numberOfBicycles static field:

public **static** int getNumberOfBicycles() {

return numberOfBicycles;

}

Not all combinations of instance and class variables and methods are allowed:

* Instance methods can access instance variables and instance methods directly.
* Instance methods can access class variables and class methods directly.
* Class methods can access class variables and class methods directly.
* Class methods ***cannot*** access instance variables or instance methods directly—they must use an object reference. Also, class methods cannot use the this keyword as there is no instance for this to refer to.

**Constants**

The static modifier, in combination with the final modifier, is also used to define constants. The final modifier indicates that the value of this field cannot change.

For example, the following variable declaration defines a constant named PI, whose value is an approximation of pi (the ratio of the circumference of a circle to its diameter):

static final double PI = 3.141592653589793;

Constants defined in this way cannot be reassigned, and it is a compile-time error if your program tries to do so. By convention, the names of constant values are spelled in uppercase letters. If the name is composed of more than one word, the words are separated by an underscore (\_).

**Note:** If a primitive type or a string is defined as a constant and the value is known at compile time, the compiler replaces the constant name everywhere in the code with its value. This is called a *compile-time constant*. If the value of the constant in the outside world changes (for example, if it is legislated that pi actually should be 3.975), you will need to recompile any classes that use this constant to get the current value.

**The Bicycle Class**

After all the modifications made in this section, the Bicycle class is now:

public class Bicycle {

private int cadence;

private int gear;

private int speed;

private int id;

private **static** int numberOfBicycles = 0;

public Bicycle(int startCadence,

int startSpeed,

int startGear){

gear = startGear;

cadence = startCadence;

speed = startSpeed;

id = ++numberOfBicycles;

}

public int getID() {

return id;

}

public static int getNumberOfBicycles() {

return numberOfBicycles;

}

public int getCadence(){

return cadence;

}

public void setCadence(int newValue){

cadence = newValue;

}

public int getGear(){

return gear;

}

public void setGear(int newValue){

gear = newValue;

}

public int getSpeed(){

return speed;

}

public void applyBrake(int decrement){

speed -= decrement;

}

public void speedUp(int increment){

speed += increment;

}

}

* mmended for production code.) Public fields tend to link you to a particular implementation and limit your flexibility in changing your code.

# Initializing Fields

As you have seen, you can often provide an initial value for a field in its declaration:

public class BedAndBreakfast {

// initialize to 10

public static int capacity = 10;

// initialize to false

private boolean full = false;

}

This works well when the initialization value is available and the initialization can be put on one line. However, this form of initialization has limitations because of its simplicity. If initialization requires some logic (for example, error handling or a for loop to fill a complex array), simple assignment is inadequate. Instance variables can be initialized in constructors, where error handling or other logic can be used. To provide the same capability for class variables, the Java programming language includes *static initialization blocks*.

**Note:** It is not necessary to declare fields at the beginning of the class definition, although this is the most common practice. It is only necessary that they be declared and initialized before they are used.

## Static Initialization Blocks

A *static initialization block* is a normal block of code enclosed in braces, { }, and preceded by the static keyword. Here is an example:

static {

// whatever code is needed for initialization goes here

}

A class can have any number of static initialization blocks, and they can appear anywhere in the class body. The runtime system guarantees that static initialization blocks are called in the order that they appear in the source code.

There is an alternative to static blocks — you can write a private static method:

class Whatever {

public static varType myVar = initializeClassVariable();

private static varType initializeClassVariable() {

// initialization code goes here

}

}

The advantage of private static methods is that they can be reused later if you need to reinitialize the class variable.

## Initializing Instance Members

Normally, you would put code to initialize an instance variable in a constructor. There are two alternatives to using a constructor to initialize instance variables: initializer blocks and final methods.

Initializer blocks for instance variables look just like static initializer blocks, but without the static keyword:

{

// whatever code is needed for initialization goes here

}

The Java compiler copies initializer blocks into every constructor. Therefore, this approach can be used to share a block of code between multiple constructors.

A *final method* cannot be overridden in a subclass. This is discussed in the lesson on interfaces and inheritance. Here is an example of using a final method for initializing an instance variable:

class Whatever {

private varType myVar = initializeInstanceVariable();

protected final varType initializeInstanceVariable() {

// initialization code goes here

}

}

This is especially useful if subclasses might want to reuse the initialization method. The method is final because calling non-final methods during instance initialization can cause problems.

# Nested Classes

The Java programming language allows you to define a class within another class. Such a class is called a *nested class* and is illustrated here:

class OuterClass {

...

class NestedClass {

...

}

}

**Terminology:** Nested classes are divided into two categories: static and non-static. Nested classes that are declared static are called *static nested classes*. Non-static nested classes are called *inner classes*.

class OuterClass {

...

static class StaticNestedClass {

...

}

class InnerClass {

...

}

}

A nested class is a member of its enclosing class. Non-static nested classes (inner classes) have access to other members of the enclosing class, even if they are declared private. Static nested classes do not have access to other members of the enclosing class. As a member of the OuterClass, a nested class can be declared private, public, protected, or *package private*. (Recall that outer classes can only be declared public or *package private*.)

## Why Use Nested Classes?

Compelling reasons for using nested classes include the following:

* **It is a way of logically grouping classes that are only used in one place**: If a class is useful to only one other class, then it is logical to embed it in that class and keep the two together. Nesting such "helper classes" makes their package more streamlined.
* **It increases encapsulation**: Consider two top-level classes, A and B, where B needs access to members of A that would otherwise be declared private. By hiding class B within class A, A's members can be declared private and B can access them. In addition, B itself can be hidden from the outside world.
* **It can lead to more readable and maintainable code**: Nesting small classes within top-level classes places the code closer to where it is used.

## Static Nested Classes

As with class methods and variables, a static nested class is associated with its outer class. And like static class methods, a static nested class cannot refer directly to instance variables or methods defined in its enclosing class: it can use them only through an object reference.

**Note:** A static nested class interacts with the instance members of its outer class (and other classes) just like any other top-level class. In effect, a static nested class is behaviorally a top-level class that has been nested in another top-level class for packaging convenience.

Static nested classes are accessed using the enclosing class name:

OuterClass.StaticNestedClass

For example, to create an object for the static nested class, use this syntax:

OuterClass.StaticNestedClass nestedObject =

new OuterClass.StaticNestedClass();

## Inner Classes

As with instance methods and variables, an inner class is associated with an instance of its enclosing class and has direct access to that object's methods and fields. Also, because an inner class is associated with an instance, it cannot define any static members itself.

Objects that are instances of an inner class exist *within* an instance of the outer class. Consider the following classes:

class OuterClass {

...

class InnerClass {

...

}

}

An instance of InnerClass can exist only within an instance of OuterClass and has direct access to the methods and fields of its enclosing instance.

To instantiate an inner class, you must first instantiate the outer class. Then, create the inner object within the outer object with this syntax:

OuterClass.InnerClass innerObject = outerObject.new InnerClass();

There are two special kinds of inner classes: [local classes](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html) and [anonymous classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html).

## Shadowing

If a declaration of a type (such as a member variable or a parameter name) in a particular scope (such as an inner class or a method definition) has the same name as another declaration in the enclosing scope, then the declaration shadows the declaration of the enclosing scope. You cannot refer to a shadowed declaration by its name alone. The following example, [ShadowTest](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/ShadowTest.java), demonstrates this:

public class ShadowTest {

public int x = 0;

class FirstLevel {

public int x = 1;

void methodInFirstLevel(int x) {

System.out.println("x = " + x);

System.out.println("this.x = " + this.x);

System.out.println("ShadowTest.this.x = " + ShadowTest.this.x);

}

}

public static void main(String... args) {

ShadowTest st = new ShadowTest();

ShadowTest.FirstLevel fl = st.new FirstLevel();

fl.methodInFirstLevel(23);

}

}

The following is the output of this example:

x = 23

this.x = 1

ShadowTest.this.x = 0

This example defines three variables named x: the member variable of the class ShadowTest, the member variable of the inner class FirstLevel, and the parameter in the methodmethodInFirstLevel. The variable x defined as a parameter of the method methodInFirstLevel shadows the variable of the inner class FirstLevel. Consequently, when you use the variable x in the method methodInFirstLevel, it refers to the method parameter. To refer to the member variable of the inner class FirstLevel, use the keyword this to represent the enclosing scope:

System.out.println("this.x = " + this.x);

Refer to member variables that enclose larger scopes by the class name to which they belong. For example, the following statement accesses the member variable of the class ShadowTestfrom the method methodInFirstLevel:

System.out.println("ShadowTest.this.x = " + ShadowTest.this.x);

## Serialization

[Serialization](http://docs.oracle.com/javase/tutorial/jndi/objects/serial.html) of inner classes, including [local](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html) and [anonymous](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html) classes, is strongly discouraged. When the Java compiler compiles certain constructs, such as inner classes, it creates synthetic constructs; these are classes, methods, fields, and other constructs that do not have a corresponding construct in the source code. Synthetic constructs enable Java compilers to implement new Java language features without changes to the JVM. However, synthetic constructs can vary among different Java compiler implementations, which means that .class files can vary among different implementations as well. Consequently, you may have compatibility issues if you serialize an inner class and then deserialize it with a different JRE implementation. See the section[Implicit and Synthetic Parameters](http://docs.oracle.com/javase/tutorial/reflect/member/methodparameterreflection.html#implcit_and_synthetic) in the section [Obtaining Names of Method Parameters](http://docs.oracle.com/javase/tutorial/reflect/member/methodparameterreflection.html) for more information about the synthetic constructs generated when an inner class is compiled.

# Inner Class Example

To see an inner class in use, first consider an array. In the following example, you create an array, fill it with integer values, and then output only values of even indices of the array in ascending order.

The [DataStructure.java](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/DataStructure.java) example that follows consists of:

* The DataStructure outer class, which includes a constructor to create an instance of DataStructure containing an array filled with consecutive integer values (0, 1, 2, 3, and so on) and a method that prints elements of the array that have an even index value.
* The EvenIterator inner class, which implements the DataStructureIterator interface, which extends the [Iterator](http://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)< [Integer](http://docs.oracle.com/javase/8/docs/api/java/lang/Integer.html)> interface. Iterators are used to step through a data structure and typically have methods to test for the last element, retrieve the current element, and move to the next element.
* A main method that instantiates a DataStructure object (ds), then invokes the printEven method to print elements of the array arrayOfInts that have an even index value.

public class DataStructure {

// Create an array

private final static int SIZE = 15;

private int[] arrayOfInts = new int[SIZE];

public DataStructure() {

// fill the array with ascending integer values

for (int i = 0; i < SIZE; i++) {

arrayOfInts[i] = i;

}

}

public void printEven() {

// Print out values of even indices of the array

DataStructureIterator iterator = this.new EvenIterator();

while (iterator.hasNext()) {

System.out.print(iterator.next() + " ");

}

System.out.println();

}

interface DataStructureIterator extends java.util.Iterator<Integer> { }

// Inner class implements the DataStructureIterator interface,

// which extends the Iterator<Integer> interface

private class EvenIterator implements DataStructureIterator {

// Start stepping through the array from the beginning

private int nextIndex = 0;

public boolean hasNext() {

// Check if the current element is the last in the array

return (nextIndex <= SIZE - 1);

}

public Integer next() {

// Record a value of an even index of the array

Integer retValue = Integer.valueOf(arrayOfInts[nextIndex]);

// Get the next even element

nextIndex += 2;

return retValue;

}

}

public static void main(String s[]) {

// Fill the array with integer values and print out only

// values of even indices

DataStructure ds = new DataStructure();

ds.printEven();

}

}

The output is:

0 2 4 6 8 10 12 14

Note that the EvenIterator class refers directly to the arrayOfInts instance variable of the DataStructure object.

You can use inner classes to implement helper classes such as the one shown in the this example. To handle user interface events, you must know how to use inner classes, because the event-handling mechanism makes extensive use of them.

## Local and Anonymous Classes

There are two additional types of inner classes. You can declare an inner class within the body of a method. These classes are known as [local classes](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html). You can also declare an inner class within the body of a method without naming the class. These classes are known as [anonymous classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html).

## Modifiers

You can use the same modifiers for inner classes that you use for other members of the outer class. For example, you can use the access specifiers private, public, and protected to restrict access to inner classes, just as you use them to restrict access do to other class members.

# Lambda Expressions

One issue with anonymous classes is that if the implementation of your anonymous class is very simple, such as an interface that contains only one method, then the syntax of anonymous classes may seem unwieldy and unclear. In these cases, you're usually trying to pass functionality as an argument to another method, such as what action should be taken when someone clicks a button. Lambda expressions enable you to do this, to treat functionality as method argument, or code as data.

The previous section, [Anonymous Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html), shows you how to implement a base class without giving it a name. Although this is often more concise than a named class, for classes with only one method, even an anonymous class seems a bit excessive and cumbersome. Lambda expressions let you express instances of single-method classes more compactly.

This section covers the following topics:

* [Ideal Use Case for Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#use-case)
  + [Approach 1: Create Methods That Search for Members That Match One Characteristic](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach1)
  + [Approach 2: Create More Generalized Search Methods](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach2)
  + [Approach 3: Specify Search Criteria Code in a Local Class](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach3)
  + [Approach 4: Specify Search Criteria Code in an Anonymous Class](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach4)
  + [Approach 5: Specify Search Criteria Code with a Lambda Expression](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach5)
  + [Approach 6: Use Standard Functional Interfaces with Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach6)
  + [Approach 7: Use Lambda Expressions Throughout Your Application](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach7)
  + [Approach 8: Use Generics More Extensively](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach8)
  + [Approach 9: Use Aggregate Operations That Accept Lambda Expressions as Parameters](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach9)
* [Lambda Expressions in GUI Applications](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#lambda-expressions-in-gui-applications)
* [Syntax of Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#syntax)
* [Accessing Local Variables of the Enclosing Scope](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#accessing-local-variables)
* [Target Typing](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#target-typing)
  + [Target Types and Method Arguments](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#target-types-and-method-arguments)
* [Serialization](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#serialization)

## Ideal Use Case for Lambda Expressions

Suppose that you are creating a social networking application. You want to create a feature that enables an administrator to perform any kind of action, such as sending a message, on members of the social networking application that satisfy certain criteria. The following table describes this use case in detail:

|  |  |
| --- | --- |
| **Field** | **Description** |
| Name | Perform action on selected members |
| Primary Actor | Administrator |
| Preconditions | Administrator is logged in to the system. |
| Postconditions | Action is performed only on members that fit the specified criteria. |
| Main Success Scenario | 1. Administrator specifies criteria of members on which to perform a certain action. 2. Administrator specifies an action to perform on those selected members. 3. Administrator selects the **Submit** button. 4. The system finds all members that match the specified criteria. 5. The system performs the specified action on all matching members. |
| Extensions | 1a. Administrator has an option to preview those members who match the specified criteria before he or she specifies the action to be performed or before selecting the**Submit** button. |
| Frequency of Occurrence | Many times during the day. |

Suppose that members of this social networking application are represented by the following [Person](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Person.java) class:

public class Person {

public enum Sex {

MALE, FEMALE

}

String name;

LocalDate birthday;

Sex gender;

String emailAddress;

public int getAge() {

// ...

}

public void printPerson() {

// ...

}

}

Suppose that the members of your social networking application are stored in a List<Person> instance.

This section begins with a naive approach to this use case. It improves upon this approach with local and anonymous classes, and then finishes with an efficient and concise approach using lambda expressions. Find the code excerpts described in this section in the example [RosterTest](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/RosterTest.java).

### Approach 1: Create Methods That Search for Members That Match One Characteristic

One simplistic approach is to create several methods; each method searches for members that match one characteristic, such as gender or age. The following method prints members that are older than a specified age:

public static void printPersonsOlderThan(List<Person> roster, int age) {

for (Person p : roster) {

if (p.getAge() >= age) {

p.printPerson();

}

}

}

**Note**: A [List](http://docs.oracle.com/javase/8/docs/api/java/util/List.html) is an ordered [Collection](http://docs.oracle.com/javase/8/docs/api/java/util/Collection.html). A collection is an object that groups multiple elements into a single unit. Collections are used to store, retrieve, manipulate, and communicate aggregate data. For more information about collections, see the [Collections](http://docs.oracle.com/javase/tutorial/collections/index.html) trail.

This approach can potentially make your application brittle, which is the likelihood of an application not working because of the introduction of updates (such as newer data types). Suppose that you upgrade your application and change the structure of the Person class such that it contains different member variables; perhaps the class records and measures ages with a different data type or algorithm. You would have to rewrite a lot of your API to accommodate this change. In addition, this approach is unnecessarily restrictive; what if you wanted to print members younger than a certain age, for example?

### Approach 2: Create More Generalized Search Methods

The following method is more generic than printPersonsOlderThan; it prints members within a specified range of ages:

public static void printPersonsWithinAgeRange(

List<Person> roster, int low, int high) {

for (Person p : roster) {

if (low <= p.getAge() && p.getAge() < high) {

p.printPerson();

}

}

}

What if you want to print members of a specified sex, or a combination of a specified gender and age range? What if you decide to change the Person class and add other attributes such as relationship status or geographical location? Although this method is more generic than printPersonsOlderThan, trying to create a separate method for each possible search query can still lead to brittle code. You can instead separate the code that specifies the criteria for which you want to search in a different class.

### Approach 3: Specify Search Criteria Code in a Local Class

The following method prints members that match search criteria that you specify:

public static void printPersons(

List<Person> roster, CheckPerson tester) {

for (Person p : roster) {

if (tester.test(p)) {

p.printPerson();

}

}

}

This method checks each Person instance contained in the List parameter roster whether it satisfies the search criteria specified in the CheckPerson parameter tester by invoking the method tester.test. If the method tester.test returns a true value, then the method printPersons is invoked on the Person instance.

To specify the search criteria, you implement the CheckPerson interface:

interface CheckPerson {

boolean test(Person p);

}

The following class implements the CheckPerson interface by specifying an implementation for the method test. This method filters members that are eligible for Selective Service in the United States: it returns a true value if its Person parameter is male and between the ages of 18 and 25:

class CheckPersonEligibleForSelectiveService implements CheckPerson {

public boolean test(Person p) {

return p.gender == Person.Sex.MALE &&

p.getAge() >= 18 &&

p.getAge() <= 25;

}

}

To use this class, you create a new instance of it and invoke the printPersons method:

printPersons(

roster, new CheckPersonEligibleForSelectiveService());

Although this approach is less brittle—you don't have to rewrite methods if you change the structure of the Person—you still have additional code: a new interface and a local class for each search you plan to perform in your application. Because CheckPersonEligibleForSelectiveService implements an interface, you can use an anonymous class instead of a local class and bypass the need to declare a new class for each search.

### Approach 4: Specify Search Criteria Code in an Anonymous Class

One of the arguments of the following invocation of the method printPersons is an anonymous class that filters members that are eligible for Selective Service in the United States: those who are male and between the ages of 18 and 25:

printPersons(

roster,

new CheckPerson() {

public boolean test(Person p) {

return p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25;

}

}

);

This approach reduces the amount of code required because you don't have to create a new class for each search that you want to perform. However, the syntax of anonymous classes is bulky considering that the CheckPerson interface contains only one method. In this case, you can use a lambda expression instead of an anonymous class, as described in the next section.

### Approach 5: Specify Search Criteria Code with a Lambda Expression

The CheckPerson interface is a *functional interface*. A functional interface is any interface that contains only one [abstract method](http://docs.oracle.com/javase/tutorial/java/IandI/abstract.html). (A functional interface may contain one or more [default methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html) or [static methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html#static).) Because a functional interface contains only one abstract method, you can omit the name of that method when you implement it. To do this, instead of using an anonymous class expression, you use a *lambda expression*, which is highlighted in the following method invocation:

printPersons(

roster,

**(Person p) -> p.getGender() == Person.Sex.MALE**

**&& p.getAge() >= 18**

**&& p.getAge() <= 25**

);

See [Syntax of Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#syntax) for information about how to define lambda expressions.

You can use a standard functional interface in place of the interface CheckPerson, which reduces even further the amount of code required.

### Approach 6: Use Standard Functional Interfaces with Lambda Expressions

Reconsider the CheckPerson interface:

interface CheckPerson {

boolean test(Person p);

}

This is a very simple interface. It's a functional interface because it contains only one abstract method. This method takes one parameter and returns a boolean value. The method is so simple that it might not be worth it to define one in your application. Consequently, the JDK defines several standard functional interfaces, which you can find in the package java.util.function.

For example, you can use the Predicate<T> interface in place of CheckPerson. This interface contains the method boolean test(T t):

interface Predicate<T> {

boolean test(T t);

}

The interface Predicate<T> is an example of a generic interface. (For more information about generics, see the [Generics (Updated)](http://docs.oracle.com/javase/tutorial/java/generics/index.html) lesson.) Generic types (such as generic interfaces) specify one or more type parameters within angle brackets (<>). This interface contains only one type parameter, T. When you declare or instantiate a generic type with actual type arguments, you have a parameterized type. For example, the parameterized type Predicate<Person> is the following:

interface Predicate<Person> {

boolean test(Person t);

}

This parameterized type contains a method that has the same return type and parameters as CheckPerson.boolean test(Person p). Consequently, you can use Predicate<T> in place of CheckPerson as the following method demonstrates:

public static void printPersonsWithPredicate(

List<Person> roster, Predicate<Person> tester) {

for (Person p : roster) {

if (tester.test(p)) {

p.printPerson();

}

}

}

As a result, the following method invocation is the same as when you invoked printPersons in [Approach 3: Specify Search Criteria Code in a Local Class](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach3) to obtain members who are eligible for Selective Service:

printPersonsWithPredicate(

roster,

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25

);

This is not the only possible place in this method to use a lambda expression. The following approach suggests other ways to use lambda expressions.

### Approach 7: Use Lambda Expressions Throughout Your Application

Reconsider the method printPersonsWithPredicate to see where else you could use lambda expressions:

public static void printPersonsWithPredicate(

List<Person> roster, Predicate<Person> tester) {

for (Person p : roster) {

if (tester.test(p)) {

p.printPerson();

}

}

}

This method checks each Person instance contained in the List parameter roster whether it satisfies the criteria specified in the Predicate parameter tester. If the Person instance does satisfy the criteria specified by tester, the method printPersron is invoked on the Person instance.

Instead of invoking the method printPerson, you can specify a different action to perform on those Person instances that satisfy the criteria specified by tester. You can specify this action with a lambda expression. Suppose you want a lambda expression similar to printPerson, one that takes one argument (an object of type Person) and returns void. Remember, to use a lambda expression, you need to implement a functional interface. In this case, you need a functional interface that contains an abstract method that can take one argument of type Person and returns void. The Consumer<T> interface contains the method void accept(T t), which has these characteristics. The following method replaces the invocation p.printPerson() with an instance of Consumer<Person> that invokes the method accept:

public static void processPersons(

List<Person> roster,

Predicate<Person> tester,

**Consumer<Person> block**) {

for (Person p : roster) {

if (tester.test(p)) {

**block.accept(p);**

}

}

}

As a result, the following method invocation is the same as when you invoked printPersons in [Approach 3: Specify Search Criteria Code in a Local Class](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach3) to obtain members who are eligible for Selective Service. The lambda expression used to print members is highlighted:

processPersons(

roster,

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25,

**p -> p.printPerson()**

);

What if you want to do more with your members' profiles than printing them out. Suppose that you want to validate the members' profiles or retrieve their contact information? In this case, you need a functional interface that contains an abstract method that returns a value. The Function<T,R> interface contains the method R apply(T t). The following method retrieves the data specified by the parameter mapper, and then performs an action on it specified by the parameter block:

public static void processPersonsWithFunction(

List<Person> roster,

Predicate<Person> tester,

Function<Person, String> mapper,

Consumer<String> block) {

for (Person p : roster) {

if (tester.test(p)) {

String data = mapper.apply(p);

block.accept(data);

}

}

}

The following method retrieves the email address from each member contained in roster who is eligible for Selective Service and then prints it:

processPersonsWithFunction(

roster,

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25,

p -> p.getEmailAddress(),

email -> System.out.println(email)

);

### Approach 8: Use Generics More Extensively

Reconsider the method processPersonsWithFunction. The following is a generic version of it that accepts, as a parameter, a collection that contains elements of any data type:

public static <X, Y> void processElements(

Iterable<X> source,

Predicate<X> tester,

Function <X, Y> mapper,

Consumer<Y> block) {

for (X p : source) {

if (tester.test(p)) {

Y data = mapper.apply(p);

block.accept(data);

}

}

}

To print the e-mail address of members who are eligible for Selective Service, invoke the processElements method as follows:

processElements(

roster,

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25,

p -> p.getEmailAddress(),

email -> System.out.println(email)

);

This method invocation performs the following actions:

1. Obtains a source of objects from the collection source. In this example, it obtains a source of Person objects from the collection roster. Notice that the collection roster, which is a collection of type List, is also an object of type Iterable.
2. Filters objects that match the Predicate object tester. In this example, the Predicate object is a lambda expression that specifies which members would be eligible for Selective Service.
3. Maps each filtered object to a value as specified by the Function object mapper. In this example, the Function object is a lambda expression that returns the e-mail address of a member.
4. Performs an action on each mapped object as specified by the Consumer object block. In this example, the Consumer object is a lambda expression that prints a string, which is the e-mail address returned by the Function object.

You can replace each of these actions with an aggregate operation.

### Approach 9: Use Aggregate Operations That Accept Lambda Expressions as Parameters

The following example uses aggregate operations to print the e-mail addresses of those members contained in the collection roster who are eligible for Selective Service:

roster

.stream()

.filter(

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25)

.map(p -> p.getEmailAddress())

.forEach(email -> System.out.println(email));

The following table maps each of the operations the method processElements performs with the corresponding aggregate operation:

|  |  |
| --- | --- |
| **processElements Action** | **Aggregate Operation** |
| Obtain a source of objects | Stream<E> **stream**() |
| Filter objects that match a Predicate object | Stream<T> **filter**(Predicate<? super T> predicate) |
| Map objects to another value as specified by a Function object | <R> Stream<R> **map**(Function<? super T,? extends R> mapper) |
| Perform an action as specified by a Consumer object | void **forEach**(Consumer<? super T> action) |

The operations filter, map, and forEach are aggregate operations. Aggregate operations process elements from a stream, not directly from a collection (which is the reason why the first method invoked in this example is stream). A stream is a sequence of elements. Unlike a collection, it is not a data structure that stores elements. Instead, a stream carries values from a source, such as collection, through a pipeline. A pipeline is a sequence of stream operations, which in this example is filter- map-forEach. In addition, aggregate operations typically accept lambda expressions as parameters, enabling you to customize how they behave.

For a more thorough discussion of aggregate operations, see the [Aggregate Operations](http://docs.oracle.com/javase/tutorial/collections/streams/index.html) lesson.

## Lambda Expressions in GUI Applications

To process events in a graphical user interface (GUI) application, such as keyboard actions, mouse actions, and scroll actions, you typically create event handlers, which usually involves implementing a particular interface. Often, event handler interfaces are functional interfaces; they tend to have only one method.

In the JavaFX example [HelloWorld.java](http://docs.oracle.com/javase/8/javafx/get-started-tutorial/hello_world.htm) (discussed in the previous section [Anonymous Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html)), you can replace the highlighted anonymous class with a lambda expression in this statement:

btn.setOnAction(**new EventHandler<ActionEvent>() {**

**@Override**

**public void handle(ActionEvent event) {**

**System.out.println("Hello World!");**

**}**

**}**);

The method invocation btn.setOnAction specifies what happens when you select the button represented by the btn object. This method requires an object of typeEventHandler<ActionEvent>. The EventHandler<ActionEvent> interface contains only one method, void handle(T event). This interface is a functional interface, so you could use the following highlighted lambda expression to replace it:

btn.setOnAction(

**event -> System.out.println("Hello World!")**

);

## Syntax of Lambda Expressions

A lambda expression consists of the following:

* A comma-separated list of formal parameters enclosed in parentheses. The CheckPerson.test method contains one parameter, p, which represents an instance of the Person class.

**Note**: You can omit the data type of the parameters in a lambda expression. In addition, you can omit the parentheses if there is only one parameter. For example, the following lambda expression is also valid:

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25

* The arrow token, ->
* A body, which consists of a single expression or a statement block. This example uses the following expression:
* p.getGender() == Person.Sex.MALE
* && p.getAge() >= 18

&& p.getAge() <= 25

If you specify a single expression, then the Java runtime evaluates the expression and then returns its value. Alternatively, you can use a return statement:

p -> {

return p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25;

}

A return statement is not an expression; in a lambda expression, you must enclose statements in braces ({}). However, you do not have to enclose a void method invocation in braces. For example, the following is a valid lambda expression:

email -> System.out.println(email)

Note that a lambda expression looks a lot like a method declaration; you can consider lambda expressions as anonymous methods—methods without a name.

The following example, [Calculator](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/Calculator.java), is an example of lambda expressions that take more than one formal parameter:

public class Calculator {

interface IntegerMath {

int operation(int a, int b);

}

public int operateBinary(int a, int b, IntegerMath op) {

return op.operation(a, b);

}

public static void main(String... args) {

Calculator myApp = new Calculator();

IntegerMath addition = (a, b) -> a + b;

IntegerMath subtraction = (a, b) -> a - b;

System.out.println("40 + 2 = " +

myApp.operateBinary(40, 2, addition));

System.out.println("20 - 10 = " +

myApp.operateBinary(20, 10, subtraction));

}

}

The method operateBinary performs a mathematical operation on two integer operands. The operation itself is specified by an instance of IntegerMath. The example defines two operations with lambda expressions, addition and subtraction. The example prints the following:

40 + 2 = 42

20 - 10 = 10

## Accessing Local Variables of the Enclosing Scope

Like local and anonymous classes, lambda expressions can [capture variables](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html#accessing-members-of-an-enclosing-class); they have the same access to local variables of the enclosing scope. However, unlike local and anonymous classes, lambda expressions do not have any shadowing issues (see [Shadowing](http://docs.oracle.com/javase/tutorial/java/javaOO/nested.html#shadowing) for more information). Lambda expressions are lexically scoped. This means that they do not inherit any names from a supertype or introduce a new level of scoping. Declarations in a lambda expression are interpreted just as they are in the enclosing environment. The following example, [LambdaScopeTest](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/LambdaScopeTest.java), demonstrates this:

import java.util.function.Consumer;

public class LambdaScopeTest {

public int x = 0;

class FirstLevel {

public int x = 1;

void methodInFirstLevel(int x) {

// The following statement causes the compiler to generate

// the error "local variables referenced from a lambda expression

// must be final or effectively final" in statement A:

//

// x = 99;

Consumer<Integer> myConsumer = (y) ->

{

System.out.println("x = " + x); // Statement A

System.out.println("y = " + y);

System.out.println("this.x = " + this.x);

System.out.println("LambdaScopeTest.this.x = " +

LambdaScopeTest.this.x);

};

myConsumer.accept(x);

}

}

public static void main(String... args) {

LambdaScopeTest st = new LambdaScopeTest();

LambdaScopeTest.FirstLevel fl = st.new FirstLevel();

fl.methodInFirstLevel(23);

}

}

This example generates the following output:

x = 23

y = 23

this.x = 1

LambdaScopeTest.this.x = 0

If you substitute the parameter x in place of y in the declaration of the lambda expression myConsumer, then the compiler generates an error:

Consumer<Integer> myConsumer = (x) -> {

// ...

}

The compiler generates the error "variable x is already defined in method methodInFirstLevel(int)" because the lambda expression does not introduce a new level of scoping. Consequently, you can directly access fields, methods, and local variables of the enclosing scope. For example, the lambda expression directly accesses the parameter x of the method methodInFirstLevel. To access variables in the enclosing class, use the keyword this. In this example, this.x refers to the member variable FirstLevel.x.

However, like local and anonymous classes, a lambda expression can only access local variables and parameters of the enclosing block that are final or effectively final. For example, suppose that you add the following assignment statement immediately after the methodInFirstLevel definition statement:

void methodInFirstLevel(int x) {

**x = 99;**

// ...

}

Because of this assignment statement, the variable FirstLevel.x is not effectively final anymore. As a result, the Java compiler generates an error message similar to "local variables referenced from a lambda expression must be final or effectively final" where the lambda expression myConsumer tries to access the FirstLevel.x variable:

System.out.println("x = " + x);

## Target Typing

How do you determine the type of a lambda expression? Recall the lambda expression that selected members who are male and between the ages 18 and 25 years:

p -> p.getGender() == Person.Sex.MALE

&& p.getAge() >= 18

&& p.getAge() <= 25

This lambda expression was used in the following two methods:

* public static void printPersons(List<Person> roster, CheckPerson tester) in [Approach 3: Specify Search Criteria Code in a Local Class](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach3)
* public void printPersonsWithPredicate(List<Person> roster, Predicate<Person> tester) in [Approach 6: Use Standard Functional Interfaces with Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach6)

When the Java runtime invokes the method printPersons, it's expecting a data type of CheckPerson, so the lambda expression is of this type. However, when the Java runtime invokes the method printPersonsWithPredicate, it's expecting a data type of Predicate<Person>, so the lambda expression is of this type. The data type that these methods expect is called thetarget type. To determine the type of a lambda expression, the Java compiler uses the target type of the context or situation in which the lambda expression was found. It follows that you can only use lambda expressions in situations in which the Java compiler can determine a target type:

* Variable declarations
* Assignments
* Return statements
* Array initializers
* Method or constructor arguments
* Lambda expression bodies
* Conditional expressions, ?:
* Cast expressions

### Target Types and Method Arguments

For method arguments, the Java compiler determines the target type with two other language features: overload resolution and type argument inference.

Consider the following two functional interfaces ( [java.lang.Runnable](http://docs.oracle.com/javase/8/docs/api/java/lang/Runnable.html) and [java.util.concurrent.Callable<V>](http://docs.oracle.com/javase/8/docs/api/java/util/concurrent/Callable.html)):

public interface Runnable {

void run();

}

public interface Callable<V> {

V call();

}

The method Runnable.run does not return a value, whereas Callable<V>.call does.

Suppose that you have overloaded the method invoke as follows (see [Defining Methods](http://docs.oracle.com/javase/tutorial/java/javaOO/methods.html) for more information about overloading methods):

void invoke(Runnable r) {

r.run();

}

<T> T invoke(Callable<T> c) {

return c.call();

}

Which method will be invoked in the following statement?

String s = invoke(() -> "done");

The method invoke(Callable<T>) will be invoked because that method returns a value; the method invoke(Runnable) does not. In this case, the type of the lambda expression () -> "done" is Callable<T>.

## Serialization

You can [serialize](http://docs.oracle.com/javase/tutorial/jndi/objects/serial.html) a lambda expression if its target type and its captured arguments are serializable. However, like [inner classes](http://docs.oracle.com/javase/tutorial/java/javaOO/nested.html#serialization), the serialization of lambda expressions is strongly discouraged.

# Local Classes

Local classes are classes that are defined in a block, which is a group of zero or more statements between balanced braces. You typically find local classes defined in the body of a method.

This section covers the following topics:

* [Declaring Local Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html#declaring-local-classes)
* [Accessing Members of an Enclosing Class](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html#accessing-members-of-an-enclosing-class)
  + [Shadowing and Local Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html#shadowing-and-local-classes)
* [Local Classes Are Similar To Inner Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html#local-classes-are-similar-to-inner-classes)

## Declaring Local Classes

You can define a local class inside any block (see [Expressions, Statements, and Blocks](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/expressions.html) for more information). For example, you can define a local class in a method body, a for loop, or an ifclause.

The following example, [LocalClassExample](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/LocalClassExample.java), validates two phone numbers. It defines the local class PhoneNumber in the method validatePhoneNumber:

public class LocalClassExample {

static String regularExpression = "[^0-9]";

public static void validatePhoneNumber(

String phoneNumber1, String phoneNumber2) {

final int numberLength = 10;

// Valid in JDK 8 and later:

// int numberLength = 10;

class PhoneNumber {

String formattedPhoneNumber = null;

PhoneNumber(String phoneNumber){

// numberLength = 7;

String currentNumber = phoneNumber.replaceAll(

regularExpression, "");

if (currentNumber.length() == numberLength)

formattedPhoneNumber = currentNumber;

else

formattedPhoneNumber = null;

}

public String getNumber() {

return formattedPhoneNumber;

}

// Valid in JDK 8 and later:

// public void printOriginalNumbers() {

// System.out.println("Original numbers are " + phoneNumber1 +

// " and " + phoneNumber2);

// }

}

PhoneNumber myNumber1 = new PhoneNumber(phoneNumber1);

PhoneNumber myNumber2 = new PhoneNumber(phoneNumber2);

// Valid in JDK 8 and later:

// myNumber1.printOriginalNumbers();

if (myNumber1.getNumber() == null)

System.out.println("First number is invalid");

else

System.out.println("First number is " + myNumber1.getNumber());

if (myNumber2.getNumber() == null)

System.out.println("Second number is invalid");

else

System.out.println("Second number is " + myNumber2.getNumber());

}

public static void main(String... args) {

validatePhoneNumber("123-456-7890", "456-7890");

}

}

The example validates a phone number by first removing all characters from the phone number except the digits 0 through 9. After, it checks whether the phone number contains exactly ten digits (the length of a phone number in North America). This example prints the following:

First number is 1234567890

Second number is invalid

## Accessing Members of an Enclosing Class

A local class has access to the members of its enclosing class. In the previous example, the PhoneNumber constructor accesses the member LocalClassExample.regularExpression.

In addition, a local class has access to local variables. However, a local class can only access local variables that are declared final. When a local class accesses a local variable or parameter of the enclosing block, it captures that variable or parameter. For example, the PhoneNumber constructor can access the local variable numberLength because it is declared final;numberLength is a captured variable.

However, starting in Java SE 8, a local class can access local variables and parameters of the enclosing block that are final or effectively final. A variable or parameter whose value is never changed after it is initialized is effectively final. For example, suppose that the variable numberLength is not declared final, and you add the highlighted assignment statement in thePhoneNumber constructor:

PhoneNumber(String phoneNumber) {

**numberLength = 7;**

String currentNumber = phoneNumber.replaceAll(

regularExpression, "");

if (currentNumber.length() == numberLength)

formattedPhoneNumber = currentNumber;

else

formattedPhoneNumber = null;

}

Because of this assignment statement, the variable numberLength is not effectively final anymore. As a result, the Java compiler generates an error message similar to "local variables referenced from an inner class must be final or effectively final" where the inner class PhoneNumber tries to access the numberLength variable:

if (currentNumber.length() == numberLength)

Starting in Java SE 8, if you declare the local class in a method, it can access the method's parameters. For example, you can define the following method in the PhoneNumber local class:

public void printOriginalNumbers() {

System.out.println("Original numbers are " + phoneNumber1 +

" and " + phoneNumber2);

}

The method printOriginalNumbers accesses the parameters phoneNumber1 and phoneNumber2 of the method validatePhoneNumber.

### Shadowing and Local Classes

Declarations of a type (such as a variable) in a local class shadow declarations in the enclosing scope that have the same name. See [Shadowing](http://docs.oracle.com/javase/tutorial/java/javaOO/nested.html#shadowing) for more information.

## Local Classes Are Similar To Inner Classes

Local classes are similar to inner classes because they cannot define or declare any static members. Local classes in static methods, such as the class PhoneNumber, which is defined in the static method validatePhoneNumber, can only refer to static members of the enclosing class. For example, if you do not define the member variable regularExpression as static, then the Java compiler generates an error similar to "non-static variable regularExpression cannot be referenced from a static context."

Local classes are non-static because they have access to instance members of the enclosing block. Consequently, they cannot contain most kinds of static declarations.

You cannot declare an interface inside a block; interfaces are inherently static. For example, the following code excerpt does not compile because the interface HelloThere is defined inside the body of the method greetInEnglish:

public void greetInEnglish() {

interface HelloThere {

public void greet();

}

class EnglishHelloThere implements HelloThere {

public void greet() {

System.out.println("Hello " + name);

}

}

HelloThere myGreeting = new EnglishHelloThere();

myGreeting.greet();

}

You cannot declare static initializers or member interfaces in a local class. The following code excerpt does not compile because the method EnglishGoodbye.sayGoodbye is declaredstatic. The compiler generates an error similar to "modifier 'static' is only allowed in constant variable declaration" when it encounters this method definition:

public void sayGoodbyeInEnglish() {

class EnglishGoodbye {

public static void sayGoodbye() {

System.out.println("Bye bye");

}

}

EnglishGoodbye.sayGoodbye();

}

A local class can have static members provided that they are constant variables. (A constant variable is a variable of primitive type or type String that is declared final and initialized with a compile-time constant expression. A compile-time constant expression is typically a string or an arithmetic expression that can be evaluated at compile time. See [Understanding Class Members](http://docs.oracle.com/javase/tutorial/java/javaOO/classvars.html)for more information.) The following code excerpt compiles because the static member EnglishGoodbye.farewell is a constant variable:

public void sayGoodbyeInEnglish() {

class EnglishGoodbye {

public static final String farewell = "Bye bye";

public void sayGoodbye() {

System.out.println(farewell);

}

}

EnglishGoodbye myEnglishGoodbye = new EnglishGoodbye();

myEnglishGoodbye.sayGoodbye();

}

# Anonymous Classes

Anonymous classes enable you to make your code more concise. They enable you to declare and instantiate a class at the same time. They are like local classes except that they do not have a name. Use them if you need to use a local class only once.

This section covers the following topics:

* [Declaring Anonymous Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html#declaring-anonymous-classes)
* [Syntax of Anonymous Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html#syntax-of-anonymous-classes)
* [Accessing Local Variables of the Enclosing Scope, and Declaring and Accessing Members of the Anonymous Class](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html#accessing)
* [Examples of Anonymous Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html#examples-of-anonymous-classes)

## Declaring Anonymous Classes

While local classes are class declarations, anonymous classes are expressions, which means that you define the class in another expression. The following example,[HelloWorldAnonymousClasses](http://docs.oracle.com/javase/tutorial/java/javaOO/examples/HelloWorldAnonymousClasses.java), uses anonymous classes in the initialization statements of the local variables frenchGreeting and spanishGreeting, but uses a local class for the initialization of the variable englishGreeting:

public class HelloWorldAnonymousClasses {

interface HelloWorld {

public void greet();

public void greetSomeone(String someone);

}

public void sayHello() {

class EnglishGreeting implements HelloWorld {

String name = "world";

public void greet() {

greetSomeone("world");

}

public void greetSomeone(String someone) {

name = someone;

System.out.println("Hello " + name);

}

}

HelloWorld englishGreeting = new EnglishGreeting();

HelloWorld frenchGreeting = new HelloWorld() {

String name = "tout le monde";

public void greet() {

greetSomeone("tout le monde");

}

public void greetSomeone(String someone) {

name = someone;

System.out.println("Salut " + name);

}

};

HelloWorld spanishGreeting = new HelloWorld() {

String name = "mundo";

public void greet() {

greetSomeone("mundo");

}

public void greetSomeone(String someone) {

name = someone;

System.out.println("Hola, " + name);

}

};

englishGreeting.greet();

frenchGreeting.greetSomeone("Fred");

spanishGreeting.greet();

}

public static void main(String... args) {

HelloWorldAnonymousClasses myApp =

new HelloWorldAnonymousClasses();

myApp.sayHello();

}

}

## Syntax of Anonymous Classes

As mentioned previously, an anonymous class is an expression. The syntax of an anonymous class expression is like the invocation of a constructor, except that there is a class definition contained in a block of code.

Consider the instantiation of the frenchGreeting object:

HelloWorld frenchGreeting = new HelloWorld() {

String name = "tout le monde";

public void greet() {

greetSomeone("tout le monde");

}

public void greetSomeone(String someone) {

name = someone;

System.out.println("Salut " + name);

}

};

The anonymous class expression consists of the following:

* The new operator
* The name of an interface to implement or a class to extend. In this example, the anonymous class is implementing the interface HelloWorld.
* Parentheses that contain the arguments to a constructor, just like a normal class instance creation expression. **Note**: When you implement an interface, there is no constructor, so you use an empty pair of parentheses, as in this example.
* A body, which is a class declaration body. More specifically, in the body, method declarations are allowed but statements are not.

Because an anonymous class definition is an expression, it must be part of a statement. In this example, the anonymous class expression is part of the statement that instantiates thefrenchGreeting object. (This explains why there is a semicolon after the closing brace.)

## Accessing Local Variables of the Enclosing Scope, and Declaring and Accessing Members of the Anonymous Class

Like local classes, anonymous classes can [capture variables](http://docs.oracle.com/javase/tutorial/java/javaOO/localclasses.html#accessing-members-of-an-enclosing-class); they have the same access to local variables of the enclosing scope:

* An anonymous class has access to the members of its enclosing class.
* An anonymous class cannot access local variables in its enclosing scope that are not declared as final or effectively final.
* Like a nested class, a declaration of a type (such as a variable) in an anonymous class shadows any other declarations in the enclosing scope that have the same name. See [Shadowing](http://docs.oracle.com/javase/tutorial/java/javaOO/nested.html#shadowing)for more information.

Anonymous classes also have the same restrictions as local classes with respect to their members:

* You cannot declare static initializers or member interfaces in an anonymous class.
* An anonymous class can have static members provided that they are constant variables.

Note that you can declare the following in anonymous classes:

* Fields
* Extra methods (even if they do not implement any methods of the supertype)
* Instance initializers
* Local classes

However, you cannot declare constructors in an anonymous class.

## Examples of Anonymous Classes

Anonymous classes are often used in graphical user interface (GUI) applications.

Consider the JavaFX example [HelloWorld.java](http://docs.oracle.com/javase/8/javafx/get-started-tutorial/hello_world.htm) (from the section [Hello World, JavaFX Style](http://docs.oracle.com/javase/8/javafx/get-started-tutorial/hello_world.htm) from [Getting Started with JavaFX](http://docs.oracle.com/javase/8/javafx/get-started-tutorial/javafx_get_started.htm)). This sample creates a frame that contains a **Say 'Hello World'** button. The anonymous class expression is highlighted:

import javafx.event.ActionEvent;

import javafx.event.EventHandler;

import javafx.scene.Scene;

import javafx.scene.control.Button;

import javafx.scene.layout.StackPane;

import javafx.stage.Stage;

public class HelloWorld extends Application {

public static void main(String[] args) {

launch(args);

}

@Override

public void start(Stage primaryStage) {

primaryStage.setTitle("Hello World!");

Button btn = new Button();

btn.setText("Say 'Hello World'");

btn.setOnAction(**new EventHandler<ActionEvent>() {**

**@Override**

**public void handle(ActionEvent event) {**

**System.out.println("Hello World!");**

**}**

**}**);

StackPane root = new StackPane();

root.getChildren().add(btn);

primaryStage.setScene(new Scene(root, 300, 250));

primaryStage.show();

}

}

In this example, the method invocation btn.setOnAction specifies what happens when you select the **Say 'Hello World'** button. This method requires an object of typeEventHandler<ActionEvent>. The EventHandler<ActionEvent> interface contains only one method, handle. Instead of implementing this method with a new class, the example uses an anonymous class expression. Notice that this expression is the argument passed to the btn.setOnAction method.

Because the EventHandler<ActionEvent> interface contains only one method, you can use a lambda expression instead of an anonymous class expression. See the section [Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html) for more information.

Anonymous classes are ideal for implementing an interface that contains two or more methods. The following JavaFX example is from the section [Customization of UI Controls](http://docs.oracle.com/javase/8/javafx/user-interface-tutorial/custom.htm). The highlighted code creates a text field that only accepts numeric values. It redefines the default implementation of the TextField class with an anonymous class by overriding the replaceText andreplaceSelection methods inherited from the TextInputControl class.

import javafx.application.Application;

import javafx.event.ActionEvent;

import javafx.event.EventHandler;

import javafx.geometry.Insets;

import javafx.scene.Group;

import javafx.scene.Scene;

import javafx.scene.control.\*;

import javafx.scene.layout.GridPane;

import javafx.scene.layout.HBox;

import javafx.stage.Stage;

public class CustomTextFieldSample extends Application {

final static Label label = new Label();

@Override

public void start(Stage stage) {

Group root = new Group();

Scene scene = new Scene(root, 300, 150);

stage.setScene(scene);

stage.setTitle("Text Field Sample");

GridPane grid = new GridPane();

grid.setPadding(new Insets(10, 10, 10, 10));

grid.setVgap(5);

grid.setHgap(5);

scene.setRoot(grid);

final Label dollar = new Label("$");

GridPane.setConstraints(dollar, 0, 0);

grid.getChildren().add(dollar);

final TextField sum = **new TextField() {**

**@Override**

**public void replaceText(int start, int end, String text) {**

**if (!text.matches("[a-z, A-Z]")) {**

**super.replaceText(start, end, text);**

**}**

**label.setText("Enter a numeric value");**

**}**

**@Override**

**public void replaceSelection(String text) {**

**if (!text.matches("[a-z, A-Z]")) {**

**super.replaceSelection(text);**

**}**

**}**

**};**

sum.setPromptText("Enter the total");

sum.setPrefColumnCount(10);

GridPane.setConstraints(sum, 1, 0);

grid.getChildren().add(sum);

Button submit = new Button("Submit");

GridPane.setConstraints(submit, 2, 0);

grid.getChildren().add(submit);

submit.setOnAction(new EventHandler<ActionEvent>() {

@Override

public void handle(ActionEvent e) {

label.setText(null);

}

});

GridPane.setConstraints(label, 0, 1);

GridPane.setColumnSpan(label, 3);

grid.getChildren().add(label);

scene.setRoot(grid);

stage.show();

}

public static void main(String[] args) {

launch(args);

}

}

# Annotations Basics

## The Format of an Annotation

In its simplest form, an annotation looks like the following:

@Entity

The at sign character (@) indicates to the compiler that what follows is an annotation. In the following example, the annotation's name is Override:

@Override

void mySuperMethod() { ... }

The annotation can include elements, which can be named or unnamed, and there are values for those elements:

@Author(

name = "Benjamin Franklin",

date = "3/27/2003"

)

class MyClass() { ... }

or

@SuppressWarnings(value = "unchecked")

void myMethod() { ... }

If there is just one element named value, then the name can be omitted, as in:

@SuppressWarnings("unchecked")

void myMethod() { ... }

If the annotation has no elements, then the parentheses can be omitted, as shown in the previous @Override example.

It is also possible to use multiple annotations on the same declaration:

@Author(name = "Jane Doe")

@EBook

class MyClass { ... }

If the annotations have the same type, then this is called a repeating annotation:

@Author(name = "Jane Doe")

@Author(name = "John Smith")

class MyClass { ... }

Repeating annotations are supported as of the Java SE 8 release. For more information, see [Repeating Annotations](http://docs.oracle.com/javase/tutorial/java/annotations/repeating.html).

The annotation type can be one of the types that are defined in the java.lang or java.lang.annotation packages of the Java SE API. In the previous examples, Override andSuppressWarnings are [predefined Java annotations](http://docs.oracle.com/javase/tutorial/java/annotations/predefined.html). It is also possible to define your own annotation type. The Author and Ebook annotations in the previous example are custom annotation types.

## Where Annotations Can Be Used

Annotations can be applied to declarations: declarations of classes, fields, methods, and other program elements. When used on a declaration, each annotation often appears, by convention, on its own line.

As of the Java SE 8 release, annotations can also be applied to the use of types. Here are some examples:

* Class instance creation expression:
* new @Interned MyObject();
* Type cast:
* myString = (@NonNull String) str;
* implements clause:
* class UnmodifiableList<T> implements
* @Readonly List<@Readonly T> { ... }
* Thrown exception declaration:
* void monitorTemperature() throws
* @Critical TemperatureException { ... }

This form of annotation is called a type annotation. For more information, see [Type Annotations and Pluggable Type Systems](http://docs.oracle.com/javase/tutorial/java/annotations/type_annotations.html).

# Declaring an Annotation Type

Many annotations replace comments in code.

Suppose that a software group traditionally starts the body of every class with comments providing important information:

public class Generation3List extends Generation2List {

// Author: John Doe

// Date: 3/17/2002

// Current revision: 6

// Last modified: 4/12/2004

// By: Jane Doe

// Reviewers: Alice, Bill, Cindy

// class code goes here

}

To add this same metadata with an annotation, you must first define the *annotation type*. The syntax for doing this is:

@interface ClassPreamble {

String author();

String date();

int currentRevision() default 1;

String lastModified() default "N/A";

String lastModifiedBy() default "N/A";

// Note use of array

String[] reviewers();

}

The annotation type definition looks similar to an interface definition where the keyword interface is preceded by the at sign (@) (@ = AT, as in annotation type). Annotation types are a form of *interface*, which will be covered in a later lesson. For the moment, you do not need to understand interfaces.

The body of the previous annotation definition contains *annotation type element* declarations, which look a lot like methods. Note that they can define optional default values.

After the annotation type is defined, you can use annotations of that type, with the values filled in, like this:

@ClassPreamble (

author = "John Doe",

date = "3/17/2002",

currentRevision = 6,

lastModified = "4/12/2004",

lastModifiedBy = "Jane Doe",

// Note array notation

reviewers = {"Alice", "Bob", "Cindy"}

)

public class Generation3List extends Generation2List {

// class code goes here

}

**Note:** To make the information in @ClassPreamble appear in Javadoc-generated documentation, you must annotate the @ClassPreamble definition with the @Documentedannotation:

// import this to use @Documented

import java.lang.annotation.\*;

@Documented

@interface ClassPreamble {

// Annotation element definitions

}

# Predefined Annotation Types

A set of annotation types are predefined in the Java SE API. Some annotation types are used by the Java compiler, and some apply to other annotations.

## Annotation Types Used by the Java Language

The predefined annotation types defined in java.lang are @Deprecated, @Override, and @SuppressWarnings.

**@Deprecated** [@Deprecated](http://docs.oracle.com/javase/8/docs/api/java/lang/Deprecated.html) annotation indicates that the marked element is *deprecated* and should no longer be used. The compiler generates a warning whenever a program uses a method, class, or field with the @Deprecated annotation. When an element is deprecated, it should also be documented using the Javadoc @deprecated tag, as shown in the following example. The use of the at sign (@) in both Javadoc comments and in annotations is not coincidental: they are related conceptually. Also, note that the Javadoc tag starts with a lowercase d and the annotation starts with an uppercase D.

// Javadoc comment follows

/\*\*

\* *@deprecated*

\* *explanation of why it was deprecated*

\*/

**@Deprecated**

static void deprecatedMethod() { }

}

**@Override** [@Override](http://docs.oracle.com/javase/8/docs/api/java/lang/Override.html) annotation informs the compiler that the element is meant to override an element declared in a superclass. Overriding methods will be discussed in [Interfaces and Inheritance](http://docs.oracle.com/javase/tutorial/java/IandI/index.html).

// *mark method as a superclass method*

// *that has been overridden*

**@Override**

int overriddenMethod() { }

While it is not required to use this annotation when overriding a method, it helps to prevent errors. If a method marked with @Override fails to correctly override a method in one of its superclasses, the compiler generates an error.

**@SuppressWarnings** [@SuppressWarnings](http://docs.oracle.com/javase/8/docs/api/java/lang/SuppressWarnings.html) annotation tells the compiler to suppress specific warnings that it would otherwise generate. In the following example, a deprecated method is used, and the compiler usually generates a warning. In this case, however, the annotation causes the warning to be suppressed.

// *use a deprecated method and tell*

// *compiler not to generate a warning*

**@SuppressWarnings("deprecation")**

void useDeprecatedMethod() {

// deprecation warning

// - suppressed

objectOne.deprecatedMethod();

}

Every compiler warning belongs to a category. The Java Language Specification lists two categories: deprecation and unchecked. The unchecked warning can occur when interfacing with legacy code written before the advent of [generics](http://docs.oracle.com/javase/tutorial/java/generics/index.html). To suppress multiple categories of warnings, use the following syntax:

@SuppressWarnings({"unchecked", "deprecation"})

**@SafeVarargs** [@SafeVarargs](http://docs.oracle.com/javase/8/docs/api/java/lang/SafeVarargs.html) annotation, when applied to a method or constructor, asserts that the code does not perform potentially unsafe operations on its varargs parameter. When this annotation type is used, unchecked warnings relating to varargs usage are suppressed.

**@FunctionalInterface** [@FunctionalInterface](http://docs.oracle.com/javase/8/docs/api/java/lang/FunctionalInterface.html) annotation, introduced in Java SE 8, indicates that the type declaration is intended to be a functional interface, as defined by the Java Language Specification.

## Annotations That Apply to Other Annotations

Annotations that apply to other annotations are called meta-annotations. There are several meta-annotation types defined in java.lang.annotation.

**@Retention** [@Retention](http://docs.oracle.com/javase/8/docs/api/java/lang/annotation/Retention.html) annotation specifies how the marked annotation is stored:

* RetentionPolicy.SOURCE – The marked annotation is retained only in the source level and is ignored by the compiler.
* RetentionPolicy.CLASS – The marked annotation is retained by the compiler at compile time, but is ignored by the Java Virtual Machine (JVM).
* RetentionPolicy.RUNTIME – The marked annotation is retained by the JVM so it can be used by the runtime environment.

**@Documented** [@Documented](http://docs.oracle.com/javase/8/docs/api/java/lang/annotation/Documented.html) annotation indicates that whenever the specified annotation is used those elements should be documented using the Javadoc tool. (By default, annotations are not included in Javadoc.) For more information, see the [Javadoc tools page](http://docs.oracle.com/javase/8/docs/technotes/guides/javadoc/index.html).

**@Target** [@Target](http://docs.oracle.com/javase/8/docs/api/java/lang/annotation/Target.html) annotation marks another annotation to restrict what kind of Java elements the annotation can be applied to. A target annotation specifies one of the following element types as its value:

* ElementType.ANNOTATION\_TYPE can be applied to an annotation type.
* ElementType.CONSTRUCTOR can be applied to a constructor.
* ElementType.FIELD can be applied to a field or property.
* ElementType.LOCAL\_VARIABLE can be applied to a local variable.
* ElementType.METHOD can be applied to a method-level annotation.
* ElementType.PACKAGE can be applied to a package declaration.
* ElementType.PARAMETER can be applied to the parameters of a method.
* ElementType.TYPE can be applied to any element of a class.

**@Inherited** [@Inherited](http://docs.oracle.com/javase/8/docs/api/java/lang/annotation/Inherited.html) annotation indicates that the annotation type can be inherited from the super class. (This is not true by default.) When the user queries the annotation type and the class has no annotation for this type, the class' superclass is queried for the annotation type. This annotation applies only to class declarations.

**@Repeatable** [@Repeatable](http://docs.oracle.com/javase/8/docs/api/java/lang/annotation/Repeatable.html) annotation, introduced in Java SE 8, indicates that the marked annotation can be applied more than once to the same declaration or type use. For more information, see [Repeating Annotations](http://docs.oracle.com/javase/tutorial/java/annotations/repeating.html).

# Type Annotations and Pluggable Type Systems

Before the Java SE 8 release, annotations could only be applied to declarations. As of the Java SE 8 release, annotations can also be applied to any type use. This means that annotations can be used anywhere you use a type. A few examples of where types are used are class instance creation expressions (new), casts, implements clauses, and throws clauses. This form of annotation is called a type annotation and several examples are provided in [Annotations Basics](http://docs.oracle.com/javase/tutorial/java/annotations/basics.html).

Type annotations were created to support improved analysis of Java programs way of ensuring stronger type checking. The Java SE 8 release does not provide a type checking framework, but it allows you to write (or download) a type checking framework that is implemented as one or more pluggable modules that are used in conjunction with the Java compiler.

For example, you want to ensure that a particular variable in your program is never assigned to null; you want to avoid triggering a NullPointerException. You can write a custom plug-in to check for this. You would then modify your code to annotate that particular variable, indicating that it is never assigned to null. The variable declaration might look like this:

**@NonNull** String str;

When you compile the code, including the NonNull module at the command line, the compiler prints a warning if it detects a potential problem, allowing you to modify the code to avoid the error. After you correct the code to remove all warnings, this particular error will not occur when the program runs.

You can use multiple type-checking modules where each module checks for a different kind of error. In this way, you can build on top of the Java type system, adding specific checks when and where you want them.

With the judicious use of type annotations and the presence of pluggable type checkers, you can write code that is stronger and less prone to error.

In many cases, you do not have to write your own type checking modules. There are third parties who have done the work for you. For example, you might want to take advantage of the Checker Framework created by the University of Washington. This framework includes a NonNull module, as well as a regular expression module, and a mutex lock module. For more information, see the [Checker Framework](http://types.cs.washington.edu/checker-framework/).

# Interfaces

There are a number of situations in software engineering when it is important for disparate groups of programmers to agree to a "contract" that spells out how their software interacts. Each group should be able to write their code without any knowledge of how the other group's code is written. Generally speaking, *interfaces* are such contracts.

For example, imagine a futuristic society where computer-controlled robotic cars transport passengers through city streets without a human operator. Automobile manufacturers write software (Java, of course) that operates the automobile—stop, start, accelerate, turn left, and so forth. Another industrial group, electronic guidance instrument manufacturers, make computer systems that receive GPS (Global Positioning System) position data and wireless transmission of traffic conditions and use that information to drive the car.

The auto manufacturers must publish an industry-standard interface that spells out in detail what methods can be invoked to make the car move (any car, from any manufacturer). The guidance manufacturers can then write software that invokes the methods described in the interface to command the car. Neither industrial group needs to know *how* the other group's software is implemented. In fact, each group considers its software highly proprietary and reserves the right to modify it at any time, as long as it continues to adhere to the published interface.

## Interfaces in Java

In the Java programming language, an *interface* is a reference type, similar to a class, that can contain *only* constants, method signatures, default methods, static methods, and nested types. Method bodies exist only for default methods and static methods. Interfaces cannot be instantiated—they can only be *implemented* by classes or *extended* by other interfaces. Extension is discussed later in this lesson.

Defining an interface is similar to creating a new class:

public interface OperateCar {

// constant declarations, if any

// method signatures

// An enum with values RIGHT, LEFT

int turn(Direction direction,

double radius,

double startSpeed,

double endSpeed);

int changeLanes(Direction direction,

double startSpeed,

double endSpeed);

int signalTurn(Direction direction,

boolean signalOn);

int getRadarFront(double distanceToCar,

double speedOfCar);

int getRadarRear(double distanceToCar,

double speedOfCar);

......

// more method signatures

}

Note that the method signatures have no braces and are terminated with a semicolon.

To use an interface, you write a class that *implements* the interface. When an instantiable class implements an interface, it provides a method body for each of the methods declared in the interface. For example,

public class OperateBMW760i implements OperateCar {

// the OperateCar method signatures, with implementation --

// for example:

int signalTurn(Direction direction, boolean signalOn) {

// code to turn BMW's LEFT turn indicator lights on

// code to turn BMW's LEFT turn indicator lights off

// code to turn BMW's RIGHT turn indicator lights on

// code to turn BMW's RIGHT turn indicator lights off

}

// other members, as needed -- for example, helper classes not

// visible to clients of the interface

}

In the robotic car example above, it is the automobile manufacturers who will implement the interface. Chevrolet's implementation will be substantially different from that of Toyota, of course, but both manufacturers will adhere to the same interface. The guidance manufacturers, who are the clients of the interface, will build systems that use GPS data on a car's location, digital street maps, and traffic data to drive the car. In so doing, the guidance systems will invoke the interface methods: turn, change lanes, brake, accelerate, and so forth.

## Interfaces as APIs

The robotic car example shows an interface being used as an industry standard *Application Programming Interface (API)*. APIs are also common in commercial software products. Typically, a company sells a software package that contains complex methods that another company wants to use in its own software product. An example would be a package of digital image processing methods that are sold to companies making end-user graphics programs. The image processing company writes its classes to implement an interface, which it makes public to its customers. The graphics company then invokes the image processing methods using the signatures and return types defined in the interface. While the image processing company's API is made public (to its customers), its implementation of the API is kept as a closely guarded secret—in fact, it may revise the implementation at a later date as long as it continues to implement the original interface that its customers have relied on.

# Defining an Interface

An interface declaration consists of modifiers, the keyword interface, the interface name, a comma-separated list of parent interfaces (if any), and the interface body. For example:

public interface GroupedInterface extends Interface1, Interface2, Interface3 {

// constant declarations

// base of natural logarithms

double E = 2.718282;

// method signatures

void doSomething (int i, double x);

int doSomethingElse(String s);

}

The public access specifier indicates that the interface can be used by any class in any package. If you do not specify that the interface is public, then your interface is accessible only to classes defined in the same package as the interface.

An interface can extend other interfaces, just as a class subclass or extend another class. However, whereas a class can extend only one other class, an interface can extend any number of interfaces. The interface declaration includes a comma-separated list of all the interfaces that it extends.

## The Interface Body

The interface body can contain [abstract methods](http://docs.oracle.com/javase/tutorial/java/IandI/abstract.html), [default methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html), and [static methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html#static). An abstract method within an interface is followed by a semicolon, but no braces (an abstract method does not contain an implementation). Default methods are defined with the default modifier, and static methods with the static keyword. All abstract, default, and static methods in an interface are implicitly public, so you can omit the public modifier.

In addition, an interface can contain constant declarations. All constant values defined in an interface are implicitly public, static, and final. Once again, you can omit these modifiers.

# Implementing an Interface

To declare a class that implements an interface, you include an implements clause in the class declaration. Your class can implement more than one interface, so the implements keyword is followed by a comma-separated list of the interfaces implemented by the class. By convention, the implements clause follows the extends clause, if there is one.

## A Sample Interface, Relatable

Consider an interface that defines how to compare the size of objects.

public interface Relatable {

// this (object calling isLargerThan)

// and other must be instances of

// the same class returns 1, 0, -1

// if this is greater than,

// equal to, or less than other

public int isLargerThan(Relatable other);

}

If you want to be able to compare the size of similar objects, no matter what they are, the class that instantiates them should implement Relatable.

Any class can implement Relatable if there is some way to compare the relative "size" of objects instantiated from the class. For strings, it could be number of characters; for books, it could be number of pages; for students, it could be weight; and so forth. For planar geometric objects, area would be a good choice (see the RectanglePlus class that follows), while volume would work for three-dimensional geometric objects. All such classes can implement the isLargerThan() method.

If you know that a class implements Relatable, then you know that you can compare the size of the objects instantiated from that class.

## Implementing the Relatable Interface

Here is the Rectangle class that was presented in the [Creating Objects](http://docs.oracle.com/javase/tutorial/java/javaOO/objectcreation.html) section, rewritten to implement Relatable.

public class RectanglePlus

implements Relatable {

public int width = 0;

public int height = 0;

public Point origin;

// four constructors

public RectanglePlus() {

origin = new Point(0, 0);

}

public RectanglePlus(Point p) {

origin = p;

}

public RectanglePlus(int w, int h) {

origin = new Point(0, 0);

width = w;

height = h;

}

public RectanglePlus(Point p, int w, int h) {

origin = p;

width = w;

height = h;

}

// a method for moving the rectangle

public void move(int x, int y) {

origin.x = x;

origin.y = y;

}

// a method for computing

// the area of the rectangle

public int getArea() {

return width \* height;

}

// a method required to implement

// the Relatable interface

public int isLargerThan(Relatable other) {

**RectanglePlus otherRect**

**= (RectanglePlus)other;**

if (this.getArea() < otherRect.getArea())

return -1;

else if (this.getArea() > otherRect.getArea())

return 1;

else

return 0;

}

}

Because RectanglePlus implements Relatable, the size of any two RectanglePlus objects can be compared.

**Note:** The isLargerThan method, as defined in the Relatable interface, takes an object of type Relatable. The line of code, shown in bold in the previous example, castsother to a RectanglePlus instance. Type casting tells the compiler what the object really is. Invoking getArea directly on the other instance (other.getArea()) would fail to compile because the compiler does not understand that other is actually an instance of RectanglePlus.

# Using an Interface as a Type

When you define a new interface, you are defining a new reference data type. You can use interface names anywhere you can use any other data type name. If you define a reference variable whose type is an interface, any object you assign to it *must* be an instance of a class that implements the interface.

As an example, here is a method for finding the largest object in a pair of objects, for *any* objects that are instantiated from a class that implements Relatable:

public Object findLargest(Object object1, Object object2) {

Relatable obj1 = (Relatable)object1;

Relatable obj2 = (Relatable)object2;

if ((obj1).isLargerThan(obj2) > 0)

return object1;

else

return object2;

}

By casting object1 to a Relatable type, it can invoke the isLargerThan method.

If you make a point of implementing Relatable in a wide variety of classes, the objects instantiated from *any* of those classes can be compared with the findLargest() method—provided that both objects are of the same class. Similarly, they can all be compared with the following methods:

public Object findSmallest(Object object1, Object object2) {

Relatable obj1 = (Relatable)object1;

Relatable obj2 = (Relatable)object2;

if ((obj1).isLargerThan(obj2) < 0)

return object1;

else

return object2;

}

public boolean isEqual(Object object1, Object object2) {

Relatable obj1 = (Relatable)object1;

Relatable obj2 = (Relatable)object2;

if ( (obj1).isLargerThan(obj2) == 0)

return true;

else

return false;

}

These methods work for any "relatable" objects, no matter what their class inheritance is. When they implement Relatable, they can be of both their own class (or superclass) type and aRelatable type. This gives them some of the advantages of multiple inheritance, where they can have behavior from both a superclass and an interface.

# Evolving Interfaces

Consider an interface that you have developed called DoIt:

public interface DoIt {

void doSomething(int i, double x);

int doSomethingElse(String s);

}

Suppose that, at a later time, you want to add a third method to DoIt, so that the interface now becomes:

public interface DoIt {

void doSomething(int i, double x);

int doSomethingElse(String s);

boolean didItWork(int i, double x, String s);

}

If you make this change, then all classes that implement the old DoIt interface will break because they no longer implement the old interface. Programmers relying on this interface will protest loudly.

Try to anticipate all uses for your interface and specify it completely from the beginning. If you want to add additional methods to an interface, you have several options. You could create aDoItPlus interface that extends DoIt:

public interface DoItPlus extends DoIt {

boolean didItWork(int i, double x, String s);

}

Now users of your code can choose to continue to use the old interface or to upgrade to the new interface.

Alternatively, you can define your new methods as [default methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html). The following example defines a default method named didItWork:

public interface DoIt {

void doSomething(int i, double x);

int doSomethingElse(String s);

**default boolean didItWork(int i, double x, String s) {**

**// Method body**

**}**

}

Note that you must provide an implementation for default methods. You could also define new [static methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html#static) to existing interfaces. Users who have classes that implement interfaces enhanced with new default or static methods do not have to modify or recompile them to accommodate the additional methods.

# Default Methods

The section [Interfaces](http://docs.oracle.com/javase/tutorial/java/IandI/createinterface.html) describes an example that involves manufacturers of computer-controlled cars who publish industry-standard interfaces that describe which methods can be invoked to operate their cars. What if those computer-controlled car manufacturers add new functionality, such as flight, to their cars? These manufacturers would need to specify new methods to enable other companies (such as electronic guidance instrument manufacturers) to adapt their software to flying cars. Where would these car manufacturers declare these new flight-related methods? If they add them to their original interfaces, then programmers who have implemented those interfaces would have to rewrite their implementations. If they add them as static methods, then programmers would regard them as utility methods, not as essential, core methods.

Default methods enable you to add new functionality to the interfaces of your libraries and ensure binary compatibility with code written for older versions of those interfaces.

Consider the following interface, [TimeClient](http://docs.oracle.com/javase/tutorial/java/IandI/examples/TimeClient.java), as described in [Answers to Questions and Exercises: Interfaces](http://docs.oracle.com/javase/tutorial/java/IandI/QandE/interfaces-answers.html):

import java.time.\*;

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

}

The following class, [SimpleTimeClient](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/SimpleTimeClient.java), implements TimeClient:

package defaultmethods;

import java.time.\*;

import java.lang.\*;

import java.util.\*;

public class SimpleTimeClient implements TimeClient {

private LocalDateTime dateAndTime;

public SimpleTimeClient() {

dateAndTime = LocalDateTime.now();

}

public void setTime(int hour, int minute, int second) {

LocalDate currentDate = LocalDate.from(dateAndTime);

LocalTime timeToSet = LocalTime.of(hour, minute, second);

dateAndTime = LocalDateTime.of(currentDate, timeToSet);

}

public void setDate(int day, int month, int year) {

LocalDate dateToSet = LocalDate.of(day, month, year);

LocalTime currentTime = LocalTime.from(dateAndTime);

dateAndTime = LocalDateTime.of(dateToSet, currentTime);

}

public void setDateAndTime(int day, int month, int year,

int hour, int minute, int second) {

LocalDate dateToSet = LocalDate.of(day, month, year);

LocalTime timeToSet = LocalTime.of(hour, minute, second);

dateAndTime = LocalDateTime.of(dateToSet, timeToSet);

}

public LocalDateTime getLocalDateTime() {

return dateAndTime;

}

public String toString() {

return dateAndTime.toString();

}

public static void main(String... args) {

TimeClient myTimeClient = new SimpleTimeClient();

System.out.println(myTimeClient.toString());

}

}

Suppose that you want to add new functionality to the TimeClient interface, such as the ability to specify a time zone through a [ZonedDateTime](http://docs.oracle.com/javase/8/docs/api/java/time/ZonedDateTime.html) object (which is like a [LocalDateTime](http://docs.oracle.com/javase/8/docs/api/java/time/LocalDateTime.html)object except that it stores time zone information):

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

**ZonedDateTime getZonedDateTime(String zoneString);**

}

Following this modification to the TimeClient interface, you would also have to modify the class SimpleTimeClient and implement the method getZonedDateTime. However, rather than leaving getZonedDateTime as abstract (as in the previous example), you can instead define a default implementation. (Remember that an [abstract method](http://docs.oracle.com/javase/tutorial/java/IandI/abstract.html) is a method declared without an implementation.)

package defaultmethods;

import java.time.\*;

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

static ZoneId getZoneId (String zoneString) {

try {

return ZoneId.of(zoneString);

} catch (DateTimeException e) {

System.err.println("Invalid time zone: " + zoneString +

"; using default time zone instead.");

return ZoneId.systemDefault();

}

}

default ZonedDateTime getZonedDateTime(String zoneString) {

return ZonedDateTime.of(getLocalDateTime(), getZoneId(zoneString));

}

}

You specify that a method definition in an interface is a default method with the default keyword at the beginning of the method signature. All method declarations in an interface, including default methods, are implicitly public, so you can omit the public modifier.

With this interface, you do not have to modify the class SimpleTimeClient, and this class (and any class that implements the interface TimeClient), will have the methodgetZonedDateTime already defined. The following example, [TestSimpleTimeClient](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/TestSimpleTimeClient.java), invokes the method getZonedDateTime from an instance of SimpleTimeClient:

package defaultmethods;

import java.time.\*;

import java.lang.\*;

import java.util.\*;

public class TestSimpleTimeClient {

public static void main(String... args) {

TimeClient myTimeClient = new SimpleTimeClient();

System.out.println("Current time: " + myTimeClient.toString());

System.out.println("Time in California: " +

myTimeClient.getZonedDateTime("Blah blah").toString());

}

}

## Extending Interfaces That Contain Default Methods

When you extend an interface that contains a default method, you can do the following:

* Not mention the default method at all, which lets your extended interface inherit the default method.
* Redeclare the default method, which makes it abstract.
* Redefine the default method, which overrides it.

Suppose that you extend the interface TimeClient as follows:

public interface AnotherTimeClient extends TimeClient { }

Any class that implements the interface AnotherTimeClient will have the implementation specified by the default method TimeClient.getZonedDateTime.

Suppose that you extend the interface TimeClient as follows:

public interface AbstractZoneTimeClient extends TimeClient {

public ZonedDateTime getZonedDateTime(String zoneString);

}

Any class that implements the interface AbstractZoneTimeClient will have to implement the method getZonedDateTime; this method is an abstract method like all other nondefault (and nonstatic) methods in an interface.

Suppose that you extend the interface TimeClient as follows:

public interface HandleInvalidTimeZoneClient extends TimeClient {

default public ZonedDateTime getZonedDateTime(String zoneString) {

try {

return ZonedDateTime.of(getLocalDateTime(),ZoneId.of(zoneString));

} catch (DateTimeException e) {

System.err.println("Invalid zone ID: " + zoneString +

"; using the default time zone instead.");

return ZonedDateTime.of(getLocalDateTime(),ZoneId.systemDefault());

}

}

}

Any class that implements the interface HandleInvalidTimeZoneClient will use the implementation of getZonedDateTime specified by this interface instead of the one specified by the interface TimeClient.

## Static Methods

In addition to default methods, you can define [static methods](http://docs.oracle.com/javase/tutorial/java/javaOO/classvars.html)in interfaces. (A static method is a method that is associated with the class in which it is defined rather than with any object. Every instance of the class shares its static methods.) This makes it easier for you to organize helper methods in your libraries; you can keep static methods specific to an interface in the same interface rather than in a separate class. The following example defines a static method that retrieves a [ZoneId](http://docs.oracle.com/javase/8/docs/api/java/time/ZoneId.html) object corresponding to a time zone identifier; it uses the system default time zone if there is no ZoneId object corresponding to the given identifier. (As a result, you can simplify the method getZonedDateTime):

public interface TimeClient {

// ...

static public ZoneId getZoneId (String zoneString) {

try {

return ZoneId.of(zoneString);

} catch (DateTimeException e) {

System.err.println("Invalid time zone: " + zoneString +

"; using default time zone instead.");

return ZoneId.systemDefault();

}

}

default public ZonedDateTime getZonedDateTime(String zoneString) {

return ZonedDateTime.of(getLocalDateTime(), getZoneId(zoneString));

}

}

Like static methods in classes, you specify that a method definition in an interface is a static method with the static keyword at the beginning of the method signature. All method declarations in an interface, including static methods, are implicitly public, so you can omit the public modifier.

## Integrating Default Methods into Existing Libraries

Default methods enable you to add new functionality to existing interfaces and ensure binary compatibility with code written for older versions of those interfaces. In particular, default methods enable you to add methods that accept lambda expressions as parameters to existing interfaces. This section demonstrates how the [Comparator](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html) interface has been enhanced with default and static methods.

Consider the Card and Deck classes as described in [Questions and Exercises: Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/QandE/creating-questions.html). This example rewrites the [Card](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/Card.java) and [Deck](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/Deck.java) classes as interfaces. The Card interface contains two enumtypes (Suit and Rank) and two abstract methods (getSuit and getRank):

package defaultmethods;

public interface Card extends Comparable<Card> {

public enum Suit {

DIAMONDS (1, "Diamonds"),

CLUBS (2, "Clubs" ),

HEARTS (3, "Hearts" ),

SPADES (4, "Spades" );

private final int value;

private final String text;

Suit(int value, String text) {

this.value = value;

this.text = text;

}

public int value() {return value;}

public String text() {return text;}

}

public enum Rank {

DEUCE (2 , "Two" ),

THREE (3 , "Three"),

FOUR (4 , "Four" ),

FIVE (5 , "Five" ),

SIX (6 , "Six" ),

SEVEN (7 , "Seven"),

EIGHT (8 , "Eight"),

NINE (9 , "Nine" ),

TEN (10, "Ten" ),

JACK (11, "Jack" ),

QUEEN (12, "Queen"),

KING (13, "King" ),

ACE (14, "Ace" );

private final int value;

private final String text;

Rank(int value, String text) {

this.value = value;

this.text = text;

}

public int value() {return value;}

public String text() {return text;}

}

public Card.Suit getSuit();

public Card.Rank getRank();

}

The Deck interface contains various methods that manipulate cards in a deck:

package defaultmethods;

import java.util.\*;

import java.util.stream.\*;

import java.lang.\*;

public interface Deck {

List<Card> getCards();

Deck deckFactory();

int size();

void addCard(Card card);

void addCards(List<Card> cards);

void addDeck(Deck deck);

void shuffle();

void sort();

void sort(Comparator<Card> c);

String deckToString();

Map<Integer, Deck> deal(int players, int numberOfCards)

throws IllegalArgumentException;

}

The class [PlayingCard](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/PlayingCard.java) implements the interface Card, and the class [StandardDeck](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/StandardDeck.java) implements the interface Deck.

The class StandardDeck implements the abstract method Deck.sort as follows:

public class StandardDeck implements Deck {

private List<Card> entireDeck;

// ...

public void sort() {

Collections.sort(entireDeck);

}

// ...

}

The method Collections.sort sorts an instance of List whose element type implements the interface [Comparable](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html). The member entireDeck is an instance of List whose elements are of the type Card, which extends Comparable. The class PlayingCard implements the [Comparable.compareTo](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html#compareTo-T-) method as follows:

public int hashCode() {

return ((suit.value()-1)\*13)+rank.value();

}

public int compareTo(Card o) {

return this.hashCode() - o.hashCode();

}

The method compareTo causes the method StandardDeck.sort() to sort the deck of cards first by suit, and then by rank.

What if you want to sort the deck first by rank, then by suit? You would need to implement the [Comparator](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html) interface to specify new sorting criteria, and use the method [sort(List<T> list, Comparator<? super T> c)](http://docs.oracle.com/javase/8/docs/api/java/util/Collections.html#sort-java.util.List-java.util.Comparator-) (the version of the sort method that includes a Comparator parameter). You can define the following method in the class StandardDeck:

public void sort(Comparator<Card> c) {

Collections.sort(entireDeck, c);

}

With this method, you can specify how the method Collections.sort sorts instances of the Card class. One way to do this is to implement the Comparator interface to specify how you want the cards sorted. The example [SortByRankThenSuit](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/SortByRankThenSuit.java) does this:

package defaultmethods;

import java.util.\*;

import java.util.stream.\*;

import java.lang.\*;

public class SortByRankThenSuit implements Comparator<Card> {

public int compare(Card firstCard, Card secondCard) {

int compVal =

firstCard.getRank().value() - secondCard.getRank().value();

if (compVal != 0)

return compVal;

else

return firstCard.getSuit().value() - secondCard.getSuit().value();

}

}

The following invocation sorts the deck of playing cards first by rank, then by suit:

StandardDeck myDeck = new StandardDeck();

myDeck.shuffle();

myDeck.sort(new SortByRankThenSuit());

However, this approach is too verbose; it would be better if you could specify what you want to sort, not how you want to sort. Suppose that you are the developer who wrote the Comparatorinterface. What default or static methods could you add to the Comparator interface to enable other developers to more easily specify sort criteria?

To start, suppose that you want to sort the deck of playing cards by rank, regardless of suit. You can invoke the StandardDeck.sort method as follows:

StandardDeck myDeck = new StandardDeck();

myDeck.shuffle();

myDeck.sort(

(firstCard, secondCard) ->

firstCard.getRank().value() - secondCard.getRank().value()

);

Because the interface Comparator is a [functional interface](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach6), you can use a lambda expression as an argument for the sort method. In this example, the lambda expression compares two integer values.

It would be simpler for your developers if they could create a Comparator instance by invoking the method Card.getRank only. In particular, it would be helpful if your developers could create a Comparator instance that compares any object that can return a numerical value from a method such as getValue or hashCode. The Comparator interface has been enhanced with this ability with the static method [comparing](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#comparing-java.util.function.Function-java.util.Comparator-):

myDeck.sort(Comparator.comparing((card) -> card.getRank()));

In this example, you can use a [method reference](http://docs.oracle.com/javase/tutorial/java/javaOO/methodreferences.html) instead:

myDeck.sort(Comparator.comparing(Card::getRank));

This invocation better demonstrates what to sort rather than how to do it.

The Comparator interface has been enhanced with other versions of the static method comparing such as [comparingDouble](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#comparingDouble-java.util.function.ToDoubleFunction-java.util.Comparator-) and [comparingLong](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#comparingLong-java.util.function.ToLongFunction-) that enable you to createComparator instances that compare other data types.

Suppose that your developers would like to create a Comparator instance that could compare objects with more than one criteria. For example, how would you sort the deck of playing cards first by rank, and then by suit? As before, you could use a lambda expression to specify these sort criteria:

StandardDeck myDeck = new StandardDeck();

myDeck.shuffle();

myDeck.sort(

(firstCard, secondCard) -> {

int compare =

firstCard.getRank().value() - secondCard.getRank().value();

if (compare != 0)

return compare;

else

return firstCard.getSuit().value() - secondCard.getSuit().value();

}

);

It would be simpler for your developers if they could build a Comparator instance from a series of Comparator instances. The Comparator interface has been enhanced with this ability with the default method [thenComparing](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#thenComparing-java.util.Comparator-):

myDeck.sort(

Comparator

.comparing(Card::getRank)

.thenComparing(Comparator.comparing(Card::getSuit)));

The Comparator interface has been enhanced with other versions of the default method thenComparing (such as [thenComparingDouble](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#thenComparingDouble-java.util.function.ToDoubleFunction-) and [thenComparingLong](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#thenComparingLong-java.util.function.ToLongFunction-)) that enable you to build Comparator instances that compare other data types.

Suppose that your developers would like to create a Comparator instance that enables them to sort a collection of objects in reverse order. For example, how would you sort the deck of playing cards first by descending order of rank, from Ace to Two (instead of from Two to Ace)? As before, you could specify another lambda expression. However, it would be simpler for your developers if they could reverse an existing Comparator by invoking a method. The Comparator interface has been enhanced with this ability with the default method [reversed](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#reversed--):

myDeck.sort(

Comparator.comparing(Card::getRank)

.reversed()

.thenComparing(Comparator.comparing(Card::getSuit)));

This example demonstrates how the Comparator interface has been enhanced with default methods, static methods, lambda expressions, and method references to create more expressive library methods whose functionality programmers can quickly deduce by looking at how they are invoked. Use these constructs to enhance the interfaces in your libraries.

# Default Methods

The section [Interfaces](http://docs.oracle.com/javase/tutorial/java/IandI/createinterface.html) describes an example that involves manufacturers of computer-controlled cars who publish industry-standard interfaces that describe which methods can be invoked to operate their cars. What if those computer-controlled car manufacturers add new functionality, such as flight, to their cars? These manufacturers would need to specify new methods to enable other companies (such as electronic guidance instrument manufacturers) to adapt their software to flying cars. Where would these car manufacturers declare these new flight-related methods? If they add them to their original interfaces, then programmers who have implemented those interfaces would have to rewrite their implementations. If they add them as static methods, then programmers would regard them as utility methods, not as essential, core methods.

Default methods enable you to add new functionality to the interfaces of your libraries and ensure binary compatibility with code written for older versions of those interfaces.

Consider the following interface, [TimeClient](http://docs.oracle.com/javase/tutorial/java/IandI/examples/TimeClient.java), as described in [Answers to Questions and Exercises: Interfaces](http://docs.oracle.com/javase/tutorial/java/IandI/QandE/interfaces-answers.html):

import java.time.\*;

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

}

The following class, [SimpleTimeClient](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/SimpleTimeClient.java), implements TimeClient:

package defaultmethods;

import java.time.\*;

import java.lang.\*;

import java.util.\*;

public class SimpleTimeClient implements TimeClient {

private LocalDateTime dateAndTime;

public SimpleTimeClient() {

dateAndTime = LocalDateTime.now();

}

public void setTime(int hour, int minute, int second) {

LocalDate currentDate = LocalDate.from(dateAndTime);

LocalTime timeToSet = LocalTime.of(hour, minute, second);

dateAndTime = LocalDateTime.of(currentDate, timeToSet);

}

public void setDate(int day, int month, int year) {

LocalDate dateToSet = LocalDate.of(day, month, year);

LocalTime currentTime = LocalTime.from(dateAndTime);

dateAndTime = LocalDateTime.of(dateToSet, currentTime);

}

public void setDateAndTime(int day, int month, int year,

int hour, int minute, int second) {

LocalDate dateToSet = LocalDate.of(day, month, year);

LocalTime timeToSet = LocalTime.of(hour, minute, second);

dateAndTime = LocalDateTime.of(dateToSet, timeToSet);

}

public LocalDateTime getLocalDateTime() {

return dateAndTime;

}

public String toString() {

return dateAndTime.toString();

}

public static void main(String... args) {

TimeClient myTimeClient = new SimpleTimeClient();

System.out.println(myTimeClient.toString());

}

}

Suppose that you want to add new functionality to the TimeClient interface, such as the ability to specify a time zone through a [ZonedDateTime](http://docs.oracle.com/javase/8/docs/api/java/time/ZonedDateTime.html) object (which is like a [LocalDateTime](http://docs.oracle.com/javase/8/docs/api/java/time/LocalDateTime.html)object except that it stores time zone information):

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

**ZonedDateTime getZonedDateTime(String zoneString);**

}

Following this modification to the TimeClient interface, you would also have to modify the class SimpleTimeClient and implement the method getZonedDateTime. However, rather than leaving getZonedDateTime as abstract (as in the previous example), you can instead define a default implementation. (Remember that an [abstract method](http://docs.oracle.com/javase/tutorial/java/IandI/abstract.html) is a method declared without an implementation.)

package defaultmethods;

import java.time.\*;

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

static ZoneId getZoneId (String zoneString) {

try {

return ZoneId.of(zoneString);

} catch (DateTimeException e) {

System.err.println("Invalid time zone: " + zoneString +

"; using default time zone instead.");

return ZoneId.systemDefault();

}

}

default ZonedDateTime getZonedDateTime(String zoneString) {

return ZonedDateTime.of(getLocalDateTime(), getZoneId(zoneString));

}

}

You specify that a method definition in an interface is a default method with the default keyword at the beginning of the method signature. All method declarations in an interface, including default methods, are implicitly public, so you can omit the public modifier.

With this interface, you do not have to modify the class SimpleTimeClient, and this class (and any class that implements the interface TimeClient), will have the methodgetZonedDateTime already defined. The following example, [TestSimpleTimeClient](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/TestSimpleTimeClient.java), invokes the method getZonedDateTime from an instance of SimpleTimeClient:

package defaultmethods;

import java.time.\*;

import java.lang.\*;

import java.util.\*;

public class TestSimpleTimeClient {

public static void main(String... args) {

TimeClient myTimeClient = new SimpleTimeClient();

System.out.println("Current time: " + myTimeClient.toString());

System.out.println("Time in California: " +

myTimeClient.getZonedDateTime("Blah blah").toString());

}

}

## Extending Interfaces That Contain Default Methods

When you extend an interface that contains a default method, you can do the following:

* Not mention the default method at all, which lets your extended interface inherit the default method.
* Redeclare the default method, which makes it abstract.
* Redefine the default method, which overrides it.

Suppose that you extend the interface TimeClient as follows:

public interface AnotherTimeClient extends TimeClient { }

Any class that implements the interface AnotherTimeClient will have the implementation specified by the default method TimeClient.getZonedDateTime.

Suppose that you extend the interface TimeClient as follows:

public interface AbstractZoneTimeClient extends TimeClient {

public ZonedDateTime getZonedDateTime(String zoneString);

}

Any class that implements the interface AbstractZoneTimeClient will have to implement the method getZonedDateTime; this method is an abstract method like all other nondefault (and nonstatic) methods in an interface.

Suppose that you extend the interface TimeClient as follows:

public interface HandleInvalidTimeZoneClient extends TimeClient {

default public ZonedDateTime getZonedDateTime(String zoneString) {

try {

return ZonedDateTime.of(getLocalDateTime(),ZoneId.of(zoneString));

} catch (DateTimeException e) {

System.err.println("Invalid zone ID: " + zoneString +

"; using the default time zone instead.");

return ZonedDateTime.of(getLocalDateTime(),ZoneId.systemDefault());

}

}

}

Any class that implements the interface HandleInvalidTimeZoneClient will use the implementation of getZonedDateTime specified by this interface instead of the one specified by the interface TimeClient.

## Static Methods

In addition to default methods, you can define [static methods](http://docs.oracle.com/javase/tutorial/java/javaOO/classvars.html)in interfaces. (A static method is a method that is associated with the class in which it is defined rather than with any object. Every instance of the class shares its static methods.) This makes it easier for you to organize helper methods in your libraries; you can keep static methods specific to an interface in the same interface rather than in a separate class. The following example defines a static method that retrieves a [ZoneId](http://docs.oracle.com/javase/8/docs/api/java/time/ZoneId.html) object corresponding to a time zone identifier; it uses the system default time zone if there is no ZoneId object corresponding to the given identifier. (As a result, you can simplify the method getZonedDateTime):

public interface TimeClient {

// ...

static public ZoneId getZoneId (String zoneString) {

try {

return ZoneId.of(zoneString);

} catch (DateTimeException e) {

System.err.println("Invalid time zone: " + zoneString +

"; using default time zone instead.");

return ZoneId.systemDefault();

}

}

default public ZonedDateTime getZonedDateTime(String zoneString) {

return ZonedDateTime.of(getLocalDateTime(), getZoneId(zoneString));

}

}

Like static methods in classes, you specify that a method definition in an interface is a static method with the static keyword at the beginning of the method signature. All method declarations in an interface, including static methods, are implicitly public, so you can omit the public modifier.

## Integrating Default Methods into Existing Libraries

Default methods enable you to add new functionality to existing interfaces and ensure binary compatibility with code written for older versions of those interfaces. In particular, default methods enable you to add methods that accept lambda expressions as parameters to existing interfaces. This section demonstrates how the [Comparator](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html) interface has been enhanced with default and static methods.

Consider the Card and Deck classes as described in [Questions and Exercises: Classes](http://docs.oracle.com/javase/tutorial/java/javaOO/QandE/creating-questions.html). This example rewrites the [Card](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/Card.java) and [Deck](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/Deck.java) classes as interfaces. The Card interface contains two enumtypes (Suit and Rank) and two abstract methods (getSuit and getRank):

package defaultmethods;

public interface Card extends Comparable<Card> {

public enum Suit {

DIAMONDS (1, "Diamonds"),

CLUBS (2, "Clubs" ),

HEARTS (3, "Hearts" ),

SPADES (4, "Spades" );

private final int value;

private final String text;

Suit(int value, String text) {

this.value = value;

this.text = text;

}

public int value() {return value;}

public String text() {return text;}

}

public enum Rank {

DEUCE (2 , "Two" ),

THREE (3 , "Three"),

FOUR (4 , "Four" ),

FIVE (5 , "Five" ),

SIX (6 , "Six" ),

SEVEN (7 , "Seven"),

EIGHT (8 , "Eight"),

NINE (9 , "Nine" ),

TEN (10, "Ten" ),

JACK (11, "Jack" ),

QUEEN (12, "Queen"),

KING (13, "King" ),

ACE (14, "Ace" );

private final int value;

private final String text;

Rank(int value, String text) {

this.value = value;

this.text = text;

}

public int value() {return value;}

public String text() {return text;}

}

public Card.Suit getSuit();

public Card.Rank getRank();

}

The Deck interface contains various methods that manipulate cards in a deck:

package defaultmethods;

import java.util.\*;

import java.util.stream.\*;

import java.lang.\*;

public interface Deck {

List<Card> getCards();

Deck deckFactory();

int size();

void addCard(Card card);

void addCards(List<Card> cards);

void addDeck(Deck deck);

void shuffle();

void sort();

void sort(Comparator<Card> c);

String deckToString();

Map<Integer, Deck> deal(int players, int numberOfCards)

throws IllegalArgumentException;

}

The class [PlayingCard](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/PlayingCard.java) implements the interface Card, and the class [StandardDeck](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/StandardDeck.java) implements the interface Deck.

The class StandardDeck implements the abstract method Deck.sort as follows:

public class StandardDeck implements Deck {

private List<Card> entireDeck;

// ...

public void sort() {

Collections.sort(entireDeck);

}

// ...

}

The method Collections.sort sorts an instance of List whose element type implements the interface [Comparable](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html). The member entireDeck is an instance of List whose elements are of the type Card, which extends Comparable. The class PlayingCard implements the [Comparable.compareTo](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html#compareTo-T-) method as follows:

public int hashCode() {

return ((suit.value()-1)\*13)+rank.value();

}

public int compareTo(Card o) {

return this.hashCode() - o.hashCode();

}

The method compareTo causes the method StandardDeck.sort() to sort the deck of cards first by suit, and then by rank.

What if you want to sort the deck first by rank, then by suit? You would need to implement the [Comparator](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html) interface to specify new sorting criteria, and use the method [sort(List<T> list, Comparator<? super T> c)](http://docs.oracle.com/javase/8/docs/api/java/util/Collections.html#sort-java.util.List-java.util.Comparator-) (the version of the sort method that includes a Comparator parameter). You can define the following method in the class StandardDeck:

public void sort(Comparator<Card> c) {

Collections.sort(entireDeck, c);

}

With this method, you can specify how the method Collections.sort sorts instances of the Card class. One way to do this is to implement the Comparator interface to specify how you want the cards sorted. The example [SortByRankThenSuit](http://docs.oracle.com/javase/tutorial/java/IandI/examples/defaultmethods/SortByRankThenSuit.java) does this:

package defaultmethods;

import java.util.\*;

import java.util.stream.\*;

import java.lang.\*;

public class SortByRankThenSuit implements Comparator<Card> {

public int compare(Card firstCard, Card secondCard) {

int compVal =

firstCard.getRank().value() - secondCard.getRank().value();

if (compVal != 0)

return compVal;

else

return firstCard.getSuit().value() - secondCard.getSuit().value();

}

}

The following invocation sorts the deck of playing cards first by rank, then by suit:

StandardDeck myDeck = new StandardDeck();

myDeck.shuffle();

myDeck.sort(new SortByRankThenSuit());

However, this approach is too verbose; it would be better if you could specify what you want to sort, not how you want to sort. Suppose that you are the developer who wrote the Comparatorinterface. What default or static methods could you add to the Comparator interface to enable other developers to more easily specify sort criteria?

To start, suppose that you want to sort the deck of playing cards by rank, regardless of suit. You can invoke the StandardDeck.sort method as follows:

StandardDeck myDeck = new StandardDeck();

myDeck.shuffle();

myDeck.sort(

(firstCard, secondCard) ->

firstCard.getRank().value() - secondCard.getRank().value()

);

Because the interface Comparator is a [functional interface](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#approach6), you can use a lambda expression as an argument for the sort method. In this example, the lambda expression compares two integer values.

It would be simpler for your developers if they could create a Comparator instance by invoking the method Card.getRank only. In particular, it would be helpful if your developers could create a Comparator instance that compares any object that can return a numerical value from a method such as getValue or hashCode. The Comparator interface has been enhanced with this ability with the static method [comparing](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#comparing-java.util.function.Function-java.util.Comparator-):

myDeck.sort(Comparator.comparing((card) -> card.getRank()));

In this example, you can use a [method reference](http://docs.oracle.com/javase/tutorial/java/javaOO/methodreferences.html) instead:

myDeck.sort(Comparator.comparing(Card::getRank));

This invocation better demonstrates what to sort rather than how to do it.

The Comparator interface has been enhanced with other versions of the static method comparing such as [comparingDouble](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#comparingDouble-java.util.function.ToDoubleFunction-java.util.Comparator-) and [comparingLong](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#comparingLong-java.util.function.ToLongFunction-) that enable you to createComparator instances that compare other data types.

Suppose that your developers would like to create a Comparator instance that could compare objects with more than one criteria. For example, how would you sort the deck of playing cards first by rank, and then by suit? As before, you could use a lambda expression to specify these sort criteria:

StandardDeck myDeck = new StandardDeck();

myDeck.shuffle();

myDeck.sort(

(firstCard, secondCard) -> {

int compare =

firstCard.getRank().value() - secondCard.getRank().value();

if (compare != 0)

return compare;

else

return firstCard.getSuit().value() - secondCard.getSuit().value();

}

);

It would be simpler for your developers if they could build a Comparator instance from a series of Comparator instances. The Comparator interface has been enhanced with this ability with the default method [thenComparing](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#thenComparing-java.util.Comparator-):

myDeck.sort(

Comparator

.comparing(Card::getRank)

.thenComparing(Comparator.comparing(Card::getSuit)));

The Comparator interface has been enhanced with other versions of the default method thenComparing (such as [thenComparingDouble](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#thenComparingDouble-java.util.function.ToDoubleFunction-) and [thenComparingLong](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#thenComparingLong-java.util.function.ToLongFunction-)) that enable you to build Comparator instances that compare other data types.

Suppose that your developers would like to create a Comparator instance that enables them to sort a collection of objects in reverse order. For example, how would you sort the deck of playing cards first by descending order of rank, from Ace to Two (instead of from Two to Ace)? As before, you could specify another lambda expression. However, it would be simpler for your developers if they could reverse an existing Comparator by invoking a method. The Comparator interface has been enhanced with this ability with the default method [reversed](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html#reversed--):

myDeck.sort(

Comparator.comparing(Card::getRank)

.reversed()

.thenComparing(Comparator.comparing(Card::getSuit)));

This example demonstrates how the Comparator interface has been enhanced with default methods, static methods, lambda expressions, and method references to create more expressive library methods whose functionality programmers can quickly deduce by looking at how they are invoked. Use these constructs to enhance the interfaces in your libraries.

# Inheritance

In the preceding lessons, you have seen *inheritance* mentioned several times. In the Java language, classes can be *derived* from other classes, thereby *inheriting* fields and methods from those classes.

**Definitions:** A class that is derived from another class is called a *subclass* (also a *derived class*, *extended class*, or *child class*). The class from which the subclass is derived is called a*superclass* (also a *base class* or a *parent class*).  
  
Excepting Object, which has no superclass, every class has one and only one direct superclass (single inheritance). In the absence of any other explicit superclass, every class is implicitly a subclass of Object.  
  
Classes can be derived from classes that are derived from classes that are derived from classes, and so on, and ultimately derived from the topmost class, Object. Such a class is said to be *descended* from all the classes in the inheritance chain stretching back to Object.

The idea of inheritance is simple but powerful: When you want to create a new class and there is already a class that includes some of the code that you want, you can derive your new class from the existing class. In doing this, you can reuse the fields and methods of the existing class without having to write (and debug!) them yourself.

A subclass inherits all the *members* (fields, methods, and nested classes) from its superclass. Constructors are not members, so they are not inherited by subclasses, but the constructor of the superclass can be invoked from the subclass.

## The Java Platform Class Hierarchy

The [Object](http://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) class, defined in the java.lang package, defines and implements behavior common to all classes—including the ones that you write. In the Java platform, many classes derive directly from Object, other classes derive from some of those classes, and so on, forming a hierarchy of classes.
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All Classes in the Java Platform are Descendants of Object

At the top of the hierarchy, Object is the most general of all classes. Classes near the bottom of the hierarchy provide more specialized behavior.

## An Example of Inheritance

Here is the sample code for a possible implementation of a Bicycle class that was presented in the Classes and Objects lesson:

public class Bicycle {

// **the Bicycle class has three *fields***

public int cadence;

public int gear;

public int speed;

// **the Bicycle class has one *constructor***

public Bicycle(int startCadence, int startSpeed, int startGear) {

gear = startGear;

cadence = startCadence;

speed = startSpeed;

}

// **the Bicycle class has four *methods***

public void setCadence(int newValue) {

cadence = newValue;

}

public void setGear(int newValue) {

gear = newValue;

}

public void applyBrake(int decrement) {

speed -= decrement;

}

public void speedUp(int increment) {

speed += increment;

}

}

A class declaration for a MountainBike class that is a subclass of Bicycle might look like this:

public class MountainBike extends Bicycle {

// **the MountainBike subclass adds one *field***

public int seatHeight;

// **the MountainBike subclass has one *constructor***

public MountainBike(int startHeight,

int startCadence,

int startSpeed,

int startGear) {

super(startCadence, startSpeed, startGear);

seatHeight = startHeight;

}

// **the MountainBike subclass adds one *method***

public void setHeight(int newValue) {

seatHeight = newValue;

}

}

MountainBike inherits all the fields and methods of Bicycle and adds the field seatHeight and a method to set it. Except for the constructor, it is as if you had written a newMountainBike class entirely from scratch, with four fields and five methods. However, you didn't have to do all the work. This would be especially valuable if the methods in the Bicycleclass were complex and had taken substantial time to debug.

## What You Can Do in a Subclass

A subclass inherits all of the *public* and *protected* members of its parent, no matter what package the subclass is in. If the subclass is in the same package as its parent, it also inherits the*package-private* members of the parent. You can use the inherited members as is, replace them, hide them, or supplement them with new members:

* The inherited fields can be used directly, just like any other fields.
* You can declare a field in the subclass with the same name as the one in the superclass, thus *hiding* it (not recommended).
* You can declare new fields in the subclass that are not in the superclass.
* The inherited methods can be used directly as they are.
* You can write a new *instance* method in the subclass that has the same signature as the one in the superclass, thus *overriding* it.
* You can write a new *static* method in the subclass that has the same signature as the one in the superclass, thus *hiding* it.
* You can declare new methods in the subclass that are not in the superclass.
* You can write a subclass constructor that invokes the constructor of the superclass, either implicitly or by using the keyword super.

The following sections in this lesson will expand on these topics.

## Private Members in a Superclass

A subclass does not inherit the private members of its parent class. However, if the superclass has public or protected methods for accessing its private fields, these can also be used by the subclass.

A nested class has access to all the private members of its enclosing class—both fields and methods. Therefore, a public or protected nested class inherited by a subclass has indirect access to all of the private members of the superclass.

## Casting Objects

We have seen that an object is of the data type of the class from which it was instantiated. For example, if we write

public MountainBike myBike = new MountainBike();

then myBike is of type MountainBike.

MountainBike is descended from Bicycle and Object. Therefore, a MountainBike is a Bicycle and is also an Object, and it can be used wherever Bicycle or Object objects are called for.

The reverse is not necessarily true: a Bicycle *may be* a MountainBike, but it isn't necessarily. Similarly, an Object *may be* a Bicycle or a MountainBike, but it isn't necessarily.

*Casting* shows the use of an object of one type in place of another type, among the objects permitted by inheritance and implementations. For example, if we write

Object obj = new MountainBike();

then obj is both an Object and a MountainBike (until such time as obj is assigned another object that is *not* a MountainBike). This is called *implicit casting*.

If, on the other hand, we write

MountainBike myBike = obj;

we would get a compile-time error because obj is not known to the compiler to be a MountainBike. However, we can *tell* the compiler that we promise to assign a MountainBike to obj by*explicit casting:*

MountainBike myBike = (MountainBike)obj;

This cast inserts a runtime check that obj is assigned a MountainBike so that the compiler can safely assume that obj is a MountainBike. If obj is not a MountainBike at runtime, an exception will be thrown.

**Note:** You can make a logical test as to the type of a particular object using the instanceof operator. This can save you from a runtime error owing to an improper cast. For example:

if (obj instanceof MountainBike) {

MountainBike myBike = (MountainBike)obj;

}

Here the instanceof operator verifies that obj refers to a MountainBike so that we can make the cast with knowledge that there will be no runtime exception thrown.

# Multiple Inheritance of State, Implementation, and Type

One significant difference between classes and interfaces is that classes can have fields whereas interfaces cannot. In addition, you can instantiate a class to create an object, which you cannot do with interfaces. As explained in the section [What Is an Object?](http://docs.oracle.com/javase/tutorial/java/concepts/object.html), an object stores its state in fields, which are defined in classes. One reason why the Java programming language does not permit you to extend more than one class is to avoid the issues of multiple inheritance of state, which is the ability to inherit fields from multiple classes. For example, suppose that you are able to define a new class that extends multiple classes. When you create an object by instantiating that class, that object will inherit fields from all of the class's superclasses. What if methods or constructors from different superclasses instantiate the same field? Which method or constructor will take precedence? Because interfaces do not contain fields, you do not have to worry about problems that result from multiple inheritance of state.

Multiple inheritance of implementation is the ability to inherit method definitions from multiple classes. Problems arise with this type of multiple inheritance, such as name conflicts and ambiguity. When compilers of programming languages that support this type of multiple inheritance encounter superclasses that contain methods with the same name, they sometimes cannot determine which member or method to access or invoke. In addition, a programmer can unwittingly introduce a name conflict by adding a new method to a superclass. [Default methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html) introduce one form of multiple inheritance of implementation. A class can implement more than one interface, which can contain default methods that have the same name. The Java compiler provides some rules to determine which default method a particular class uses.

The Java programming language supports multiple inheritance of type, which is the ability of a class to implement more than one interface. An object can have multiple types: the type of its own class and the types of all the interfaces that the class implements. This means that if a variable is declared to be the type of an interface, then its value can reference any object that is instantiated from any class that implements the interface. This is discussed in the section [Using an Interface as a Type](http://docs.oracle.com/javase/tutorial/java/IandI/interfaceAsType.html).

As with multiple inheritance of implementation, a class can inherit different implementations of a method defined (as default or static) in the interfaces that it extends. In this case, the compiler or the user must decide which one to use.

# Overriding and Hiding Methods

## Instance Methods

An instance method in a subclass with the same signature (name, plus the number and the type of its parameters) and return type as an instance method in the superclass *overrides* the superclass's method.

The ability of a subclass to override a method allows a class to inherit from a superclass whose behavior is "close enough" and then to modify behavior as needed. The overriding method has the same name, number and type of parameters, and return type as the method that it overrides. An overriding method can also return a subtype of the type returned by the overridden method. This subtype is called a *covariant return type*.

When overriding a method, you might want to use the @Override annotation that instructs the compiler that you intend to override a method in the superclass. If, for some reason, the compiler detects that the method does not exist in one of the superclasses, then it will generate an error. For more information on @Override, see [Annotations](http://docs.oracle.com/javase/tutorial/java/annotations/index.html).

## Static Methods

If a subclass defines a static method with the same signature as a static method in the superclass, then the method in the subclass *hides* the one in the superclass.

The distinction between hiding a static method and overriding an instance method has important implications:

* The version of the overridden instance method that gets invoked is the one in the subclass.
* The version of the hidden static method that gets invoked depends on whether it is invoked from the superclass or the subclass.

Consider an example that contains two classes. The first is Animal, which contains one instance method and one static method:

public class Animal {

public static void testClassMethod() {

System.out.println("The static method in Animal");

}

public void testInstanceMethod() {

System.out.println("The instance method in Animal");

}

}

The second class, a subclass of Animal, is called Cat:

public class Cat extends Animal {

public static void testClassMethod() {

System.out.println("The static method in Cat");

}

public void testInstanceMethod() {

System.out.println("The instance method in Cat");

}

public static void main(String[] args) {

Cat myCat = new Cat();

Animal myAnimal = myCat;

Animal.testClassMethod();

myAnimal.testInstanceMethod();

}

}

The Cat class overrides the instance method in Animal and hides the static method in Animal. The main method in this class creates an instance of Cat and invokes testClassMethod()on the class and testInstanceMethod() on the instance.

The output from this program is as follows:

The static method in Animal

The instance method in Cat

As promised, the version of the hidden static method that gets invoked is the one in the superclass, and the version of the overridden instance method that gets invoked is the one in the subclass.

## Interface Methods

[Default methods](http://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html) and [abstract methods](http://docs.oracle.com/javase/tutorial/java/IandI/abstract.html) in interfaces are inherited like instance methods. However, when the supertypes of a class or interface provide multiple default methods with the same signature, the Java compiler follows inheritance rules to resolve the name conflict. These rules are driven by the following two principles:

* Instance methods are preferred over interface default methods.

Consider the following classes and interfaces:

public class Horse {

public String identifyMyself() {

return "I am a horse.";

}

}

public interface Flyer {

default public String identifyMyself() {

return "I am able to fly.";

}

}

public interface Mythical {

default public String identifyMyself() {

return "I am a mythical creature.";

}

}

public class Pegasus extends Horse implements Flyer, Mythical {

public static void main(String... args) {

Pegasus myApp = new Pegasus();

System.out.println(myApp.identifyMyself());

}

}

The method Pegasus.identifyMyself returns the string I am a horse.

* Methods that are already overridden by other candidates are ignored. This circumstance can arise when supertypes share a common ancestor.

Consider the following interfaces and classes:

public interface Animal {

default public String identifyMyself() {

return "I am an animal.";

}

}

public interface EggLayer extends Animal {

default public String identifyMyself() {

return "I am able to lay eggs.";

}

}

public interface FireBreather extends Animal { }

public class Dragon implements EggLayer, FireBreather {

public static void main (String... args) {

Dragon myApp = new Dragon();

System.out.println(myApp.identifyMyself());

}

}

The method Dragon.identifyMyself returns the string I am able to lay eggs.

If two or more independently defined default methods conflict, or a default method conflicts with an abstract method, then the Java compiler produces a compiler error. You must explicitly override the supertype methods.

Consider the example about computer-controlled cars that can now fly. You have two interfaces (OperateCar and FlyCar) that provide default implementations for the same method, (startEngine):

public interface OperateCar {

// ...

default public int startEngine(EncryptedKey key) {

// Implementation

}

}

public interface FlyCar {

// ...

default public int startEngine(EncryptedKey key) {

// Implementation

}

}

A class that implements both OperateCar and FlyCar must override the method startEngine. You could invoke any of the of the default implementations with the super keyword.

public class FlyingCar implements OperateCar, FlyCar {

// ...

public int startEngine(EncryptedKey key) {

FlyCar.super.startEngine(key);

OperateCar.super.startEngine(key);

}

}

The name preceding super (in this example, FlyCar or OperateCar) must refer to a direct superinterface that defines or inherits a default for the invoked method. This form of method invocation is not restricted to differentiating between multiple implemented interfaces that contain default methods with the same signature. You can use the super keyword to invoke a default method in both classes and interfaces.

Inherited instance methods from classes can override abstract interface methods. Consider the following interfaces and classes:

public interface Mammal {

String identifyMyself();

}

public class Horse {

public String identifyMyself() {

return "I am a horse.";

}

}

public class Mustang extends Horse implements Mammal {

public static void main(String... args) {

Mustang myApp = new Mustang();

System.out.println(myApp.identifyMyself());

}

}

The method Mustang.identifyMyself returns the string I am a horse. The class Mustang inherits the method identifyMyself from the class Horse, which overrides the abstract method of the same name in the interface Mammal.

**Note**: Static methods in interfaces are never inherited.

## Modifiers

The access specifier for an overriding method can allow more, but not less, access than the overridden method. For example, a protected instance method in the superclass can be made public, but not private, in the subclass.

You will get a compile-time error if you attempt to change an instance method in the superclass to a static method in the subclass, and vice versa.

## Summary

The following table summarizes what happens when you define a method with the same signature as a method in a superclass.

|  |  |  |
| --- | --- | --- |
| **Defining a Method with the Same Signature as a Superclass's Method** | | |
|  | **Superclass Instance Method** | **Superclass Static Method** |
| **Subclass Instance Method** | Overrides | Generates a compile-time error |
| **Subclass Static Method** | Generates a compile-time error | Hides |

**Note:** In a subclass, you can overload the methods inherited from the superclass. Such overloaded methods neither hide nor override the superclass instance methods—they are new methods, unique to the subclass.

# Polymorphism

The dictionary definition of polymorphism refers to a principle in biology in which an organism or species can have many different forms or stages. This principle can also be applied to object-oriented programming and languages like the Java language. Subclasses of a class can define their own unique behaviors and yet share some of the same functionality of the parent class.

Polymorphism can be demonstrated with a minor modification to the Bicycle class. For example, a printDescription method could be added to the class that displays all the data currently stored in an instance.

public void printDescription(){

System.out.println("\nBike is " + "in gear " + this.gear

+ " with a cadence of " + this.cadence +

" and travelling at a speed of " + this.speed + ". ");

}

To demonstrate polymorphic features in the Java language, extend the Bicycle class with a MountainBike and a RoadBike class. For MountainBike, add a field for suspension, which is a String value that indicates if the bike has a front shock absorber, Front. Or, the bike has a front and back shock absorber, Dual.

Here is the updated class:

public class MountainBike extends Bicycle {

private String suspension;

public MountainBike(

int startCadence,

int startSpeed,

int startGear,

String suspensionType){

super(startCadence,

startSpeed,

startGear);

this.setSuspension(suspensionType);

}

public String getSuspension(){

return this.suspension;

}

public void setSuspension(String suspensionType) {

this.suspension = suspensionType;

}

public void printDescription() {

super.printDescription();

System.out.println("The " + "MountainBike has a" +

getSuspension() + " suspension.");

}

}

Note the overridden printDescription method. In addition to the information provided before, additional data about the suspension is included to the output.

Next, create the RoadBike class. Because road or racing bikes have skinny tires, add an attribute to track the tire width. Here is the RoadBike class:

public class RoadBike extends Bicycle{

// In millimeters (mm)

private int tireWidth;

public RoadBike(int startCadence,

int startSpeed,

int startGear,

int newTireWidth){

super(startCadence,

startSpeed,

startGear);

this.setTireWidth(newTireWidth);

}

public int getTireWidth(){

return this.tireWidth;

}

public void setTireWidth(int newTireWidth){

this.tireWidth = newTireWidth;

}

public void printDescription(){

super.printDescription();

System.out.println("The RoadBike" + " has " + getTireWidth() +

" MM tires.");

}

}

Note that once again, the printDescription method has been overridden. This time, information about the tire width is displayed.

To summarize, there are three classes: Bicycle, MountainBike, and RoadBike. The two subclasses override the printDescription method and print unique information.

Here is a test program that creates three Bicycle variables. Each variable is assigned to one of the three bicycle classes. Each variable is then printed.

public class TestBikes {

public static void main(String[] args){

Bicycle bike01, bike02, bike03;

bike01 = new Bicycle(20, 10, 1);

bike02 = new MountainBike(20, 10, 5, "Dual");

bike03 = new RoadBike(40, 20, 8, 23);

bike01.printDescription();

bike02.printDescription();

bike03.printDescription();

}

}

The following is the output from the test program:

Bike is in gear 1 with a cadence of 20 and travelling at a speed of 10.

Bike is in gear 5 with a cadence of 20 and travelling at a speed of 10.

The MountainBike has a Dual suspension.

Bike is in gear 8 with a cadence of 40 and travelling at a speed of 20.

The RoadBike has 23 MM tires.

The Java virtual machine (JVM) calls the appropriate method for the object that is referred to in each variable. It does not call the method that is defined by the variable's type. This behavior is referred to as virtual method invocation and demonstrates an aspect of the important polymorphism features in the Java language.

# Hiding Fields

Within a class, a field that has the same name as a field in the superclass hides the superclass's field, even if their types are different. Within the subclass, the field in the superclass cannot be referenced by its simple name. Instead, the field must be accessed through super, which is covered in the next section. Generally speaking, we don't recommend hiding fields as it makes code difficult to read.

# Using the Keyword super

## Accessing Superclass Members

If your method overrides one of its superclass's methods, you can invoke the overridden method through the use of the keyword super. You can also use super to refer to a hidden field (although hiding fields is discouraged). Consider this class, Superclass:

public class Superclass {

public void printMethod() {

System.out.println("Printed in Superclass.");

}

}

Here is a subclass, called Subclass, that overrides printMethod():

public class Subclass extends Superclass {

// overrides printMethod in Superclass

public void printMethod() {

super.printMethod();

System.out.println("Printed in Subclass");

}

public static void main(String[] args) {

Subclass s = new Subclass();

s.printMethod();

}

}

Within Subclass, the simple name printMethod() refers to the one declared in Subclass, which overrides the one in Superclass. So, to refer to printMethod() inherited fromSuperclass, Subclass must use a qualified name, using super as shown. Compiling and executing Subclass prints the following:

Printed in Superclass.

Printed in Subclass

## Subclass Constructors

The following example illustrates how to use the super keyword to invoke a superclass's constructor. Recall from the [Bicycle](http://docs.oracle.com/javase/tutorial/java/IandI/subclasses.html)example that MountainBike is a subclass of Bicycle. Here is the MountainBike (subclass) constructor that calls the superclass constructor and then adds initialization code of its own:

public MountainBike(int startHeight,

int startCadence,

int startSpeed,

int startGear) {

super(startCadence, startSpeed, startGear);

seatHeight = startHeight;

}

Invocation of a superclass constructor must be the first line in the subclass constructor.

The syntax for calling a superclass constructor is

super();

or:

super(parameter list);

With super(), the superclass no-argument constructor is called. With super(parameter list), the superclass constructor with a matching parameter list is called.

**Note:** If a constructor does not explicitly invoke a superclass constructor, the Java compiler automatically inserts a call to the no-argument constructor of the superclass. If the super class does not have a no-argument constructor, you will get a compile-time error. Object *does* have such a constructor, so if Object is the only superclass, there is no problem.

If a subclass constructor invokes a constructor of its superclass, either explicitly or implicitly, you might think that there will be a whole chain of constructors called, all the way back to the constructor of Object. In fact, this is the case. It is called *constructor chaining*, and you need to be aware of it when there is a long line of class descent.

# Object as a Superclass

The [Object](http://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) class, in the java.lang package, sits at the top of the class hierarchy tree. Every class is a descendant, direct or indirect, of the Object class. Every class you use or write inherits the instance methods of Object. You need not use any of these methods, but, if you choose to do so, you may need to override them with code that is specific to your class. The methods inherited from Object that are discussed in this section are:

* protected Object clone() throws CloneNotSupportedException  
        Creates and returns a copy of this object.
* public boolean equals(Object obj)  
        Indicates whether some other object is "equal to" this one.
* protected void finalize() throws Throwable  
        Called by the garbage collector on an object when garbage  
        collection determines that there are no more references to the object
* public final Class getClass()  
        Returns the runtime class of an object.
* public int hashCode()  
        Returns a hash code value for the object.
* public String toString()  
        Returns a string representation of the object.

The notify, notifyAll, and wait methods of Object all play a part in synchronizing the activities of independently running threads in a program, which is discussed in a later lesson and won't be covered here. There are five of these methods:

* public final void notify()
* public final void notifyAll()
* public final void wait()
* public final void wait(long timeout)
* public final void wait(long timeout, int nanos)

**Note:** There are some subtle aspects to a number of these methods, especially the clone method.

## The clone() Method

If a class, or one of its superclasses, implements the Cloneable interface, you can use the clone() method to create a copy from an existing object. To create a clone, you write:

*aCloneableObject*.clone();

Object's implementation of this method checks to see whether the object on which clone() was invoked implements the Cloneable interface. If the object does not, the method throws aCloneNotSupportedException exception. Exception handling will be covered in a later lesson. For the moment, you need to know that clone() must be declared as

protected Object clone() throws CloneNotSupportedException

or:

public Object clone() throws CloneNotSupportedException

if you are going to write a clone() method to override the one in Object.

If the object on which clone() was invoked does implement the Cloneable interface, Object's implementation of the clone() method creates an object of the same class as the original object and initializes the new object's member variables to have the same values as the original object's corresponding member variables.

The simplest way to make your class cloneable is to add implements Cloneable to your class's declaration. then your objects can invoke the clone() method.

For some classes, the default behavior of Object's clone() method works just fine. If, however, an object contains a reference to an external object, say ObjExternal, you may need to override clone() to get correct behavior. Otherwise, a change in ObjExternal made by one object will be visible in its clone also. This means that the original object and its clone are not independent—to decouple them, you must override clone() so that it clones the object *and* ObjExternal. Then the original object references ObjExternal and the clone references a clone of ObjExternal, so that the object and its clone are truly independent.

## The equals() Method

The equals() method compares two objects for equality and returns true if they are equal. The equals() method provided in the Object class uses the identity operator (==) to determine whether two objects are equal. For primitive data types, this gives the correct result. For objects, however, it does not. The equals() method provided by Object tests whether the object*references* are equal—that is, if the objects compared are the exact same object.

To test whether two objects are equal in the sense of *equivalency* (containing the same information), you must override the equals() method. Here is an example of a Book class that overrides equals():

public class Book {

...

public boolean equals(Object obj) {

if (obj instanceof Book)

return ISBN.equals((Book)obj.getISBN());

else

return false;

}

}

Consider this code that tests two instances of the Book class for equality:

// Swing Tutorial, 2nd edition

Book firstBook = new Book("0201914670");

Book secondBook = new Book("0201914670");

if (firstBook.equals(secondBook)) {

System.out.println("objects are equal");

} else {

System.out.println("objects are not equal");

}

This program displays objects are equal even though firstBook and secondBook reference two distinct objects. They are considered equal because the objects compared contain the same ISBN number.

You should always override the equals() method if the identity operator is not appropriate for your class.

**Note:** If you override equals(), you must override hashCode() as well.

## The finalize() Method

The Object class provides a callback method, finalize(), that *may be* invoked on an object when it becomes garbage. Object's implementation of finalize() does nothing—you can override finalize() to do cleanup, such as freeing resources.

The finalize() method may be called automatically by the system, but when it is called, or even if it is called, is uncertain. Therefore, you should not rely on this method to do your cleanup for you. For example, if you don't close file descriptors in your code after performing I/O and you expect finalize() to close them for you, you may run out of file descriptors.

## The getClass() Method

You cannot override getClass.

The getClass() method returns a Class object, which has methods you can use to get information about the class, such as its name (getSimpleName()), its superclass (getSuperclass()), and the interfaces it implements (getInterfaces()). For example, the following method gets and displays the class name of an object:

void printClassName(Object obj) {

System.out.println("The object's" + " class is " +

obj.getClass().getSimpleName());

}

The [Class](http://docs.oracle.com/javase/8/docs/api/java/lang/Class.html) class, in the java.lang package, has a large number of methods (more than 50). For example, you can test to see if the class is an annotation (isAnnotation()), an interface (isInterface()), or an enumeration (isEnum()). You can see what the object's fields are (getFields()) or what its methods are (getMethods()), and so on.

## The hashCode() Method

The value returned by hashCode() is the object's hash code, which is the object's memory address in hexadecimal.

By definition, if two objects are equal, their hash code *must also* be equal. If you override the equals() method, you change the way two objects are equated and Object's implementation ofhashCode() is no longer valid. Therefore, if you override the equals() method, you must also override the hashCode() method as well.

## The toString() Method

You should always consider overriding the toString() method in your classes.

The Object's toString() method returns a String representation of the object, which is very useful for debugging. The String representation for an object depends entirely on the object, which is why you need to override toString() in your classes.

You can use toString() along with System.out.println() to display a text representation of an object, such as an instance of Book:

System.out.println(firstBook.toString());

which would, for a properly overridden toString() method, print something useful, like this:

ISBN: 0201914670; The Swing Tutorial; A Guide to Constructing GUIs, 2nd Edition

# Writing Final Classes and Methods

You can declare some or all of a class's methods *final*. You use the final keyword in a method declaration to indicate that the method cannot be overridden by subclasses. The Object class does this—a number of its methods are final.

You might wish to make a method final if it has an implementation that should not be changed and it is critical to the consistent state of the object. For example, you might want to make thegetFirstPlayer method in this ChessAlgorithm class final:

class ChessAlgorithm {

enum ChessPlayer { WHITE, BLACK }

...

**final** ChessPlayer getFirstPlayer() {

return ChessPlayer.WHITE;

}

...

}

Methods called from constructors should generally be declared final. If a constructor calls a non-final method, a subclass may redefine that method with surprising or undesirable results.

Note that you can also declare an entire class final. A class that is declared final cannot be subclassed. This is particularly useful, for example, when creating an immutable class like the Stringclass.

# Abstract Methods and Classes

Abstraction implements through abstract class and interface.

f  any class has any abstract method then it can not be instantiated  
  
\*Abstract method can not be used in normal class ,but used in abstract class  
  
\*Abstract class may have abstract functions.  
  
\*Any child class has to override all the abstract class's abstract function othrwise child has to     
  become abstract.  
  
\*We never call the abstract function explicitly.automatically runs the code of the abstract   
     function.  
  
\* It is not mandatory that abstract class should have atleast one abstract function   
  
\* Cant mark class as abstract and final both ....both have opposite meaning

An *abstract class* is a class that is declared abstract—it may or may not include abstract methods. Abstract classes cannot be instantiated, but they can be subclassed.

An *abstract method* is a method that is declared without an implementation (without braces, and followed by a semicolon), like this:

abstract void moveTo(double deltaX, double deltaY);

If a class includes abstract methods, then the class itself *must* be declared abstract, as in:

public abstract class GraphicObject {

// declare fields

// declare nonabstract methods

abstract void draw();

}

When an abstract class is subclassed, the subclass usually provides implementations for all of the abstract methods in its parent class. However, if it does not, then the subclass must also be declared abstract.

**Note:** Methods in an *interface* (see the [Interfaces](http://docs.oracle.com/javase/tutorial/java/IandI/createinterface.html) section) that are not declared as default or static are *implicitly* abstract, so the abstract modifier is not used with interface methods. (It can be used, but it is unnecessary.)

## Abstract Classes Compared to Interfaces

Abstract classes are similar to interfaces. You cannot instantiate them, and they may contain a mix of methods declared with or without an implementation. However, with abstract classes, you can declare fields that are not static and final, and define public, protected, and private concrete methods. With interfaces, all fields are automatically public, static, and final, and all methods that you declare or define (as default methods) are public. In addition, you can extend only one class, whether or not it is abstract, whereas you can implement any number of interfaces.

Which should you use, abstract classes or interfaces?

* Consider using abstract classes if any of these statements apply to your situation:
  + You want to share code among several closely related classes.
  + You expect that classes that extend your abstract class have many common methods or fields, or require access modifiers other than public (such as protected and private).
  + You want to declare non-static or non-final fields. This enables you to define methods that can access and modify the state of the object to which they belong.
* Consider using interfaces if any of these statements apply to your situation:
  + You expect that unrelated classes would implement your interface. For example, the interfaces [Comparable](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html) and [Cloneable](http://docs.oracle.com/javase/8/docs/api/java/lang/Cloneable.html) are implemented by many unrelated classes.
  + You want to specify the behavior of a particular data type, but not concerned about who implements its behavior.
  + You want to take advantage of multiple inheritance of type.

An example of an abstract class in the JDK is [AbstractMap](http://docs.oracle.com/javase/8/docs/api/java/util/AbstractMap.html), which is part of the Collections Framework. Its subclasses (which include HashMap, TreeMap, and ConcurrentHashMap) share many methods (including get, put, isEmpty, containsKey, and containsValue) that AbstractMap defines.

An example of a class in the JDK that implements several interfaces is [HashMap](http://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html), which implements the interfaces Serializable, Cloneable, and Map<K, V>. By reading this list of interfaces, you can infer that an instance of HashMap (regardless of the developer or company who implemented the class) can be cloned, is serializable (which means that it can be converted into a byte stream; see the section [Serializable Objects](http://docs.oracle.com/javase/tutorial/jndi/objects/serial.html)), and has the functionality of a map. In addition, the Map<K, V> interface has been enhanced with many default methods such asmerge and forEach that older classes that have implemented this interface do not have to define.

Note that many software libraries use both abstract classes and interfaces; the HashMap class implements several interfaces and also extends the abstract class AbstractMap.

## An Abstract Class Example

In an object-oriented drawing application, you can draw circles, rectangles, lines, Bezier curves, and many other graphic objects. These objects all have certain states (for example: position, orientation, line color, fill color) and behaviors (for example: moveTo, rotate, resize, draw) in common. Some of these states and behaviors are the same for all graphic objects (for example: position, fill color, and moveTo). Others require different implementations (for example, resize or draw). All GraphicObjects must be able to draw or resize themselves; they just differ in how they do it. This is a perfect situation for an abstract superclass. You can take advantage of the similarities and declare all the graphic objects to inherit from the same abstract parent object (for example, GraphicObject) as shown in the following figure.
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Classes Rectangle, Line, Bezier, and Circle Inherit from GraphicObject

First, you declare an abstract class, GraphicObject, to provide member variables and methods that are wholly shared by all subclasses, such as the current position and the moveTo method.GraphicObject also declares abstract methods for methods, such as draw or resize, that need to be implemented by all subclasses but must be implemented in different ways. TheGraphicObject class can look something like this:

abstract class GraphicObject {

int x, y;

...

void moveTo(int newX, int newY) {

...

}

abstract void draw();

abstract void resize();

}

Each nonabstract subclass of GraphicObject, such as Circle and Rectangle, must provide implementations for the draw and resize methods:

class Circle extends GraphicObject {

void draw() {

...

}

void resize() {

...

}

}

class Rectangle extends GraphicObject {

void draw() {

...

}

void resize() {

...

}

}

## When an Abstract Class Implements an Interface

In the section on [Interfaces](http://docs.oracle.com/javase/tutorial/java/IandI/createinterface.html), it was noted that a class that implements an interface must implement *all* of the interface's methods. It is possible, however, to define a class that does not implement all of the interface's methods, provided that the class is declared to be abstract. For example,

abstract class X implements Y {

// implements all but one method of Y

}

class XX extends X {

// implements the remaining method in Y

}

In this case, class X must be abstract because it does not fully implement Y, but class XX does, in fact, implement Y.

## Class Members

An abstract class may have static fields and static methods. You can use these static members with a class reference (for example, AbstractClass.staticMethod()) as you would with any other class.

# Why Use Generics?

In a nutshell, generics enable types (classes and interfaces) to be parameters when defining classes, interfaces and methods. Much like the more familiar formal parameters used in method declarations, type parameters provide a way for you to re-use the same code with different inputs. The difference is that the inputs to formal parameters are values, while the inputs to type parameters are types.

Code that uses generics has many benefits over non-generic code:

* Stronger type checks at compile time.  
  A Java compiler applies strong type checking to generic code and issues errors if the code violates type safety. Fixing compile-time errors is easier than fixing runtime errors, which can be difficult to find.
* Elimination of casts.  
  The following code snippet without generics requires casting:
* List list = new ArrayList();
* list.add("hello");
* String s = **(String)** list.get(0);

When re-written to use generics, the code does not require casting:

List<String> list = new ArrayList<String>();

list.add("hello");

String s = list.get(0); // no cast

* Enabling programmers to implement generic algorithms.  
  By using generics, programmers can implement generic algorithms that work on collections of different types, can be customized, and are type safe and easier to read.

# Generic Types

A generic type is a generic class or interface that is parameterized over types. The following Box class will be modified to demonstrate the concept.

## A Simple Box Class

Begin by examining a non-generic Box class that operates on objects of any type. It needs only to provide two methods: set, which adds an object to the box, and get, which retrieves it:

public class Box {

private Object object;

public void set(Object object) { this.object = object; }

public Object get() { return object; }

}

Since its methods accept or return an Object, you are free to pass in whatever you want, provided that it is not one of the primitive types. There is no way to verify, at compile time, how the class is used. One part of the code may place an Integer in the box and expect to get Integers out of it, while another part of the code may mistakenly pass in a String, resulting in a runtime error.

## A Generic Version of the Box Class

A generic class is defined with the following format:

class name<T1, T2, ..., Tn> { /\* ... \*/ }

The type parameter section, delimited by angle brackets (<>), follows the class name. It specifies the type parameters (also called type variables) T1, T2, ..., and Tn.

To update the Box class to use generics, you create a generic type declaration by changing the code "public class Box" to "public class Box<T>". This introduces the type variable, T, that can be used anywhere inside the class.

With this change, the Box class becomes:

/\*\*

\* Generic version of the Box class.

\* @param <T> the type of the value being boxed

\*/

public class Box<T> {

// T stands for "Type"

private T t;

public void set(T t) { this.t = t; }

public T get() { return t; }

}

As you can see, all occurrences of Object are replaced by T. A type variable can be any **non-primitive** type you specify: any class type, any interface type, any array type, or even another type variable.

This same technique can be applied to create generic interfaces.

## Type Parameter Naming Conventions

By convention, type parameter names are single, uppercase letters. This stands in sharp contrast to the variable [naming](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/variables.html#naming) conventions that you already know about, and with good reason: Without this convention, it would be difficult to tell the difference between a type variable and an ordinary class or interface name.

The most commonly used type parameter names are:

* E - Element (used extensively by the Java Collections Framework)
* K - Key
* N - Number
* T - Type
* V - Value
* S,U,V etc. - 2nd, 3rd, 4th types

You'll see these names used throughout the Java SE API and the rest of this lesson.

## Invoking and Instantiating a Generic Type

To reference the generic Box class from within your code, you must perform a generic type invocation, which replaces T with some concrete value, such as Integer:

Box<Integer> integerBox;

You can think of a generic type invocation as being similar to an ordinary method invocation, but instead of passing an argument to a method, you are passing a type argument — Integer in this case — to the Box class itself.

**Type Parameter and Type Argument Terminology:** Many developers use the terms "type parameter" and "type argument" interchangeably, but these terms are not the same. When coding, one provides type arguments in order to create a parameterized type. Therefore, the T in Foo<T> is a type parameter and the String in Foo<String> f is a type argument. This lesson observes this definition when using these terms.

Like any other variable declaration, this code does not actually create a new Box object. It simply declares that integerBox will hold a reference to a "Box of Integer", which is how Box<Integer> is read.

An invocation of a generic type is generally known as a parameterized type.

To instantiate this class, use the new keyword, as usual, but place <Integer> between the class name and the parenthesis:

Box<Integer> integerBox = new Box<Integer>();

## The Diamond

In Java SE 7 and later, you can replace the type arguments required to invoke the constructor of a generic class with an empty set of type arguments (<>) as long as the compiler can determine, or infer, the type arguments from the context. This pair of angle brackets, <>, is informally called the diamond. For example, you can create an instance of Box<Integer> with the following statement:

Box<Integer> integerBox = new Box<>();

For more information on diamond notation and type inference, see [Type Inference](http://docs.oracle.com/javase/tutorial/java/generics/genTypeInference.html).

## Multiple Type Parameters

As mentioned previously, a generic class can have multiple type parameters. For example, the generic OrderedPair class, which implements the generic Pair interface:

public interface Pair<K, V> {

public K getKey();

public V getValue();

}

public class OrderedPair<K, V> implements Pair<K, V> {

private K key;

private V value;

public OrderedPair(K key, V value) {

this.key = key;

this.value = value;

}

public K getKey() { return key; }

public V getValue() { return value; }

}

The following statements create two instantiations of the OrderedPair class:

Pair<String, Integer> p1 = new OrderedPair<String, Integer>("Even", 8);

Pair<String, String> p2 = new OrderedPair<String, String>("hello", "world");

The code, new OrderedPair<String, Integer>, instantiates K as a String and V as an Integer. Therefore, the parameter types of OrderedPair's constructor are String and Integer, respectively. Due to[autoboxing](http://docs.oracle.com/javase/tutorial/java/data/autoboxing.html), it is valid to pass a String and an int to the class.

As mentioned in [The Diamond](http://docs.oracle.com/javase/tutorial/java/generics/types.html#diamond), because a Java compiler can infer the K and V types from the declaration OrderedPair<String, Integer>, these statements can be shortened using diamond notation:

OrderedPair<String, Integer> p1 = new OrderedPair**<>**("Even", 8);

OrderedPair<String, String> p2 = new OrderedPair**<>**("hello", "world");

To create a generic interface, follow the same conventions as for creating a generic class.

## Parameterized Types

You can also substitute a type parameter (i.e., K or V) with a parameterized type (i.e., List<String>). For example, using the OrderedPair<K, V> example:

OrderedPair<String, **Box<Integer>**> p = new OrderedPair<>("primes", new Box<Integer>(...));

# Raw Types

A raw type is the name of a generic class or interface without any type arguments. For example, given the generic Box class:

public class Box<T> {

public void set(T t) { /\* ... \*/ }

// ...

}

To create a parameterized type of Box<T>, you supply an actual type argument for the formal type parameter T:

Box<Integer> intBox = new Box<>();

If the actual type argument is omitted, you create a raw type of Box<T>:

Box rawBox = new Box();

Therefore, Box is the raw type of the generic type Box<T>. However, a non-generic class or interface type is not a raw type.

Raw types show up in legacy code because lots of API classes (such as the Collections classes) were not generic prior to JDK 5.0. When using raw types, you essentially get pre-generics behavior — a Box gives you Objects. For backward compatibility, assigning a parameterized type to its raw type is allowed:

Box<String> stringBox = new Box<>();

Box rawBox = stringBox; // OK

But if you assign a raw type to a parameterized type, you get a warning:

Box rawBox = new Box(); // rawBox is a raw type of Box<T>

Box<Integer> intBox = rawBox; // warning: unchecked conversion

You also get a warning if you use a raw type to invoke generic methods defined in the corresponding generic type:

Box<String> stringBox = new Box<>();

Box rawBox = stringBox;

rawBox.set(8); // warning: unchecked invocation to set(T)

The warning shows that raw types bypass generic type checks, deferring the catch of unsafe code to runtime. Therefore, you should avoid using raw types.

The [Type Erasure](http://docs.oracle.com/javase/tutorial/java/generics/erasure.html) section has more information on how the Java compiler uses raw types.

## Unchecked Error Messages

As mentioned previously, when mixing legacy code with generic code, you may encounter warning messages similar to the following:

Note: Example.java uses unchecked or unsafe operations.

Note: Recompile with -Xlint:unchecked for details.

This can happen when using an older API that operates on raw types, as shown in the following example:

public class WarningDemo {

public static void main(String[] args){

Box<Integer> bi;

bi = createBox();

}

static Box createBox(){

return new Box();

}

}

The term "unchecked" means that the compiler does not have enough type information to perform all type checks necessary to ensure type safety. The "unchecked" warning is disabled, by default, though the compiler gives a hint. To see all "unchecked" warnings, recompile with -Xlint:unchecked.

Recompiling the previous example with -Xlint:unchecked reveals the following additional information:

WarningDemo.java:4: warning: [unchecked] unchecked conversion

found : Box

required: Box<java.lang.Integer>

bi = createBox();

^

1 warning

To completely disable unchecked warnings, use the -Xlint:-unchecked flag. The @SuppressWarnings("unchecked") annotation suppresses unchecked warnings. If you are unfamiliar with the@SuppressWarnings syntax, see [Annotations](http://docs.oracle.com/javase/tutorial/java/annotations/index.html).

# Generic Methods

Generic methods are methods that introduce their own type parameters. This is similar to declaring a generic type, but the type parameter's scope is limited to the method where it is declared. Static and non-static generic methods are allowed, as well as generic class constructors.

The syntax for a generic method includes a type parameter, inside angle brackets, and appears before the method's return type. For static generic methods, the type parameter section must appear before the method's return type.

The Util class includes a generic method, compare, which compares two Pair objects:

public class Util {

// Generic static method

**public static <K, V> boolean compare(Pair<K, V> p1, Pair<K, V> p2)** {

return p1.getKey().equals(p2.getKey()) &&

p1.getValue().equals(p2.getValue());

}

}

public class Pair<K, V> {

private K key;

private V value;

// Generic constructor

public Pair(K key, V value) {

this.key = key;

this.value = value;

}

// Generic methods

public void setKey(K key) { this.key = key; }

public void setValue(V value) { this.value = value; }

public K getKey() { return key; }

public V getValue() { return value; }

}

The complete syntax for invoking this method would be:

Pair<Integer, String> p1 = new Pair<>(1, "apple");

Pair<Integer, String> p2 = new Pair<>(2, "pear");

boolean same = Util.**<Integer, String>**compare(p1, p2);

The type has been explicitly provided, as shown in bold. Generally, this can be left out and the compiler will infer the type that is needed:

Pair<Integer, String> p1 = new Pair<>(1, "apple");

Pair<Integer, String> p2 = new Pair<>(2, "pear");

boolean same = Util.compare(p1, p2);

This feature, known as type inference, allows you to invoke a generic method as an ordinary method, without specifying a type between angle brackets. This topic is further discussed in the following section, [Type Inference](http://docs.oracle.com/javase/tutorial/java/generics/genTypeInference.html).

# Bounded Type Parameters

There may be times when you want to restrict the types that can be used as type arguments in a parameterized type. For example, a method that operates on numbers might only want to accept instances of Number or its subclasses. This is what *bounded type parameters* are for.

To declare a bounded type parameter, list the type parameter's name, followed by the extends keyword, followed by its *upper bound*, which in this example is Number. Note that, in this context, extends is used in a general sense to mean either "extends" (as in classes) or "implements" (as in interfaces).

public class Box<T> {

private T t;

public void set(T t) {

this.t = t;

}

public T get() {

return t;

}

public <U **extends Number**> void inspect(U u){

System.out.println("T: " + t.getClass().getName());

System.out.println("U: " + u.getClass().getName());

}

public static void main(String[] args) {

Box<Integer> integerBox = new Box<Integer>();

integerBox.set(new Integer(10));

integerBox.inspect("some text"); // **error: this is still String!**

}

}

By modifying our generic method to include this bounded type parameter, compilation will now fail, since our invocation of inspect still includes a String:

Box.java:21: <U>inspect(U) in Box<java.lang.Integer> cannot

be applied to (java.lang.String)

integerBox.inspect("10");

^

1 error

In addition to limiting the types you can use to instantiate a generic type, bounded type parameters allow you to invoke methods defined in the bounds:

public class NaturalNumber<T extends Integer> {

private T n;

public NaturalNumber(T n) { this.n = n; }

public boolean isEven() {

return **n.intValue()** % 2 == 0;

}

// ...

}

The isEven method invokes the intValue method defined in the Integer class through n.

## Multiple Bounds

The preceding example illustrates the use of a type parameter with a single bound, but a type parameter can have multiple bounds:

<T extends B1 & B2 & B3>

A type variable with multiple bounds is a subtype of all the types listed in the bound. If one of the bounds is a class, it must be specified first. For example:

Class A { /\* ... \*/ }

interface B { /\* ... \*/ }

interface C { /\* ... \*/ }

class D <T extends A & B & C> { /\* ... \*/ }

If bound A is not specified first, you get a compile-time error:

class D <T extends B & A & C> { /\* ... \*/ } // compile-time error

# Generic Methods and Bounded Type Parameters

Bounded type parameters are key to the implementation of generic algorithms. Consider the following method that counts the number of elements in an array T[] that are greater than a specified element elem.

public static <T> int countGreaterThan(T[] anArray, T elem) {

int count = 0;

for (T e : anArray)

if (e > elem) // compiler error

++count;

return count;

}

The implementation of the method is straightforward, but it does not compile because the greater than operator (>) applies only to primitive types such as short, int, double, long, float, byte, andchar. You cannot use the > operator to compare objects. To fix the problem, use a type parameter bounded by the Comparable<T> interface:

public interface Comparable<T> {

public int compareTo(T o);

}

The resulting code will be:

public static <T extends Comparable<T>> int countGreaterThan(T[] anArray, T elem) {

int count = 0;

for (T e : anArray)

if (e.compareTo(elem) > 0)

++count;

return count;

}

# Generics, Inheritance, and Subtypes

As you already know, it is possible to assign an object of one type to an object of another type provided that the types are compatible. For example, you can assign an Integer to an Object, sinceObject is one of Integer's supertypes:

Object someObject = new Object();

Integer someInteger = new Integer(10);

someObject = someInteger; // OK

In object-oriented terminology, this is called an "is a" relationship. Since an Integer is a kind of Object, the assignment is allowed. But Integer is also a kind of Number, so the following code is valid as well:

public void someMethod(Number n) { /\* ... \*/ }

someMethod(new Integer(10)); // OK

someMethod(new Double(10.1)); // OK

The same is also true with generics. You can perform a generic type invocation, passing Number as its type argument, and any subsequent invocation of add will be allowed if the argument is compatible with Number:

Box<Number> box = new Box<Number>();

box.add(new Integer(10)); // OK

box.add(new Double(10.1)); // OK

Now consider the following method:

public void boxTest(Box<Number> n) { /\* ... \*/ }

What type of argument does it accept? By looking at its signature, you can see that it accepts a single argument whose type is Box<Number>. But what does that mean? Are you allowed to pass inBox<Integer> or Box<Double>, as you might expect? The answer is "no", because Box<Integer> and Box<Double> are not subtypes of Box<Number>.

This is a common misunderstanding when it comes to programming with generics, but it is an important concept to learn.
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Box<Integer> is not a subtype of Box<Number> even though Integer is a subtype of Number.

**Note:** Given two concrete types A and B (for example, Number and Integer), MyClass<A> has no relationship to MyClass<B>, regardless of whether or not A and B are related. The common parent of MyClass<A> and MyClass<B> is Object.  
  
For information on how to create a subtype-like relationship between two generic classes when the type parameters are related, see [Wildcards and Subtyping](http://docs.oracle.com/javase/tutorial/java/generics/subtyping.html).

## Generic Classes and Subtyping

You can subtype a generic class or interface by extending or implementing it. The relationship between the type parameters of one class or interface and the type parameters of another are determined by the extends and implements clauses.

Using the Collections classes as an example, ArrayList<E> implements List<E>, and List<E> extends Collection<E>. So ArrayList<String> is a subtype of List<String>, which is a subtype ofCollection<String>. So long as you do not vary the type argument, the subtyping relationship is preserved between the types.
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A sample Collections hierarchy

Now imagine we want to define our own list interface, PayloadList, that associates an optional value of generic type P with each element. Its declaration might look like:

interface PayloadList<E,P> extends List<E> {

void setPayload(int index, P val);

...

}

The following parameterizations of PayloadList are subtypes of List<String>:

* PayloadList<String,String>
* PayloadList<String,Integer>
* PayloadList<String,Exception>
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A sample PayloadList hierarchy

# Type Inference

Type inference is a Java compiler's ability to look at each method invocation and corresponding declaration to determine the type argument (or arguments) that make the invocation applicable. The inference algorithm determines the types of the arguments and, if available, the type that the result is being assigned, or returned. Finally, the inference algorithm tries to find the most specific type that works with all of the arguments.

To illustrate this last point, in the following example, inference determines that the second argument being passed to the pick method is of type Serializable:

static <T> T pick(T a1, T a2) { return a2; }

Serializable s = pick("d", new ArrayList<String>());

## Type Inference and Generic Methods

[Generic Methods](http://docs.oracle.com/javase/tutorial/java/generics/methods.html) introduced you to type inference, which enables you to invoke a generic method as you would an ordinary method, without specifying a type between angle brackets. Consider the following example, [BoxDemo](http://docs.oracle.com/javase/tutorial/java/generics/examples/BoxDemo.java), which requires the [Box](http://docs.oracle.com/javase/tutorial/java/generics/examples/Box.java) class:

public class BoxDemo {

public static <U> void addBox(U u,

java.util.List<Box<U>> boxes) {

Box<U> box = new Box<>();

box.set(u);

boxes.add(box);

}

public static <U> void outputBoxes(java.util.List<Box<U>> boxes) {

int counter = 0;

for (Box<U> box: boxes) {

U boxContents = box.get();

System.out.println("Box #" + counter + " contains [" +

boxContents.toString() + "]");

counter++;

}

}

public static void main(String[] args) {

java.util.ArrayList<Box<Integer>> listOfIntegerBoxes =

new java.util.ArrayList<>();

BoxDemo.<Integer>addBox(Integer.valueOf(10), listOfIntegerBoxes);

BoxDemo.addBox(Integer.valueOf(20), listOfIntegerBoxes);

BoxDemo.addBox(Integer.valueOf(30), listOfIntegerBoxes);

BoxDemo.outputBoxes(listOfIntegerBoxes);

}

}

The following is the output from this example:

Box #0 contains [10]

Box #1 contains [20]

Box #2 contains [30]

The generic method addBox defines one type parameter named U. Generally, a Java compiler can infer the type parameters of a generic method call. Consequently, in most cases, you do not have to specify them. For example, to invoke the generic method addBox, you can specify the type parameter with a type witness as follows:

BoxDemo.**<Integer>**addBox(Integer.valueOf(10), listOfIntegerBoxes);

Alternatively, if you omit the type witness,a Java compiler automatically infers (from the method's arguments) that the type parameter is Integer:

BoxDemo.addBox(Integer.valueOf(20), listOfIntegerBoxes);

## Type Inference and Instantiation of Generic Classes

You can replace the type arguments required to invoke the constructor of a generic class with an empty set of type parameters (<>) as long as the compiler can infer the type arguments from the context. This pair of angle brackets is informally called [the diamond](http://docs.oracle.com/javase/tutorial/java/generics/types.html#diamond).

For example, consider the following variable declaration:

Map<String, List<String>> myMap = new HashMap<String, List<String>>();

You can substitute the parameterized type of the constructor with an empty set of type parameters (<>):

Map<String, List<String>> myMap = new HashMap<>();

Note that to take advantage of type inference during generic class instantiation, you must use the diamond. In the following example, the compiler generates an unchecked conversion warning because the HashMap() constructor refers to the HashMap raw type, not the Map<String, List<String>> type:

Map<String, List<String>> myMap = new HashMap(); // unchecked conversion warning

## Type Inference and Generic Constructors of Generic and Non-Generic Classes

Note that constructors can be generic (in other words, declare their own formal type parameters) in both generic and non-generic classes. Consider the following example:

class MyClass<X> {

<T> MyClass(T t) {

// ...

}

}

Consider the following instantiation of the class MyClass:

new MyClass<Integer>("")

This statement creates an instance of the parameterized type MyClass<Integer>; the statement explicitly specifies the type Integer for the formal type parameter, X, of the generic classMyClass<X>. Note that the constructor for this generic class contains a formal type parameter, T. The compiler infers the type String for the formal type parameter, T, of the constructor of this generic class (because the actual parameter of this constructor is a String object).

Compilers from releases prior to Java SE 7 are able to infer the actual type parameters of generic constructors, similar to generic methods. However, compilers in Java SE 7 and later can infer the actual type parameters of the generic class being instantiated if you use the diamond (<>). Consider the following example:

MyClass<Integer> myObject = new MyClass<>("");

In this example, the compiler infers the type Integer for the formal type parameter, X, of the generic class MyClass<X>. It infers the type String for the formal type parameter, T, of the constructor of this generic class.

**Note:** It is important to note that the inference algorithm uses only invocation arguments, target types, and possibly an obvious expected return type to infer types. The inference algorithm does not use results from later in the program.

## Target Types

The Java compiler takes advantage of target typing to infer the type parameters of a generic method invocation. The target type of an expression is the data type that the Java compiler expects depending on where the expression appears. Consider the method Collections.emptyList, which is declared as follows:

static <T> List<T> emptyList();

Consider the following assignment statement:

List<String> listOne = Collections.emptyList();

This statement is expecting an instance of List<String>; this data type is the target type. Because the method emptyList returns a value of type List<T>, the compiler infers that the type argument T must be the value String. This works in both Java SE 7 and 8. Alternatively, you could use a type witness and specify the value of T as follows:

List<String> listOne = Collections.<String>emptyList();

However, this is not necessary in this context. It was necessary in other contexts, though. Consider the following method:

void processStringList(List<String> stringList) {

// process stringList

}

Suppose you want to invoke the method processStringList with an empty list. In Java SE 7, the following statement does not compile:

processStringList(Collections.emptyList());

The Java SE 7 compiler generates an error message similar to the following:

List<Object> cannot be converted to List<String>

The compiler requires a value for the type argument T so it starts with the value Object. Consequently, the invocation of Collections.emptyList returns a value of type List<Object>, which is incompatible with the method processStringList. Thus, in Java SE 7, you must specify the value of the value of the type argument as follows:

processStringList(Collections.<String>emptyList());

This is no longer necessary in Java SE 8. The notion of what is a target type has been expanded to include method arguments, such as the argument to the method processStringList. In this case, processStringList requires an argument of type List<String>. The method Collections.emptyList returns a value of List<T>, so using the target type ofList<String>, the compiler infers that the type argument T has a value of String. Thus, in Java SE 8, the following statement compiles:

processStringList(Collections.emptyList());

See [Target Typing](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#target-typing) in [Lambda Expressions](http://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html) for more information.

# Wildcards

In generic code, the question mark (?), called the wildcard, represents an unknown type. The wildcard can be used in a variety of situations: as the type of a parameter, field, or local variable; sometimes as a return type (though it is better programming practice to be more specific). The wildcard is never used as a type argument for a generic method invocation, a generic class instance creation, or a supertype.

The following sections discuss wildcards in more detail, including upper bounded wildcards, lower bounded wildcards, and wildcard capture.

# Upper Bounded Wildcards

You can use an upper bounded wildcard to relax the restrictions on a variable. For example, say you want to write a method that works on List<Integer>, List<Double>, and List<Number>; you can achieve this by using an upper bounded wildcard.

To declare an upper-bounded wildcard, use the wildcard character ('?'), followed by the extends keyword, followed by its upper bound. Note that, in this context, extends is used in a general sense to mean either "extends" (as in classes) or "implements" (as in interfaces).

To write the method that works on lists of Number and the subtypes of Number, such as Integer, Double, and Float, you would specify List<? extends Number>. The term List<Number> is more restrictive than List<? extends Number> because the former matches a list of type Number only, whereas the latter matches a list of type Number or any of its subclasses.

Consider the following process method:

public static void process(List**<? extends Foo>** list) { /\* ... \*/ }

The upper bounded wildcard, <? extends Foo>, where Foo is any type, matches Foo and any subtype of Foo. The process method can access the list elements as type Foo:

public static void process(List<? extends Foo> list) {

for (Foo elem : list) {

// ...

}

}

In the foreach clause, the elem variable iterates over each element in the list. Any method defined in the Foo class can now be used on elem.

The sumOfList method returns the sum of the numbers in a list:

public static double sumOfList(List<? extends Number> list) {

double s = 0.0;

for (Number n : list)

s += n.doubleValue();

return s;

}

The following code, using a list of Integer objects, prints sum = 6.0:

List<Integer> li = Arrays.asList(1, 2, 3);

System.out.println("sum = " + sumOfList(li));

A list of Double values can use the same sumOfList method. The following code prints sum = 7.0:

List<Double> ld = Arrays.asList(1.2, 2.3, 3.5);

System.out.println("sum = " + sumOfList(ld));

# Unbounded Wildcards

The unbounded wildcard type is specified using the wildcard character (?), for example, List<?>. This is called a list of unknown type. There are two scenarios where an unbounded wildcard is a useful approach:

* If you are writing a method that can be implemented using functionality provided in the Object class.
* When the code is using methods in the generic class that don't depend on the type parameter. For example, List.size or List.clear. In fact, Class<?> is so often used because most of the methods in Class<T> do not depend on T.

Consider the following method, printList:

public static void printList(List<Object> list) {

for (Object elem : list)

System.out.println(elem + " ");

System.out.println();

}

The goal of printList is to print a list of any type, but it fails to achieve that goal — it prints only a list of Object instances; it cannot print List<Integer>, List<String>, List<Double>, and so on, because they are not subtypes of List<Object>. To write a generic printList method, use List<?>:

public static void printList(List<?> list) {

for (Object elem: list)

System.out.print(elem + " ");

System.out.println();

}

Because for any concrete type A, List<A> is a subtype of List<?>, you can use printList to print a list of any type:

List<Integer> li = Arrays.asList(1, 2, 3);

List<String> ls = Arrays.asList("one", "two", "three");

printList(li);

printList(ls);

**Note:** The [Arrays.asList](http://docs.oracle.com/javase/8/docs/api/java/util/Arrays.html#asList-T...-) method is used in examples throughout this lesson. This static factory method converts the specified array and returns a fixed-size list.

It's important to note that List<Object> and List<?> are not the same. You can insert an Object, or any subtype of Object, into a List<Object>. But you can only insert null into a List<?>. The[Guidelines for Wildcard Use](http://docs.oracle.com/javase/tutorial/java/generics/wildcardGuidelines.html) section has more information on how to determine what kind of wildcard, if any, should be used in a given situation.

# Lower Bounded Wildcards

The [Upper Bounded Wildcards](http://docs.oracle.com/javase/tutorial/java/generics/upperBounded.html) section shows that an upper bounded wildcard restricts the unknown type to be a specific type or a subtype of that type and is represented using the extendskeyword. In a similar way, a lower bounded wildcard restricts the unknown type to be a specific type or a super type of that type.

A lower bounded wildcard is expressed using the wildcard character ('?'), following by the super keyword, followed by its lower bound: <? super A>.

**Note:** You can specify an upper bound for a wildcard, or you can specify a lower bound, but you cannot specify both.

Say you want to write a method that puts Integer objects into a list. To maximize flexibility, you would like the method to work on List<Integer>, List<Number>, and List<Object> — anything that can hold Integer values.

To write the method that works on lists of Integer and the supertypes of Integer, such as Integer, Number, and Object, you would specify List<? super Integer>. The term List<Integer> is more restrictive than List<? super Integer> because the former matches a list of type Integer only, whereas the latter matches a list of any type that is a supertype of Integer.

The following code adds the numbers 1 through 10 to the end of a list:

public static void addNumbers(List<? super Integer> list) {

for (int i = 1; i <= 10; i++) {

list.add(i);

}

}

The [Guidelines for Wildcard Use](http://docs.oracle.com/javase/tutorial/java/generics/wildcardGuidelines.html) section provides guidance on when to use upper bounded wildcards and when to use lower bounded wildcards.

# Wildcards and Subtyping

As described in [Generics, Inheritance, and Subtypes](http://docs.oracle.com/javase/tutorial/java/generics/inheritance.html), generic classes or interfaces are not related merely because there is a relationship between their types. However, you can use wildcards to create a relationship between generic classes or interfaces.

Given the following two regular (non-generic) classes:

class A { /\* ... \*/ }

class B extends A { /\* ... \*/ }

It would be reasonable to write the following code:

B b = new B();

A a = b;

This example shows that inheritance of regular classes follows this rule of subtyping: class B is a subtype of class A if B extends A. This rule does not apply to generic types:

List<B> lb = new ArrayList<>();

List<A> la = lb; // compile-time error

Given that Integer is a subtype of Number, what is the relationship between List<Integer> and List<Number>?
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The common parent is List<?>.

Although Integer is a subtype of Number, List<Integer> is not a subtype of List<Number> and, in fact, these two types are not related. The common parent of List<Number> and List<Integer> is List<?>.

In order to create a relationship between these classes so that the code can access Number's methods through List<Integer>'s elements, use an upper bounded wildcard:

List<? extends Integer> intList = new ArrayList<>();

List<? extends Number> numList = intList; // OK. List<? extends Integer> is a subtype of List<? extends Number>

Because Integer is a subtype of Number, and numList is a list of Number objects, a relationship now exists between intList (a list of Integer objects) and numList. The following diagram shows the relationships between several List classes declared with both upper and lower bounded wildcards.
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A hierarchy of several generic List class declarations.

The [Guidelines for Wildcard Use](http://docs.oracle.com/javase/tutorial/java/generics/wildcardGuidelines.html) section has more information about the ramifications of using upper and lower bounded wildcards

# Wildcard Capture and Helper Methods

In some cases, the compiler infers the type of a wildcard. For example, a list may be defined as List<?> but, when evaluating an expression, the compiler infers a particular type from the code. This scenario is known as wildcard capture.

For the most part, you don't need to worry about wildcard capture, except when you see an error message that contains the phrase "capture of".

The [WildcardError](http://docs.oracle.com/javase/tutorial/java/generics/examples/WildcardError.java) example produces a capture error when compiled:

import java.util.List;

public class WildcardError {

void foo(List<?> i) {

i.set(0, i.get(0));

}

}

In this example, the compiler processes the i input parameter as being of type Object. When the foo method invokes [List.set(int, E)](http://docs.oracle.com/javase/8/docs/api/java/util/List.html#set-int-E-), the compiler is not able to confirm the type of object that is being inserted into the list, and an error is produced. When this type of error occurs it typically means that the compiler believes that you are assigning the wrong type to a variable. Generics were added to the Java language for this reason — to enforce type safety at compile time.

The WildcardError example generates the following error when compiled by Oracle's JDK 7 javac implementation:

WildcardError.java:6: error: method set in interface List<E> cannot be applied to given types;

i.set(0, i.get(0));

^

required: int,CAP#1

found: int,Object

reason: actual argument Object cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Object from capture of ?

1 error

In this example, the code is attempting to perform a safe operation, so how can you work around the compiler error? You can fix it by writing a private helper method which captures the wildcard. In this case, you can work around the problem by creating the private helper method, fooHelper, as shown in [WildcardFixed](http://docs.oracle.com/javase/tutorial/java/generics/examples/WildcardFixed.java):

public class WildcardFixed {

void foo(List<?> i) {

fooHelper(i);

}

// Helper method created so that the wildcard can be captured

// through type inference.

**private <T> void fooHelper(List<T> l) {**

**l.set(0, l.get(0));**

**}**

}

Thanks to the helper method, the compiler uses inference to determine that T is CAP#1, the capture variable, in the invocation. The example now compiles successfully.

By convention, helper methods are generally named originalMethodNameHelper.

Now consider a more complex example, [WildcardErrorBad](http://docs.oracle.com/javase/tutorial/java/generics/examples/WildcardErrorBad.java):

import java.util.List;

public class WildcardErrorBad {

void swapFirst(List<? extends Number> l1, List<? extends Number> l2) {

Number temp = l1.get(0);

l1.set(0, l2.get(0)); // expected a CAP#1 extends Number,

// got a CAP#2 extends Number;

// same bound, but different types

l2.set(0, temp); // expected a CAP#1 extends Number,

// got a Number

}

}

In this example, the code is attempting an unsafe operation. For example, consider the following invocation of the swapFirst method:

List<Integer> li = Arrays.asList(1, 2, 3);

List<Double> ld = Arrays.asList(10.10, 20.20, 30.30);

swapFirst(li, ld);

While List<Integer> and List<Double> both fulfill the criteria of List<? extends Number>, it is clearly incorrect to take an item from a list of Integer values and attempt to place it into a list of Doublevalues.

Compiling the code with Oracle's JDK javac compiler produces the following error:

WildcardErrorBad.java:7: error: method set in interface List<E> cannot be applied to given types;

l1.set(0, l2.get(0)); // expected a CAP#1 extends Number,

^

required: int,CAP#1

found: int,Number

reason: actual argument Number cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Number from capture of ? extends Number

WildcardErrorBad.java:10: error: method set in interface List<E> cannot be applied to given types;

l2.set(0, temp); // expected a CAP#1 extends Number,

^

required: int,CAP#1

found: int,Number

reason: actual argument Number cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Number from capture of ? extends Number

WildcardErrorBad.java:15: error: method set in interface List<E> cannot be applied to given types;

i.set(0, i.get(0));

^

required: int,CAP#1

found: int,Object

reason: actual argument Object cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Object from capture of ?

3 errors

There is no helper method to work around the problem, because the code is fundamentally wrong.

# Guidelines for Wildcard Use

One of the more confusing aspects when learning to program with generics is determining when to use an upper bounded wildcard and when to use a lower bounded wildcard. This page provides some guidelines to follow when designing your code.

For purposes of this discussion, it is helpful to think of variables as providing one of two functions:

**An "In" Variable**

An "in" variable serves up data to the code. Imagine a copy method with two arguments: copy(src, dest). The src argument provides the data to be copied, so it is the "in" parameter.

**An "Out" Variable**

An "out" variable holds data for use elsewhere. In the copy example, copy(src, dest), the dest argument accepts data, so it is the "out" parameter.

Of course, some variables are used both for "in" and "out" purposes — this scenario is also addressed in the guidelines.

You can use the "in" and "out" principle when deciding whether to use a wildcard and what type of wildcard is appropriate. The following list provides the guidelines to follow:

**Wildcard Guidelines:**

* An "in" variable is defined with an upper bounded wildcard, using the extends keyword.
* An "out" variable is defined with a lower bounded wildcard, using the super keyword.
* In the case where the "in" variable can be accessed using methods defined in the Object class, use an unbounded wildcard.
* In the case where the code needs to access the variable as both an "in" and an "out" variable, do not use a wildcard.

These guidelines do not apply to a method's return type. Using a wildcard as a return type should be avoided because it forces programmers using the code to deal with wildcards.

A list defined by List<? extends ...> can be informally thought of as read-only, but that is not a strict guarantee. Suppose you have the following two classes:

class NaturalNumber {

private int i;

public NaturalNumber(int i) { this.i = i; }

// ...

}

class EvenNumber extends NaturalNumber {

public EvenNumber(int i) { super(i); }

// ...

}

Consider the following code:

List<EvenNumber> le = new ArrayList<>();

List<? extends NaturalNumber> ln = le;

ln.add(new NaturalNumber(35)); // compile-time error

Because List<EvenNumber> is a subtype of List<? extends NaturalNumber>, you can assign le to ln. But you cannot use ln to add a natural number to a list of even numbers. The following operations on the list are possible:

* You can add null.
* You can invoke clear.
* You can get the iterator and invoke remove.
* You can capture the wildcard and write elements that you've read from the list.

You can see that the list defined by List<? extends NaturalNumber> is not read-only in the strictest sense of the word, but you might think of it that way because you cannot store a new element or change an existing element in the list.

# Erasure of Generic Types

During the type erasure process, the Java compiler erases all type parameters and replaces each with its first bound if the type parameter is bounded, or Object if the type parameter is unbounded.

Consider the following generic class that represents a node in a singly linked list:

public class Node<T> {

private T data;

private Node<T> next;

public Node(T data, Node<T> next) }

this.data = data;

this.next = next;

}

public T getData() { return data; }

// ...

}

Because the type parameter T is unbounded, the Java compiler replaces it with Object:

public class Node {

private Object data;

private Node next;

public Node(Object data, Node next) {

this.data = data;

this.next = next;

}

public Object getData() { return data; }

// ...

}

In the following example, the generic Node class uses a bounded type parameter:

public class Node<T extends Comparable<T>> {

private T data;

private Node<T> next;

public Node(T data, Node<T> next) {

this.data = data;

this.next = next;

}

public T getData() { return data; }

// ...

}

The Java compiler replaces the bounded type parameter T with the first bound class, Comparable:

public class Node {

private Comparable data;

private Node next;

public Node(Comparable data, Node next) {

this.data = data;

this.next = next;

}

public Comparable getData() { return data; }

// ...

}

# Erasure of Generic Methods

The Java compiler also erases type parameters in generic method arguments. Consider the following generic method:

// Counts the number of occurrences of elem in anArray.

//

public static <T> int count(T[] anArray, T elem) {

int cnt = 0;

for (T e : anArray)

if (e.equals(elem))

++cnt;

return cnt;

}

Because T is unbounded, the Java compiler replaces it with Object:

public static int count(Object[] anArray, Object elem) {

int cnt = 0;

for (Object e : anArray)

if (e.equals(elem))

++cnt;

return cnt;

}

Suppose the following classes are defined:

class Shape { /\* ... \*/ }

class Circle extends Shape { /\* ... \*/ }

class Rectangle extends Shape { /\* ... \*/ }

You can write a generic method to draw different shapes:

public static <T extends Shape> void draw(T shape) { /\* ... \*/ }

The Java compiler replaces T with Shape:

public static void draw(Shape shape) { /\* ... \*/ }

# Effects of Type Erasure and Bridge Methods

Sometimes type erasure causes a situation that you may not have anticipated. The following example shows how this can occur. The example (described in [Bridge Methods](http://docs.oracle.com/javase/tutorial/java/generics/bridgeMethods.html#bridgeMethods)) shows how a compiler sometimes creates a synthetic method, called a bridge method, as part of the type erasure process.

Given the following two classes:

public class Node<T> {

private T data;

public Node(T data) { this.data = data; }

public void setData(T data) {

System.out.println("Node.setData");

this.data = data;

}

}

public class MyNode extends Node<Integer> {

public MyNode(Integer data) { super(data); }

public void setData(Integer data) {

System.out.println("MyNode.setData");

super.setData(data);

}

}

Consider the following code:

MyNode mn = new MyNode(5);

Node n = mn; // A raw type - compiler throws an unchecked warning

n.setData("Hello"); // Causes a ClassCastException to be thrown.

Integer x = mn.data;

After type erasure, this code becomes:

MyNode mn = new MyNode(5);

Node n = (MyNode)mn; // A raw type - compiler throws an unchecked warning

n.setData("Hello");

Integer x = (String)mn.data; // Causes a ClassCastException to be thrown.

Here is what happens as the code is executed:

* n.setData("Hello"); causes the method setData(Object) to be executed on the object of class MyNode. (The MyNode class inherited setData(Object) from Node.)
* In the body of setData(Object), the data field of the object referenced by n is assigned to a String.
* The data field of that same object, referenced via mn, can be accessed and is expected to be an integer (since mn is a MyNode which is a Node<Integer>.
* Trying to assign a String to an Integer causes a ClassCastException from a cast inserted at the assignment by a Java compiler.

## Bridge Methods

When compiling a class or interface that extends a parameterized class or implements a parameterized interface, the compiler may need to create a synthetic method, called a bridge method, as part of the type erasure process. You normally don't need to worry about bridge methods, but you might be puzzled if one appears in a stack trace.

After type erasure, the Node and MyNode classes become:

public class Node {

private Object data;

public Node(Object data) { this.data = data; }

public void setData(Object data) {

System.out.println("Node.setData");

this.data = data;

}

}

public class MyNode extends Node {

public MyNode(Integer data) { super(data); }

public void setData(Integer data) {

System.out.println(Integer data);

super.setData(data);

}

}

After type erasure, the method signatures do not not match. The Node method becomes setData(Object) and the MyNode method becomes setData(Integer). Therefore, the MyNode setData method does not override the Node setData method.

To solve this problem and preserve the [polymorphism](http://docs.oracle.com/javase/tutorial/java/IandI/polymorphism.html) of generic types after type erasure, a Java compiler generates a bridge method to ensure that subtyping works as expected. For the MyNodeclass, the compiler generates the following bridge method for setData:

class MyNode extends Node {

**// Bridge method generated by the compiler**

**//**

**public void setData(Object data) {**

**setData((Integer) data);**

**}**

public void setData(Integer data) {

System.out.println("MyNode.setData");

super.setData(data);

}

// ...

}

As you can see, the bridge method, which has the same method signature as the Node class's setData method after type erasure, delegates to the original setData method

# Non-Reifiable Types

The section [Type Erasure](http://docs.oracle.com/javase/tutorial/java/generics/erasure.html) discusses the process where the compiler removes information related to type parameters and type arguments. Type erasure has consequences related to variable arguments (also known as varargs ) methods whose varargs formal parameter has a non-reifiable type. See the section [Arbitrary Number of Arguments](http://docs.oracle.com/javase/tutorial/java/javaOO/arguments.html#varargs) in [Passing Information to a Method or a Constructor](http://docs.oracle.com/javase/tutorial/java/javaOO/arguments.html) for more information about varargs methods.

This page covers the following topics:

* [Non-Reifiable Types](http://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#non-reifiable-types)
* [Heap Pollution](http://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#heap_pollution)
* [Potential Vulnerabilities of Varargs Methods with Non-Reifiable Formal Parameters](http://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#vulnerabilities)
* [Preventing Warnings from Varargs Methods with Non-Reifiable Formal Parameters](http://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#suppressing)

## Non-Reifiable Types

A reifiable type is a type whose type information is fully available at runtime. This includes primitives, non-generic types, raw types, and invocations of unbound wildcards.

Non-reifiable types are types where information has been removed at compile-time by type erasure — invocations of generic types that are not defined as unbounded wildcards. A non-reifiable type does not have all of its information available at runtime. Examples of non-reifiable types are List<String> and List<Number>; the JVM cannot tell the difference between these types at runtime. As shown in [Restrictions on Generics](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html), there are certain situations where non-reifiable types cannot be used: in an instanceof expression, for example, or as an element in an array.

## Heap Pollution

Heap pollution occurs when a variable of a parameterized type refers to an object that is not of that parameterized type. This situation occurs if the program performed some operation that gives rise to an unchecked warning at compile-time. An unchecked warning is generated if, either at compile-time (within the limits of the compile-time type checking rules) or at runtime, the correctness of an operation involving a parameterized type (for example, a cast or method call) cannot be verified. For example, heap pollution occurs when mixing raw types and parameterized types, or when performing unchecked casts.

In normal situations, when all code is compiled at the same time, the compiler issues an unchecked warning to draw your attention to potential heap pollution. If you compile sections of your code separately, it is difficult to detect the potential risk of heap pollution. If you ensure that your code compiles without warnings, then no heap pollution can occur.

## Potential Vulnerabilities of Varargs Methods with Non-Reifiable Formal Parameters

Generic methods that include vararg input parameters can cause heap pollution.

Consider the following ArrayBuilder class:

public class ArrayBuilder {

public static <T> void addToList (List<T> listArg, T... elements) {

for (T x : elements) {

listArg.add(x);

}

}

public static void faultyMethod(List<String>... l) {

Object[] objectArray = l; // Valid

objectArray[0] = Arrays.asList(42);

String s = l[0].get(0); // ClassCastException thrown here

}

}

The following example, HeapPollutionExample uses the ArrayBuiler class:

public class HeapPollutionExample {

public static void main(String[] args) {

List<String> stringListA = new ArrayList<String>();

List<String> stringListB = new ArrayList<String>();

ArrayBuilder.addToList(stringListA, "Seven", "Eight", "Nine");

ArrayBuilder.addToList(stringListB, "Ten", "Eleven", "Twelve");

List<List<String>> listOfStringLists =

new ArrayList<List<String>>();

ArrayBuilder.addToList(listOfStringLists,

stringListA, stringListB);

ArrayBuilder.faultyMethod(Arrays.asList("Hello!"), Arrays.asList("World!"));

}

}

When compiled, the following warning is produced by the definition of the ArrayBuilder.addToList method:

warning: [varargs] Possible heap pollution from parameterized vararg type T

When the compiler encounters a varargs method, it translates the varargs formal parameter into an array. However, the Java programming language does not permit the creation of arrays of parameterized types. In the method ArrayBuilder.addToList, the compiler translates the varargs formal parameter T... elements to the formal parameter T[] elements, an array. However, because of type erasure, the compiler converts the varargs formal parameter to Object[] elements. Consequently, there is a possibility of heap pollution.

The following statement assigns the varargs formal parameter l to the Object array objectArgs:

Object[] objectArray = l;

This statement can potentially introduce heap pollution. A value that does match the parameterized type of the varargs formal parameter l can be assigned to the variable objectArray, and thus can be assigned to l. However, the compiler does not generate an unchecked warning at this statement. The compiler has already generated a warning when it translated the varargs formal parameter List<String>... l to the formal parameter List[] l. This statement is valid; the variable l has the type List[], which is a subtype of Object[].

Consequently, the compiler does not issue a warning or error if you assign a List object of any type to any array component of the objectArray array as shown by this statement:

objectArray[0] = Arrays.asList(42);

This statement assigns to the first array component of the objectArray array with a List object that contains one object of type Integer.

Suppose you invoke ArrayBuilder.faultyMethod with the following statement:

ArrayBuilder.faultyMethod(Arrays.asList("Hello!"), Arrays.asList("World!"));

At runtime, the JVM throws a ClassCastException at the following statement:

// ClassCastException thrown here

String s = l[0].get(0);

The object stored in the first array component of the variable l has the type List<Integer>, but this statement is expecting an object of type List<String>.

## Prevent Warnings from Varargs Methods with Non-Reifiable Formal Parameters

If you declare a varargs method that has parameters of a parameterized type, and you ensure that the body of the method does not throw a ClassCastException or other similar exception due to improper handling of the varargs formal parameter, you can prevent the warning that the compiler generates for these kinds of varargs methods by adding the following annotation to static and non-constructor method declarations:

@SafeVarargs

The @SafeVarargs annotation is a documented part of the method's contract; this annotation asserts that the implementation of the method will not improperly handle the varargs formal parameter.

It is also possible, though less desirable, to suppress such warnings by adding the following to the method declaration:

@SuppressWarnings({"unchecked", "varargs"})

However, this approach does not suppress warnings generated from the method's call site. If you are unfamiliar with the @SuppressWarnings syntax, see [Annotations](http://docs.oracle.com/javase/tutorial/java/annotations/index.html).

# Restrictions on Generics

To use Java generics effectively, you must consider the following restrictions:

* [Cannot Instantiate Generic Types with Primitive Types](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#instantiate)
* [Cannot Create Instances of Type Parameters](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#createObjects)
* [Cannot Declare Static Fields Whose Types are Type Parameters](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#createStatic)
* [Cannot Use Casts or instanceof With Parameterized Types](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotCast)
* [Cannot Create Arrays of Parameterized Types](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#createArrays)
* [Cannot Create, Catch, or Throw Objects of Parameterized Types](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotCatch)
* [Cannot Overload a Method Where the Formal Parameter Types of Each Overload Erase to the Same Raw Type](http://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotOverload)

## Cannot Instantiate Generic Types with Primitive Types

Consider the following parameterized type:

class Pair<K, V> {

private K key;

private V value;

public Pair(K key, V value) {

this.key = key;

this.value = value;

}

// ...

}

When creating a Pair object, you cannot substitute a primitive type for the type parameter K or V:

Pair<**int, char**> p = new Pair<>(8, 'a'); // compile-time error

You can substitute only non-primitive types for the type parameters K and V:

Pair<**Integer, Character**> p = new Pair<>(8, 'a');

Note that the Java compiler autoboxes 8 to Integer.valueOf(8) and 'a' to Character('a'):

Pair<Integer, Character> p = new Pair<>(Integer.valueOf(8), new Character('a'));

For more information on autoboxing, see [Autoboxing and Unboxing](http://docs.oracle.com/javase/tutorial/java/data/autoboxing.html) in the [Numbers and Strings](http://docs.oracle.com/javase/tutorial/java/data/index.html) lesson.

## Cannot Create Instances of Type Parameters

You cannot create an instance of a type parameter. For example, the following code causes a compile-time error:

public static <E> void append(List<E> list) {

E elem = new E(); // compile-time error

list.add(elem);

}

As a workaround, you can create an object of a type parameter through reflection:

public static <E> void append(List<E> list, Class<E> cls) throws Exception {

E elem = cls.newInstance(); // OK

list.add(elem);

}

You can invoke the append method as follows:

List<String> ls = new ArrayList<>();

append(ls, String.class);

## Cannot Declare Static Fields Whose Types are Type Parameters

A class's static field is a class-level variable shared by all non-static objects of the class. Hence, static fields of type parameters are not allowed. Consider the following class:

public class MobileDevice<T> {

private static T os;

// ...

}

If static fields of type parameters were allowed, then the following code would be confused:

MobileDevice<Smartphone> phone = new MobileDevice<>();

MobileDevice<Pager> pager = new MobileDevice<>();

MobileDevice<TabletPC> pc = new MobileDevice<>();

Because the static field os is shared by phone, pager, and pc, what is the actual type of os? It cannot be Smartphone, Pager, and TabletPC at the same time. You cannot, therefore, create static fields of type parameters.

## Cannot Use Casts or instanceof with Parameterized Types

Because the Java compiler erases all type parameters in generic code, you cannot verify which parameterized type for a generic type is being used at runtime:

public static <E> void rtti(List<E> list) {

if (list instanceof ArrayList<Integer>) { // compile-time error

// ...

}

}

The set of parameterized types passed to the rtti method is:

S = { ArrayList<Integer>, ArrayList<String> LinkedList<Character>, ... }

The runtime does not keep track of type parameters, so it cannot tell the difference between an ArrayList<Integer> and an ArrayList<String>. The most you can do is to use an unbounded wildcard to verify that the list is an ArrayList:

public static void rtti(List<?> list) {

if (list instanceof ArrayList<?>) { // OK; instanceof requires a reifiable type

// ...

}

}

Typically, you cannot cast to a parameterized type unless it is parameterized by unbounded wildcards. For example:

List<Integer> li = new ArrayList<>();

List<Number> ln = (List<Number>) li; // compile-time error

However, in some cases the compiler knows that a type parameter is always valid and allows the cast. For example:

List<String> l1 = ...;

ArrayList<String> l2 = (ArrayList<String>)l1; // OK

## Cannot Create Arrays of Parameterized Types

You cannot create arrays of parameterized types. For example, the following code does not compile:

List<Integer>[] arrayOfLists = new List<Integer>[2]; // compile-time error

The following code illustrates what happens when different types are inserted into an array:

Object[] strings = new String[2];

strings[0] = "hi"; // OK

strings[1] = 100; // An ArrayStoreException is thrown.

If you try the same thing with a generic list, there would be a problem:

Object[] stringLists = new List<String>[]; // compiler error, but pretend it's allowed

stringLists[0] = new ArrayList<String>(); // OK

stringLists[1] = new ArrayList<Integer>(); // An ArrayStoreException should be thrown,

// but the runtime can't detect it.

If arrays of parameterized lists were allowed, the previous code would fail to throw the desired ArrayStoreException.

## Cannot Create, Catch, or Throw Objects of Parameterized Types

A generic class cannot extend the Throwable class directly or indirectly. For example, the following classes will not compile:

// Extends Throwable indirectly

class MathException<T> extends Exception { /\* ... \*/ } // compile-time error

// Extends Throwable directly

class QueueFullException<T> extends Throwable { /\* ... \*/ // compile-time error

A method cannot catch an instance of a type parameter:

public static <T extends Exception, J> void execute(List<J> jobs) {

try {

for (J job : jobs)

// ...

} catch (T e) { // compile-time error

// ...

}

}

You can, however, use a type parameter in a throws clause:

class Parser<T extends Exception> {

public void parse(File file) throws T { // OK

// ...

}

}

## Cannot Overload a Method Where the Formal Parameter Types of Each Overload Erase to the Same Raw Type

A class cannot have two overloaded methods that will have the same signature after type erasure.

public class Example {

public void print(Set<String> strSet) { }

public void print(Set<Integer> intSet) { }

}

The overloads would all share the same classfile representation and will generate a compile-time error.

# Creating a Package

To create a package, you choose a name for the package (naming conventions are discussed in the next section) and put a package statement with that name at the top of *every source file*that contains the types (classes, interfaces, enumerations, and annotation types) that you want to include in the package.

The package statement (for example, package graphics;) must be the first line in the source file. There can be only one package statement in each source file, and it applies to all types in the file.

**Note:** If you put multiple types in a single source file, only one can be public, and it must have the same name as the source file. For example, you can define public class Circle in the file Circle.java, define public interface Draggable in the file Draggable.java, define public enum Day in the file Day.java, and so forth.  
  
You can include non-public types in the same file as a public type (this is strongly discouraged, unless the non-public types are small and closely related to the public type), but only the public type will be accessible from outside of the package. All the top-level, non-public types will be *package private*.

If you put the graphics interface and classes listed in the preceding section in a package called graphics, you would need six source files, like this:

//in the Draggable.java file

package graphics;

public interface Draggable {

. . .

}

//in the Graphic.java file

package graphics;

public abstract class Graphic {

. . .

}

//in the Circle.java file

package graphics;

public class Circle extends Graphic

implements Draggable {

. . .

}

//in the Rectangle.java file

package graphics;

public class Rectangle extends Graphic

implements Draggable {

. . .

}

//in the Point.java file

package graphics;

public class Point extends Graphic

implements Draggable {

. . .

}

//in the Line.java file

package graphics;

public class Line extends Graphic

implements Draggable {

. . .

}

If you do not use a package statement, your type ends up in an unnamed package. Generally speaking, an unnamed package is only for small or temporary applications or when you are just beginning the development process. Otherwise, classes and interfaces belong in named packages.

# Naming a Package

With programmers worldwide writing classes and interfaces using the Java programming language, it is likely that many programmers will use the same name for different types. In fact, the previous example does just that: It defines a Rectangle class when there is already a Rectangle class in the java.awt package. Still, the compiler allows both classes to have the same name if they are in different packages. The fully qualified name of each Rectangle class includes the package name. That is, the fully qualified name of the Rectangle class in thegraphics package is graphics.Rectangle, and the fully qualified name of the Rectangle class in the java.awt package is java.awt.Rectangle.

This works well unless two independent programmers use the same name for their packages. What prevents this problem? Convention.

## Naming Conventions

Package names are written in all lower case to avoid conflict with the names of classes or interfaces.

Companies use their reversed Internet domain name to begin their package names—for example, com.example.mypackage for a package named mypackage created by a programmer atexample.com.

Name collisions that occur within a single company need to be handled by convention within that company, perhaps by including the region or the project name after the company name (for example, com.example.region.mypackage).

Packages in the Java language itself begin with java. or javax.

In some cases, the internet domain name may not be a valid package name. This can occur if the domain name contains a hyphen or other special character, if the package name begins with a digit or other character that is illegal to use as the beginning of a Java name, or if the package name contains a reserved Java keyword, such as "int". In this event, the suggested convention is to add an underscore. For example:

|  |  |
| --- | --- |
| **Legalizing Package Names** | |
| **Domain Name** | **Package Name Prefix** |
| hyphenated-name.example.org | org.example.hyphenated\_name |
| example.int | int\_.example |
| 123name.example.com | com.example.\_123name |

# Using Package Members

The types that comprise a package are known as the *package members*.

To use a public package member from outside its package, you must do one of the following:

* Refer to the member by its fully qualified name
* Import the package member
* Import the member's entire package

Each is appropriate for different situations, as explained in the sections that follow.

## Referring to a Package Member by Its Qualified Name

So far, most of the examples in this tutorial have referred to types by their simple names, such as Rectangle and StackOfInts. You can use a package member's simple name if the code you are writing is in the same package as that member or if that member has been imported.

However, if you are trying to use a member from a different package and that package has not been imported, you must use the member's fully qualified name, which includes the package name. Here is the fully qualified name for the Rectangle class declared in the graphics package in the previous example.

graphics.Rectangle

You could use this qualified name to create an instance of graphics.Rectangle:

graphics.Rectangle myRect = new graphics.Rectangle();

Qualified names are all right for infrequent use. When a name is used repetitively, however, typing the name repeatedly becomes tedious and the code becomes difficult to read. As an alternative, you can *import* the member or its package and then use its simple name.

## Importing a Package Member

To import a specific member into the current file, put an import statement at the beginning of the file before any type definitions but after the package statement, if there is one. Here's how you would import the Rectangle class from the graphics package created in the previous section.

import graphics.Rectangle;

Now you can refer to the Rectangle class by its simple name.

Rectangle myRectangle = new Rectangle();

This approach works well if you use just a few members from the graphics package. But if you use many types from a package, you should import the entire package.

## Importing an Entire Package

To import all the types contained in a particular package, use the import statement with the asterisk (\*) wildcard character.

import graphics.\*;

Now you can refer to any class or interface in the graphics package by its simple name.

Circle myCircle = new Circle();

Rectangle myRectangle = new Rectangle();

The asterisk in the import statement can be used only to specify all the classes within a package, as shown here. It cannot be used to match a subset of the classes in a package. For example, the following does not match all the classes in the graphics package that begin with A.

// does not work

import graphics.A\*;

Instead, it generates a compiler error. With the import statement, you generally import only a single package member or an entire package.

**Note:** Another, less common form of import allows you to import the public nested classes of an enclosing class. For example, if the graphics.Rectangle class contained useful nested classes, such as Rectangle.DoubleWide and Rectangle.Square, you could import Rectangle and its nested classes by using the following *two* statements.

import graphics.Rectangle;

import graphics.Rectangle.\*;

Be aware that the second import statement will *not* import Rectangle.  
  
Another less common form of import, the *static import statement*, will be discussed at the end of this section.

For convenience, the Java compiler automatically imports two entire packages for each source file: (1) the java.lang package and (2) the current package (the package for the current file).

## Apparent Hierarchies of Packages

At first, packages appear to be hierarchical, but they are not. For example, the Java API includes a java.awt package, a java.awt.color package, a java.awt.font package, and many others that begin with java.awt. However, the java.awt.color package, the java.awt.font package, and other java.awt.xxxx packages are *not included* in the java.awtpackage. The prefix java.awt (the Java Abstract Window Toolkit) is used for a number of related packages to make the relationship evident, but not to show inclusion.

Importing java.awt.\* imports all of the types in the java.awt package, but it *does not import* java.awt.color, java.awt.font, or any other java.awt.xxxx packages. If you plan to use the classes and other types in java.awt.color as well as those in java.awt, you must import both packages with all their files:

import java.awt.\*;

import java.awt.color.\*;

## Name Ambiguities

If a member in one package shares its name with a member in another package and both packages are imported, you must refer to each member by its qualified name. For example, thegraphics package defined a class named Rectangle. The java.awt package also contains a Rectangle class. If both graphics and java.awt have been imported, the following is ambiguous.

Rectangle rect;

In such a situation, you have to use the member's fully qualified name to indicate exactly which Rectangle class you want. For example,

graphics.Rectangle rect;

## The Static Import Statement

There are situations where you need frequent access to static final fields (constants) and static methods from one or two classes. Prefixing the name of these classes over and over can result in cluttered code. The *static import* statement gives you a way to import the constants and static methods that you want to use so that you do not need to prefix the name of their class.

The java.lang.Math class defines the PI constant and many static methods, including methods for calculating sines, cosines, tangents, square roots, maxima, minima, exponents, and many more. For example,

public static final double PI

= 3.141592653589793;

public static double cos(double a)

{

...

}

Ordinarily, to use these objects from another class, you prefix the class name, as follows.

double r = Math.cos(Math.PI \* theta);

You can use the static import statement to import the static members of java.lang.Math so that you don't need to prefix the class name, Math. The static members of Math can be imported either individually:

import **static** java.lang.Math.PI;

or as a group:

import **static** java.lang.Math.\*;

Once they have been imported, the static members can be used without qualification. For example, the previous code snippet would become:

double r = cos(PI \* theta);

Obviously, you can write your own classes that contain constants and static methods that you use frequently, and then use the static import statement. For example,

import **static** mypackage.MyConstants.\*;

**Note:** Use static import very sparingly. Overusing static import can result in code that is difficult to read and maintain, because readers of the code won't know which class defines a particular static object. Used properly, static import makes code more readable by removing class name repetition.

# What Is an Exception?

The term exception is shorthand for the phrase "exceptional event."

**Definition:** An exception is an event, which occurs during the execution of a program, that disrupts the normal flow of the program's instructions.

When an error occurs within a method, the method creates an object and hands it off to the runtime system. The object, called an exception object, contains information about the error, including its type and the state of the program when the error occurred. Creating an exception object and handing it to the runtime system is called throwing an exception.

After a method throws an exception, the runtime system attempts to find something to handle it. The set of possible "somethings" to handle the exception is the ordered list of methods that had been called to get to the method where the error occurred. The list of methods is known as the call stack (see the next figure).

![](data:image/png;base64,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)

The call stack.

The runtime system searches the call stack for a method that contains a block of code that can handle the exception. This block of code is called an exception handler. The search begins with the method in which the error occurred and proceeds through the call stack in the reverse order in which the methods were called. When an appropriate handler is found, the runtime system passes the exception to the handler. An exception handler is considered appropriate if the type of the exception object thrown matches the type that can be handled by the handler.

The exception handler chosen is said to catch the exception. If the runtime system exhaustively searches all the methods on the call stack without finding an appropriate exception handler, as shown in the next figure, the runtime system (and, consequently, the program) terminates.
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Searching the call stack for the exception handler.

Using exceptions to manage errors has some advantages over traditional error-management techniques. You can learn more in the [Advantages of Exceptions](http://docs.oracle.com/javase/tutorial/essential/exceptions/advantages.html) section.

# The Catch or Specify Requirement

Valid Java programming language code must honor the *Catch or Specify Requirement*. This means that code that might throw certain exceptions must be enclosed by either of the following:

* A try statement that catches the exception. The try must provide a handler for the exception, as described in [Catching and Handling Exceptions](http://docs.oracle.com/javase/tutorial/essential/exceptions/handling.html).
* A method that specifies that it can throw the exception. The method must provide a throws clause that lists the exception, as described in [Specifying the Exceptions Thrown by a Method](http://docs.oracle.com/javase/tutorial/essential/exceptions/declaring.html).

Code that fails to honor the Catch or Specify Requirement will not compile.

Not all exceptions are subject to the Catch or Specify Requirement. To understand why, we need to look at the three basic categories of exceptions, only one of which is subject to the Requirement.

## The Three Kinds of Exceptions

The first kind of exception is the *checked exception*. These are exceptional conditions that a well-written application should anticipate and recover from. For example, suppose an application prompts a user for an input file name, then opens the file by passing the name to the constructor for java.io.FileReader. Normally, the user provides the name of an existing, readable file, so the construction of the FileReader object succeeds, and the execution of the application proceeds normally. But sometimes the user supplies the name of a nonexistent file, and the constructor throws java.io.FileNotFoundException. A well-written program will catch this exception and notify the user of the mistake, possibly prompting for a corrected file name.

Checked exceptions *are subject* to the Catch or Specify Requirement. All exceptions are checked exceptions, except for those indicated by Error, RuntimeException, and their subclasses.

The second kind of exception is the *error*. These are exceptional conditions that are external to the application, and that the application usually cannot anticipate or recover from. For example, suppose that an application successfully opens a file for input, but is unable to read the file because of a hardware or system malfunction. The unsuccessful read will throw java.io.IOError. An application might choose to catch this exception, in order to notify the user of the problem — but it also might make sense for the program to print a stack trace and exit.

Errors *are not subject* to the Catch or Specify Requirement. Errors are those exceptions indicated by Error and its subclasses.

The third kind of exception is the *runtime exception*. These are exceptional conditions that are internal to the application, and that the application usually cannot anticipate or recover from. These usually indicate programming bugs, such as logic errors or improper use of an API. For example, consider the application described previously that passes a file name to the constructor for FileReader. If a logic error causes a null to be passed to the constructor, the constructor will throw NullPointerException. The application can catch this exception, but it probably makes more sense to eliminate the bug that caused the exception to occur.

Runtime exceptions *are not subject* to the Catch or Specify Requirement. Runtime exceptions are those indicated by RuntimeException and its subclasses.

Errors and runtime exceptions are collectively known as *unchecked exceptions*.

## Bypassing Catch or Specify

Some programmers consider the Catch or Specify Requirement a serious flaw in the exception mechanism and bypass it by using unchecked exceptions in place of checked exceptions. In general, this is not recommended. The section [Unchecked Exceptions — The Controversy](http://docs.oracle.com/javase/tutorial/essential/exceptions/runtime.html) talks about when it is appropriate to use unchecked exceptions.

# Catching and Handling Exceptions

This section describes how to use the three exception handler components — the try, catch, and finally blocks — to write an exception handler. Then, the try-with-resources statement, introduced in Java SE 7, is explained. The try-with-resources statement is particularly suited to situations that use Closeable resources, such as streams.

The last part of this section walks through an example and analyzes what occurs during various scenarios.

The following example defines and implements a class named ListOfNumbers. When constructed, ListOfNumbers creates an ArrayList that contains 10 Integer elements with sequential values 0 through 9. The ListOfNumbers class also defines a method named writeList, which writes the list of numbers into a text file called OutFile.txt. This example uses output classes defined in java.io, which are covered in [Basic I/O](http://docs.oracle.com/javase/tutorial/essential/io/index.html).

// Note: This class will not compile yet.

import java.io.\*;

import java.util.List;

import java.util.ArrayList;

public class ListOfNumbers {

private List<Integer> list;

private static final int SIZE = 10;

public ListOfNumbers () {

list = new ArrayList<Integer>(SIZE);

for (int i = 0; i < SIZE; i++) {

list.add(new Integer(i));

}

}

public void writeList() {

// The FileWriter constructor throws IOException, which must be caught.

PrintWriter out = new PrintWriter(**new FileWriter("OutFile.txt")**);

for (int i = 0; i < SIZE; i++) {

// The get(int) method throws IndexOutOfBoundsException, which must be caught.

out.println("Value at: " + i + " = " + **list.get(i)**);

}

out.close();

}

}

The first line in boldface is a call to a constructor. The constructor initializes an output stream on a file. If the file cannot be opened, the constructor throws an IOException. The second boldface line is a call to the ArrayList class's get method, which throws an IndexOutOfBoundsException if the value of its argument is too small (less than 0) or too large (more than the number of elements currently contained by the ArrayList).

If you try to compile the [ListOfNumbers](http://docs.oracle.com/javase/tutorial/essential/exceptions/examples/ListOfNumbers.java) class, the compiler prints an error message about the exception thrown by the FileWriter constructor. However, it does not display an error message about the exception thrown by get. The reason is that the exception thrown by the constructor, IOException, is a checked exception, and the one thrown by the get method, IndexOutOfBoundsException, is an unchecked exception.

Now that you're familiar with the ListOfNumbers class and where the exceptions can be thrown within it, you're ready to write exception handlers to catch and handle those exceptions.

# The try Block

The first step in constructing an exception handler is to enclose the code that might throw an exception within a try block. In general, a try block looks like the following:

try {

code

}

catch and finally blocks . . .

The segment in the example labeled code contains one or more legal lines of code that could throw an exception. (The catch and finally blocks are explained in the next two subsections.)

To construct an exception handler for the writeList method from the ListOfNumbers class, enclose the exception-throwing statements of the writeList method within a try block. There is more than one way to do this. You can put each line of code that might throw an exception within its own try block and provide separate exception handlers for each. Or, you can put all the writeList code within a single try block and associate multiple handlers with it. The following listing uses one try block for the entire method because the code in question is very short.

private List<Integer> list;

private static final int SIZE = 10;

public void writeList() {

PrintWriter out = null;

try {

System.out.println("Entered try statement");

out = new PrintWriter(new FileWriter("OutFile.txt"));

for (int i = 0; i < SIZE; i++) {

out.println("Value at: " + i + " = " + list.get(i));

}

}

catch and finally blocks . . .

}

If an exception occurs within the try block, that exception is handled by an exception handler associated with it. To associate an exception handler with a try block, you must put a catch block after it; the next section, [The catch Blocks](http://docs.oracle.com/javase/tutorial/essential/exceptions/catch.html), shows you how.

# The catch Blocks

You associate exception handlers with a try block by providing one or more catch blocks directly after the try block. No code can be between the end of the try block and the beginning of the first catch block.

try {

} catch (*ExceptionType name*) {

} catch (*ExceptionType name*) {

}

Each catch block is an exception handler that handles the type of exception indicated by its argument. The argument type, ExceptionType, declares the type of exception that the handler can handle and must be the name of a class that inherits from the Throwable class. The handler can refer to the exception with name.

The catch block contains code that is executed if and when the exception handler is invoked. The runtime system invokes the exception handler when the handler is the first one in the call stack whose ExceptionType matches the type of the exception thrown. The system considers it a match if the thrown object can legally be assigned to the exception handler's argument.

The following are two exception handlers for the writeList method:

try {

} catch (IndexOutOfBoundsException e) {

System.err.println("IndexOutOfBoundsException: " + e.getMessage());

} catch (IOException e) {

System.err.println("Caught IOException: " + e.getMessage());

}

Exception handlers can do more than just print error messages or halt the program. They can do error recovery, prompt the user to make a decision, or propagate the error up to a higher-level handler using chained exceptions, as described in the [Chained Exceptions](http://docs.oracle.com/javase/tutorial/essential/exceptions/chained.html) section.

## Catching More Than One Type of Exception with One Exception Handler

In Java SE 7 and later, a single catch block can handle more than one type of exception. This feature can reduce code duplication and lessen the temptation to catch an overly broad exception.

In the catch clause, specify the types of exceptions that block can handle, and separate each exception type with a vertical bar (|):

catch (IOException|SQLException ex) {

logger.log(ex);

throw ex;

}

**Note**: If a catch block handles more than one exception type, then the catch parameter is implicitly final. In this example, the catch parameter ex is final and therefore you cannot assign any values to it within the catch block.

# The finally Block

The finally block *always* executes when the try block exits. This ensures that the finally block is executed even if an unexpected exception occurs. But finally is useful for more than just exception handling — it allows the programmer to avoid having cleanup code accidentally bypassed by a return, continue, or break. Putting cleanup code in a finally block is always a good practice, even when no exceptions are anticipated.

**Note:** If the JVM exits while the try or catch code is being executed, then the finally block may not execute. Likewise, if the thread executing the try or catch code is interrupted or killed, the finally block may not execute even though the application as a whole continues.

The try block of the writeList method that you've been working with here opens a PrintWriter. The program should close that stream before exiting the writeList method. This poses a somewhat complicated problem because writeList's try block can exit in one of three ways.

1. The new FileWriter statement fails and throws an IOException.
2. The list.get(i) statement fails and throws an IndexOutOfBoundsException.
3. Everything succeeds and the try block exits normally.

The runtime system always executes the statements within the finally block regardless of what happens within the try block. So it's the perfect place to perform cleanup.

The following finally block for the writeList method cleans up and then closes the PrintWriter.

finally {

if (out != null) {

System.out.println("Closing PrintWriter");

out.close();

} else {

System.out.println("PrintWriter not open");

}

}

**Important:** The finally block is a key tool for preventing resource leaks. When closing a file or otherwise recovering resources, place the code in a finally block to ensure that resource is *always* recovered.  
  
Consider using the try-with-resources statement in these situations, which automatically releases system resources when no longer needed. The [The try-with-resources Statement](http://docs.oracle.com/javase/tutorial/essential/exceptions/tryResourceClose.html) section has more information.

# The try-with-resources Statement

The try-with-resources statement is a try statement that declares one or more resources. A resource is an object that must be closed after the program is finished with it. The try-with-resources statement ensures that each resource is closed at the end of the statement. Any object that implements java.lang.AutoCloseable, which includes all objects which implement java.io.Closeable, can be used as a resource.

The following example reads the first line from a file. It uses an instance of BufferedReader to read data from the file. BufferedReader is a resource that must be closed after the program is finished with it:

static String readFirstLineFromFile(String path) throws IOException {

**try (BufferedReader br =**

**new BufferedReader(new FileReader(path)))** {

return br.readLine();

}

}

In this example, the resource declared in the try-with-resources statement is a BufferedReader. The declaration statement appears within parentheses immediately after the try keyword. The class BufferedReader, in Java SE 7 and later, implements the interface java.lang.AutoCloseable. Because the BufferedReader instance is declared in a try-with-resource statement, it will be closed regardless of whether the try statement completes normally or abruptly (as a result of the method BufferedReader.readLine throwing an IOException).

Prior to Java SE 7, you can use a finally block to ensure that a resource is closed regardless of whether the try statement completes normally or abruptly. The following example uses a finally block instead of a try-with-resources statement:

static String readFirstLineFromFileWithFinallyBlock(String path)

throws IOException {

BufferedReader br = new BufferedReader(new FileReader(path));

try {

return br.readLine();

} finally {

if (br != null) br.close();

}

}

However, in this example, if the methods readLine and close both throw exceptions, then the method readFirstLineFromFileWithFinallyBlock throws the exception thrown from the finally block; the exception thrown from the try block is suppressed. In contrast, in the example readFirstLineFromFile, if exceptions are thrown from both the try block and the try-with-resources statement, then the method readFirstLineFromFile throws the exception thrown from the try block; the exception thrown from the try-with-resources block is suppressed. In Java SE 7 and later, you can retrieve suppressed exceptions; see the section [Suppressed Exceptions](http://docs.oracle.com/javase/tutorial/essential/exceptions/tryResourceClose.html#suppressed-exceptions#suppressed-exceptions) for more information.

You may declare one or more resources in a try-with-resources statement. The following example retrieves the names of the files packaged in the zip file zipFileName and creates a text file that contains the names of these files:

public static void writeToFileZipFileContents(String zipFileName,

String outputFileName)

throws java.io.IOException {

java.nio.charset.Charset charset =

java.nio.charset.StandardCharsets.US\_ASCII;

java.nio.file.Path outputFilePath =

java.nio.file.Paths.get(outputFileName);

// Open zip file and create output file with

// try-with-resources statement

**try (**

**java.util.zip.ZipFile zf =**

**new java.util.zip.ZipFile(zipFileName);**

**java.io.BufferedWriter writer =**

**java.nio.file.Files.newBufferedWriter(outputFilePath, charset)**

**)** {

// Enumerate each entry

for (java.util.Enumeration entries =

zf.entries(); entries.hasMoreElements();) {

// Get the entry name and write it to the output file

String newLine = System.getProperty("line.separator");

String zipEntryName =

((java.util.zip.ZipEntry)entries.nextElement()).getName() +

newLine;

writer.write(zipEntryName, 0, zipEntryName.length());

}

}

}

In this example, the try-with-resources statement contains two declarations that are separated by a semicolon: ZipFile and BufferedWriter. When the block of code that directly follows it terminates, either normally or because of an exception, the close methods of the BufferedWriter and ZipFile objects are automatically called in this order. Note that the close methods of resources are called in the opposite order of their creation.

The following example uses a try-with-resources statement to automatically close a java.sql.Statement object:

public static void viewTable(Connection con) throws SQLException {

String query = "select COF\_NAME, SUP\_ID, PRICE, SALES, TOTAL from COFFEES";

**try (Statement stmt = con.createStatement())** {

ResultSet rs = stmt.executeQuery(query);

while (rs.next()) {

String coffeeName = rs.getString("COF\_NAME");

int supplierID = rs.getInt("SUP\_ID");

float price = rs.getFloat("PRICE");

int sales = rs.getInt("SALES");

int total = rs.getInt("TOTAL");

System.out.println(coffeeName + ", " + supplierID + ", " +

price + ", " + sales + ", " + total);

}

} catch (SQLException e) {

JDBCTutorialUtilities.printSQLException(e);

}

}

The resource java.sql.Statement used in this example is part of the JDBC 4.1 and later API.

**Note**: A try-with-resources statement can have catch and finally blocks just like an ordinary try statement. In a try-with-resources statement, any catch or finally block is run after the resources declared have been closed.

## Suppressed Exceptions

An exception can be thrown from the block of code associated with the try-with-resources statement. In the example writeToFileZipFileContents, an exception can be thrown from the try block, and up to two exceptions can be thrown from the try-with-resources statement when it tries to close the ZipFile and BufferedWriter objects. If an exception is thrown from the try block and one or more exceptions are thrown from the try-with-resources statement, then those exceptions thrown from the try-with-resources statement are suppressed, and the exception thrown by the block is the one that is thrown by the writeToFileZipFileContents method. You can retrieve these suppressed exceptions by calling the Throwable.getSuppressed method from the exception thrown by the try block.

## Classes That Implement the AutoCloseable or Closeable Interface

See the Javadoc of the [AutoCloseable](http://docs.oracle.com/javase/8/docs/api/java/lang/AutoCloseable.html) and [Closeable](http://docs.oracle.com/javase/8/docs/api/java/io/Closeable.html) interfaces for a list of classes that implement either of these interfaces. The Closeable interface extends the AutoCloseable interface. The close method of the Closeable interface throws exceptions of type IOException while the close method of the AutoCloseable interface throws exceptions of type Exception. Consequently, subclasses of the AutoCloseable interface can override this behavior of the close method to throw specialized exceptions, such as IOException, or no exception at all.

# Specifying the Exceptions Thrown by a Method

The previous section showed how to write an exception handler for the writeList method in the ListOfNumbers class. Sometimes, it's appropriate for code to catch exceptions that can occur within it. In other cases, however, it's better to let a method further up the call stack handle the exception. For example, if you were providing the ListOfNumbers class as part of a package of classes, you probably couldn't anticipate the needs of all the users of your package. In this case, it's better to not catch the exception and to allow a method further up the call stack to handle it.

If the writeList method doesn't catch the checked exceptions that can occur within it, the writeList method must specify that it can throw these exceptions. Let's modify the original writeList method to specify the exceptions it can throw instead of catching them. To remind you, here's the original version of the writeList method that won't compile.

public void writeList() {

PrintWriter out = new PrintWriter(new FileWriter("OutFile.txt"));

for (int i = 0; i < SIZE; i++) {

out.println("Value at: " + i + " = " + list.get(i));

}

out.close();

}

To specify that writeList can throw two exceptions, add a throws clause to the method declaration for the writeList method. The throws clause comprises the throws keyword followed by a comma-separated list of all the exceptions thrown by that method. The clause goes after the method name and argument list and before the brace that defines the scope of the method; here's an example.

public void writeList() **throws IOException, IndexOutOfBoundsException** {

Remember that IndexOutOfBoundsException is an unchecked exception; including it in the throws clause is not mandatory. You could just write the following.

public void writeList() **throws IOException** {

# How to Throw Exceptions

Before you can catch an exception, some code somewhere must throw one. Any code can throw an exception: your code, code from a package written by someone else such as the packages that come with the Java platform, or the Java runtime environment. Regardless of what throws the exception, it's always thrown with the throw statement.

As you have probably noticed, the Java platform provides numerous exception classes. All the classes are descendants of the [Throwable](http://docs.oracle.com/javase/8/docs/api/java/lang/Throwable.html) class, and all allow programs to differentiate among the various types of exceptions that can occur during the execution of a program.

You can also create your own exception classes to represent problems that can occur within the classes you write. In fact, if you are a package developer, you might have to create your own set of exception classes to allow users to differentiate an error that can occur in your package from errors that occur in the Java platform or other packages.

You can also create chained exceptions. For more information, see the [Chained Exceptions](http://docs.oracle.com/javase/tutorial/essential/exceptions/chained.html) section.

## The throw Statement

All methods use the throw statement to throw an exception. The throw statement requires a single argument: a throwable object. Throwable objects are instances of any subclass of the Throwable class. Here's an example of a throw statement.

throw *someThrowableObject*;

Let's look at the throw statement in context. The following pop method is taken from a class that implements a common stack object. The method removes the top element from the stack and returns the object.

public Object pop() {

Object obj;

if (size == 0) {

**throw new EmptyStackException();**

}

obj = objectAt(size - 1);

setObjectAt(size - 1, null);

size--;

return obj;

}

The pop method checks to see whether any elements are on the stack. If the stack is empty (its size is equal to 0), pop instantiates a new EmptyStackException object (a member of java.util) and throws it. The [Creating Exception Classes](http://docs.oracle.com/javase/tutorial/essential/exceptions/creating.html) section in this chapter explains how to create your own exception classes. For now, all you need to remember is that you can throw only objects that inherit from the java.lang.Throwable class.

Note that the declaration of the pop method does not contain a throws clause. EmptyStackException is not a checked exception, so pop is not required to state that it might occur.

## Throwable Class and Its Subclasses

The objects that inherit from the Throwable class include direct descendants (objects that inherit directly from the Throwable class) and indirect descendants (objects that inherit from children or grandchildren of the Throwable class). The figure below illustrates the class hierarchy of the Throwable class and its most significant subclasses. As you can see, Throwable has two direct descendants: [Error](http://docs.oracle.com/javase/8/docs/api/java/lang/Error.html) and [Exception](http://docs.oracle.com/javase/8/docs/api/java/lang/Exception.html)

# Chained Exceptions

An application often responds to an exception by throwing another exception. In effect, the first exception *causes* the second exception. It can be very helpful to know when one exception causes another. *Chained Exceptions* help the programmer do this.

The following are the methods and constructors in Throwable that support chained exceptions.

Throwable getCause()

Throwable initCause(Throwable)

Throwable(String, Throwable)

Throwable(Throwable)

The Throwable argument to initCause and the Throwable constructors is the exception that caused the current exception. getCause returns the exception that caused the current exception, and initCause sets the current exception's cause.

The following example shows how to use a chained exception.

try {

} catch (IOException e) {

throw new SampleException("Other IOException", e);

}

In this example, when an IOException is caught, a new SampleException exception is created with the original cause attached and the chain of exceptions is thrown up to the next higher level exception handler.

## Accessing Stack Trace Information

Now let's suppose that the higher-level exception handler wants to dump the stack trace in its own format.

**Definition:** A stack trace provides information on the execution history of the current thread and lists the names of the classes and methods that were called at the point when the exception occurred. A stack trace is a useful debugging tool that you'll normally take advantage of when an exception has been thrown.

The following code shows how to call the getStackTrace method on the exception object.

catch (Exception cause) {

StackTraceElement elements[] = cause.getStackTrace();

for (int i = 0, n = elements.length; i < n; i++) {

System.err.println(elements[i].getFileName()

+ ":" + elements[i].getLineNumber()

+ ">> "

+ elements[i].getMethodName() + "()");

}

}

## Logging API

The next code snippet logs where an exception occurred from within the catch block. However, rather than manually parsing the stack trace and sending the output to System.err(), it sends the output to a file using the logging facility in the [java.util.logging](http://docs.oracle.com/javase/8/docs/api/java/util/logging/package-summary.html) package.

try {

Handler handler = new FileHandler("OutFile.log");

Logger.getLogger("").addHandler(handler);

} catch (IOException e) {

Logger logger = Logger.getLogger("package.name");

StackTraceElement elements[] = e.getStackTrace();

for (int i = 0, n = elements.length; i < n; i++) {

logger.log(Level.WARNING, elements[i].getMethodName());

}

}

# Creating Exception Classes

When faced with choosing the type of exception to throw, you can either use one written by someone else — the Java platform provides a lot of exception classes you can use — or you can write one of your own. You should write your own exception classes if you answer yes to any of the following questions; otherwise, you can probably use someone else's.

* Do you need an exception type that isn't represented by those in the Java platform?
* Would it help users if they could differentiate your exceptions from those thrown by classes written by other vendors?
* Does your code throw more than one related exception?
* If you use someone else's exceptions, will users have access to those exceptions? A similar question is, should your package be independent and self-contained?

## An Example

Suppose you are writing a linked list class. The class supports the following methods, among others:

* **objectAt(int n)** — Returns the object in the nth position in the list. Throws an exception if the argument is less than 0 or more than the number of objects currently in the list.
* **firstObject()** — Returns the first object in the list. Throws an exception if the list contains no objects.
* **indexOf(Object o)** — Searches the list for the specified Object and returns its position in the list. Throws an exception if the object passed into the method is not in the list.

The linked list class can throw multiple exceptions, and it would be convenient to be able to catch all exceptions thrown by the linked list with one exception handler. Also, if you plan to distribute your linked list in a package, all related code should be packaged together. Thus, the linked list should provide its own set of exception classes.

The next figure illustrates one possible class hierarchy for the exceptions thrown by the linked list.
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Example exception class hierarchy.

## Choosing a Superclass

Any Exception subclass can be used as the parent class of LinkedListException. However, a quick perusal of those subclasses shows that they are inappropriate because they are either too specialized or completely unrelated to LinkedListException. Therefore, the parent class of LinkedListException should be Exception.

Most applets and applications you write will throw objects that are Exceptions. Errors are normally used for serious, hard errors in the system, such as those that prevent the JVM from running.

**Note:** For readable code, it's good practice to append the string Exception to the names of all classes that inherit (directly or indirectly) from the Exception class.

# Unchecked Exceptions — The Controversy

Because the Java programming language does not require methods to catch or to specify unchecked exceptions (RuntimeException, Error, and their subclasses), programmers may be tempted to write code that throws only unchecked exceptions or to make all their exception subclasses inherit from RuntimeException. Both of these shortcuts allow programmers to write code without bothering with compiler errors and without bothering to specify or to catch any exceptions. Although this may seem convenient to the programmer, it sidesteps the intent of the catch or specify requirement and can cause problems for others using your classes.

Why did the designers decide to force a method to specify all uncaught checked exceptions that can be thrown within its scope? Any Exception that can be thrown by a method is part of the method's public programming interface. Those who call a method must know about the exceptions that a method can throw so that they can decide what to do about them. These exceptions are as much a part of that method's programming interface as its parameters and return value.

The next question might be: "If it's so good to document a method's API, including the exceptions it can throw, why not specify runtime exceptions too?" Runtime exceptions represent problems that are the result of a programming problem, and as such, the API client code cannot reasonably be expected to recover from them or to handle them in any way. Such problems include arithmetic exceptions, such as dividing by zero; pointer exceptions, such as trying to access an object through a null reference; and indexing exceptions, such as attempting to access an array element through an index that is too large or too small.

Runtime exceptions can occur anywhere in a program, and in a typical one they can be very numerous. Having to add runtime exceptions in every method declaration would reduce a program's clarity. Thus, the compiler does not require that you catch or specify runtime exceptions (although you can).

One case where it is common practice to throw a RuntimeException is when the user calls a method incorrectly. For example, a method can check if one of its arguments is incorrectly null. If an argument is null, the method might throw a NullPointerException, which is an unchecked exception.

Generally speaking, do not throw a RuntimeException or create a subclass of RuntimeException simply because you don't want to be bothered with specifying the exceptions your methods can throw.

Here's the bottom line guideline: If a client can reasonably be expected to recover from an exception, make it a checked exception. If a client cannot do anything to recover from the exception, make it an unchecked exception.

# I/O Streams

An I/O Stream represents an input source or an output destination. A stream can represent many different kinds of sources and destinations, including disk files, devices, other programs, and memory arrays.

Streams support many different kinds of data, including simple bytes, primitive data types, localized characters, and objects. Some streams simply pass on data; others manipulate and transform the data in useful ways.

No matter how they work internally, all streams present the same simple model to programs that use them: A stream is a sequence of data. A program uses an *input stream* to read data from a source, one item at a time:
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Reading information into a program.

A program uses an *output stream* to write data to a destination, one item at time:
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Writing information from a program.

In this lesson, we'll see streams that can handle all kinds of data, from primitive values to advanced objects.

The data source and data destination pictured above can be anything that holds, generates, or consumes data. Obviously this includes disk files, but a source or destination can also be another program, a peripheral device, a network socket, or an array.

In the next section, we'll use the most basic kind of streams, byte streams, to demonstrate the common operations of Stream I/O. For sample input, we'll use the example file [xanadu.txt](https://docs.oracle.com/javase/tutorial/essential/io/examples/xanadu.txt), which contains the following verse:

In Xanadu did Kubla Khan

A stately pleasure-dome decree:

Where Alph, the sacred river, ran

Through caverns measureless to man

Down to a sunless sea.

# Byte Streams

Programs use byte streams to perform input and output of 8-bit bytes. All byte stream classes are descended from [InputStream](http://docs.oracle.com/javase/8/docs/api/java/io/InputStream.html) and [OutputStream](http://docs.oracle.com/javase/8/docs/api/java/io/OutputStream.html).

There are many byte stream classes. To demonstrate how byte streams work, we'll focus on the file I/O byte streams, [FileInputStream](http://docs.oracle.com/javase/8/docs/api/java/io/FileInputStream.html) and [FileOutputStream](http://docs.oracle.com/javase/8/docs/api/java/io/FileOutputStream.html). Other kinds of byte streams are used in much the same way; they differ mainly in the way they are constructed.

## Using Byte Streams

We'll explore FileInputStream and FileOutputStream by examining an example program named [CopyBytes](https://docs.oracle.com/javase/tutorial/essential/io/examples/CopyBytes.java), which uses byte streams to copy xanadu.txt, one byte at a time.

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class CopyBytes {

public static void main(String[] args) throws IOException {

FileInputStream in = null;

FileOutputStream out = null;

try {

in = new FileInputStream("xanadu.txt");

out = new FileOutputStream("outagain.txt");

int c;

while ((c = in.read()) != -1) {

out.write(c);

}

} finally {

if (in != null) {

in.close();

}

if (out != null) {

out.close();

}

}

}

}

CopyBytes spends most of its time in a simple loop that reads the input stream and writes the output stream, one byte at a time, as shown in the following figure.
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Simple byte stream input and output.

## Always Close Streams

Closing a stream when it's no longer needed is very important — so important that CopyBytes uses a finally block to guarantee that both streams will be closed even if an error occurs. This practice helps avoid serious resource leaks.

One possible error is that CopyBytes was unable to open one or both files. When that happens, the stream variable corresponding to the file never changes from its initial null value. That's why CopyBytes makes sure that each stream variable contains an object reference before invoking close.

## When Not to Use Byte Streams

CopyBytes seems like a normal program, but it actually represents a kind of low-level I/O that you should avoid. Since xanadu.txt contains character data, the best approach is to use [character streams](https://docs.oracle.com/javase/tutorial/essential/io/charstreams.html), as discussed in the next section. There are also streams for more complicated data types. Byte streams should only be used for the most primitive I/O.

So why talk about byte streams? Because all other stream types are built on byte streams.

# Character Streams

The Java platform stores character values using Unicode conventions. Character stream I/O automatically translates this internal format to and from the local character set. In Western locales, the local character set is usually an 8-bit superset of ASCII.

For most applications, I/O with character streams is no more complicated than I/O with byte streams. Input and output done with stream classes automatically translates to and from the local character set. A program that uses character streams in place of byte streams automatically adapts to the local character set and is ready for internationalization — all without extra effort by the programmer.

If internationalization isn't a priority, you can simply use the character stream classes without paying much attention to character set issues. Later, if internationalization becomes a priority, your program can be adapted without extensive recoding. See the [Internationalization](https://docs.oracle.com/javase/tutorial/i18n/index.html) trail for more information.

## Using Character Streams

All character stream classes are descended from [Reader](http://docs.oracle.com/javase/8/docs/api/java/io/Reader.html) and [Writer](http://docs.oracle.com/javase/8/docs/api/java/io/Writer.html). As with byte streams, there are character stream classes that specialize in file I/O: [FileReader](http://docs.oracle.com/javase/8/docs/api/java/io/FileReader.html) and [FileWriter](http://docs.oracle.com/javase/8/docs/api/java/io/FileWriter.html). The [CopyCharacters](https://docs.oracle.com/javase/tutorial/essential/io/examples/CopyCharacters.java) example illustrates these classes.

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

public class CopyCharacters {

public static void main(String[] args) throws IOException {

FileReader inputStream = null;

FileWriter outputStream = null;

try {

inputStream = new FileReader("xanadu.txt");

outputStream = new FileWriter("characteroutput.txt");

int c;

while ((c = inputStream.read()) != -1) {

outputStream.write(c);

}

} finally {

if (inputStream != null) {

inputStream.close();

}

if (outputStream != null) {

outputStream.close();

}

}

}

}

CopyCharacters is very similar to CopyBytes. The most important difference is that CopyCharacters uses FileReader and FileWriter for input and output in place of FileInputStream and FileOutputStream. Notice that both CopyBytes and CopyCharacters use an int variable to read to and write from. However, in CopyCharacters, the int variable holds a character value in its last 16 bits; in CopyBytes, the int variable holds a byte value in its last 8 bits.

### Character Streams that Use Byte Streams

Character streams are often "wrappers" for byte streams. The character stream uses the byte stream to perform the physical I/O, while the character stream handles translation between characters and bytes. FileReader, for example, uses FileInputStream, while FileWriter uses FileOutputStream.

There are two general-purpose byte-to-character "bridge" streams: [InputStreamReader](http://docs.oracle.com/javase/8/docs/api/java/io/InputStreamReader.html) and [OutputStreamWriter](http://docs.oracle.com/javase/8/docs/api/java/io/OutputStreamWriter.html). Use them to create character streams when there are no prepackaged character stream classes that meet your needs. The [sockets lesson](https://docs.oracle.com/javase/tutorial/networking/sockets/readingWriting.html) in the [networking trail](https://docs.oracle.com/javase/tutorial/networking/index.html) shows how to create character streams from the byte streams provided by socket classes.

## Line-Oriented I/O

Character I/O usually occurs in bigger units than single characters. One common unit is the line: a string of characters with a line terminator at the end. A line terminator can be a carriage-return/line-feed sequence ("\r\n"), a single carriage-return ("\r"), or a single line-feed ("\n"). Supporting all possible line terminators allows programs to read text files created on any of the widely used operating systems.

Let's modify the CopyCharacters example to use line-oriented I/O. To do this, we have to use two classes we haven't seen before, [BufferedReader](http://docs.oracle.com/javase/8/docs/api/java/io/BufferedReader.html) and [PrintWriter](http://docs.oracle.com/javase/8/docs/api/java/io/PrintWriter.html). We'll explore these classes in greater depth in [Buffered I/O](https://docs.oracle.com/javase/tutorial/essential/io/buffers.html) and [Formatting](https://docs.oracle.com/javase/tutorial/essential/io/formatting.html). Right now, we're just interested in their support for line-oriented I/O.

The [CopyLines](https://docs.oracle.com/javase/tutorial/essential/io/examples/CopyLines.java) example invokes BufferedReader.readLine and PrintWriter.println to do input and output one line at a time.

import java.io.FileReader;

import java.io.FileWriter;

import java.io.BufferedReader;

import java.io.PrintWriter;

import java.io.IOException;

public class CopyLines {

public static void main(String[] args) throws IOException {

BufferedReader inputStream = null;

PrintWriter outputStream = null;

try {

inputStream = new BufferedReader(new FileReader("xanadu.txt"));

outputStream = new PrintWriter(new FileWriter("characteroutput.txt"));

String l;

while ((l = inputStream.readLine()) != null) {

outputStream.println(l);

}

} finally {

if (inputStream != null) {

inputStream.close();

}

if (outputStream != null) {

outputStream.close();

}

}

}

}

Invoking readLine returns a line of text with the line. CopyLines outputs each line using println, which appends the line terminator for the current operating system. This might not be the same line terminator that was used in the input file.

There are many ways to structure text input and output beyond characters and lines. For more information, see [Scanning and Formatting](https://docs.oracle.com/javase/tutorial/essential/io/scanfor.html).

# Buffered Streams

Most of the examples we've seen so far use *unbuffered* I/O. This means each read or write request is handled directly by the underlying OS. This can make a program much less efficient, since each such request often triggers disk access, network activity, or some other operation that is relatively expensive.

To reduce this kind of overhead, the Java platform implements *buffered* I/O streams. Buffered input streams read data from a memory area known as a *buffer*; the native input API is called only when the buffer is empty. Similarly, buffered output streams write data to a buffer, and the native output API is called only when the buffer is full.

A program can convert an unbuffered stream into a buffered stream using the wrapping idiom we've used several times now, where the unbuffered stream object is passed to the constructor for a buffered stream class. Here's how you might modify the constructor invocations in the CopyCharacters example to use buffered I/O:

inputStream = new BufferedReader(new FileReader("xanadu.txt"));

outputStream = new BufferedWriter(new FileWriter("characteroutput.txt"));

There are four buffered stream classes used to wrap unbuffered streams: [BufferedInputStream](http://docs.oracle.com/javase/8/docs/api/java/io/BufferedInputStream.html) and [BufferedOutputStream](http://docs.oracle.com/javase/8/docs/api/java/io/BufferedOutputStream.html) create buffered byte streams, while [BufferedReader](http://docs.oracle.com/javase/8/docs/api/java/io/BufferedReader.html) and [BufferedWriter](http://docs.oracle.com/javase/8/docs/api/java/io/BufferedWriter.html) create buffered character streams.

## Flushing Buffered Streams

It often makes sense to write out a buffer at critical points, without waiting for it to fill. This is known as *flushing* the buffer.

Some buffered output classes support *autoflush*, specified by an optional constructor argument. When autoflush is enabled, certain key events cause the buffer to be flushed. For example, an autoflush PrintWriter object flushes the buffer on every invocation of println or format. See [Formatting](https://docs.oracle.com/javase/tutorial/essential/io/formatting.html) for more on these methods.

To flush a stream manually, invoke its flush method. The flush method is valid on any output stream, but has no effect unless the stream is buffered.

# Scanning and Formatting

Programming I/O often involves translating to and from the neatly formatted data humans like to work with. To assist you with these chores, the Java platform provides two APIs. The [scanner](https://docs.oracle.com/javase/tutorial/essential/io/scanning.html) API breaks input into individual tokens associated with bits of data. The [formatting](https://docs.oracle.com/javase/tutorial/essential/io/formatting.html) API assembles data into nicely formatted, human-readable form.

# Scanning

Objects of type [Scanner](http://docs.oracle.com/javase/8/docs/api/java/util/Scanner.html) are useful for breaking down formatted input into tokens and translating individual tokens according to their data type.

## Breaking Input into Tokens

By default, a scanner uses white space to separate tokens. (White space characters include blanks, tabs, and line terminators. For the full list, refer to the documentation for [Character.isWhitespace](http://docs.oracle.com/javase/8/docs/api/java/lang/Character.html#isWhitespace-char-).) To see how scanning works, let's look at [ScanXan](https://docs.oracle.com/javase/tutorial/essential/io/examples/ScanXan.java), a program that reads the individual words in xanadu.txt and prints them out, one per line.

import java.io.\*;

import java.util.Scanner;

public class ScanXan {

public static void main(String[] args) throws IOException {

Scanner s = null;

try {

s = new Scanner(new BufferedReader(new FileReader("xanadu.txt")));

while (s.hasNext()) {

System.out.println(s.next());

}

} finally {

if (s != null) {

s.close();

}

}

}

}

Notice that ScanXan invokes Scanner's close method when it is done with the scanner object. Even though a scanner is not a stream, you need to close it to indicate that you're done with its underlying stream.

The output of ScanXan looks like this:

In

Xanadu

did

Kubla

Khan

A

stately

pleasure-dome

...

To use a different token separator, invoke useDelimiter(), specifying a regular expression. For example, suppose you wanted the token separator to be a comma, optionally followed by white space. You would invoke,

s.useDelimiter(",\\s\*");

## Translating Individual Tokens

The ScanXan example treats all input tokens as simple String values. Scanner also supports tokens for all of the Java language's primitive types (except for char), as well as BigInteger and BigDecimal. Also, numeric values can use thousands separators. Thus, in a US locale, Scanner correctly reads the string "32,767" as representing an integer value.

We have to mention the locale, because thousands separators and decimal symbols are locale specific. So, the following example would not work correctly in all locales if we didn't specify that the scanner should use the US locale. That's not something you usually have to worry about, because your input data usually comes from sources that use the same locale as you do. But this example is part of the Java Tutorial and gets distributed all over the world.

The [ScanSum](https://docs.oracle.com/javase/tutorial/essential/io/examples/ScanSum.java) example reads a list of double values and adds them up. Here's the source:

import java.io.FileReader;

import java.io.BufferedReader;

import java.io.IOException;

import java.util.Scanner;

import java.util.Locale;

public class ScanSum {

public static void main(String[] args) throws IOException {

Scanner s = null;

double sum = 0;

try {

s = new Scanner(new BufferedReader(new FileReader("usnumbers.txt")));

s.useLocale(Locale.US);

while (s.hasNext()) {

if (s.hasNextDouble()) {

sum += s.nextDouble();

} else {

s.next();

}

}

} finally {

s.close();

}

System.out.println(sum);

}

}

And here's the sample input file, [usnumbers.txt](https://docs.oracle.com/javase/tutorial/essential/io/examples/usnumbers.txt)

8.5

32,767

3.14159

1,000,000.1

The output string is "1032778.74159". The period will be a different character in some locales, because System.out is a PrintStream object, and that class doesn't provide a way to override the default locale. We could override the locale for the whole program — or we could just use formatting, as described in the next topic, [Formatting](https://docs.oracle.com/javase/tutorial/essential/io/formatting.html).

# Formatting

Stream objects that implement formatting are instances of either [PrintWriter](http://docs.oracle.com/javase/8/docs/api/java/io/PrintWriter.html), a character stream class, or [PrintStream](http://docs.oracle.com/javase/8/docs/api/java/io/PrintStream.html), a byte stream class.

**Note:** The only PrintStream objects you are likely to need are [System.out](http://docs.oracle.com/javase/8/docs/api/java/lang/System.html#out) and [System.err](http://docs.oracle.com/javase/8/docs/api/java/lang/System.html#err). (See [I/O from the Command Line](https://docs.oracle.com/javase/tutorial/essential/io/cl.html) for more on these objects.) When you need to create a formatted output stream, instantiate PrintWriter, not PrintStream.

Like all byte and character stream objects, instances of PrintStream and PrintWriter implement a standard set of write methods for simple byte and character output. In addition, both PrintStream and PrintWriter implement the same set of methods for converting internal data into formatted output. Two levels of formatting are provided:

* print and println format individual values in a standard way.
* format formats almost any number of values based on a format string, with many options for precise formatting.

## The print and println Methods

Invoking print or println outputs a single value after converting the value using the appropriate toString method. We can see this in the [Root](https://docs.oracle.com/javase/tutorial/essential/io/examples/Root.java) example:

public class Root {

public static void main(String[] args) {

int i = 2;

double r = Math.sqrt(i);

System.out.print("The square root of ");

System.out.print(i);

System.out.print(" is ");

System.out.print(r);

System.out.println(".");

i = 5;

r = Math.sqrt(i);

System.out.println("The square root of " + i + " is " + r + ".");

}

}

Here is the output of Root:

The square root of 2 is 1.4142135623730951.

The square root of 5 is 2.23606797749979.

The i and r variables are formatted twice: the first time using code in an overload of print, the second time by conversion code automatically generated by the Java compiler, which also utilizes toString. You can format any value this way, but you don't have much control over the results.

## The format Method

The format method formats multiple arguments based on a *format string*. The format string consists of static text embedded with *format specifiers*; except for the format specifiers, the format string is output unchanged.

Format strings support many features. In this tutorial, we'll just cover some basics. For a complete description, see [format string syntax](http://docs.oracle.com/javase/8/docs/api/java/util/Formatter.html#syntax) in the API specification.

The [Root2](https://docs.oracle.com/javase/tutorial/essential/io/examples/Root2.java) example formats two values with a single format invocation:

public class Root2 {

public static void main(String[] args) {

int i = 2;

double r = Math.sqrt(i);

System.out.format("The square root of %d is %f.%n", i, r);

}

}

Here is the output:

The square root of 2 is 1.414214.

Like the three used in this example, all format specifiers begin with a % and end with a 1- or 2-character *conversion* that specifies the kind of formatted output being generated. The three conversions used here are:

* d formats an integer value as a decimal value.
* f formats a floating point value as a decimal value.
* n outputs a platform-specific line terminator.

Here are some other conversions:

* x formats an integer as a hexadecimal value.
* s formats any value as a string.
* tB formats an integer as a locale-specific month name.

There are many other conversions.

**Note:**

Except for %% and %n, all format specifiers must match an argument. If they don't, an exception is thrown.

In the Java programming language, the \n escape always generates the linefeed character (\u000A). Don't use \n unless you specifically want a linefeed character. To get the correct line separator for the local platform, use %n.

In addition to the conversion, a format specifier can contain several additional elements that further customize the formatted output. Here's an example, [Format](https://docs.oracle.com/javase/tutorial/essential/io/examples/Format.java), that uses every possible kind of element.

public class Format {

public static void main(String[] args) {

System.out.format("%f, %1$+020.10f %n", Math.PI);

}

}

Here's the output:

3.141593, +00000003.1415926536

The additional elements are all optional. The following figure shows how the longer specifier breaks down into elements.
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Elements of a Format Specifier.

The elements must appear in the order shown. Working from the right, the optional elements are:

* **Precision**. For floating point values, this is the mathematical precision of the formatted value. For s and other general conversions, this is the maximum width of the formatted value; the value is right-truncated if necessary.
* **Width**. The minimum width of the formatted value; the value is padded if necessary. By default the value is left-padded with blanks.
* **Flags** specify additional formatting options. In the Format example, the + flag specifies that the number should always be formatted with a sign, and the 0 flag specifies that 0 is the padding character. Other flags include - (pad on the right) and , (format number with locale-specific thousands separators). Note that some flags cannot be used with certain other flags or with certain conversions.
* The **Argument Index** allows you to explicitly match a designated argument. You can also specify < to match the same argument as the previous specifier. Thus the example could have said: System.out.format("%f, %<+020.10f %n", Math.PI);

# I/O from the Command Line

A program is often run from the command line and interacts with the user in the command line environment. The Java platform supports this kind of interaction in two ways: through the Standard Streams and through the Console.

## Standard Streams

Standard Streams are a feature of many operating systems. By default, they read input from the keyboard and write output to the display. They also support I/O on files and between programs, but that feature is controlled by the command line interpreter, not the program.

The Java platform supports three Standard Streams: Standard Input, accessed through System.in; Standard Output, accessed through System.out; and Standard Error, accessed through System.err. These objects are defined automatically and do not need to be opened. Standard Output and Standard Error are both for output; having error output separately allows the user to divert regular output to a file and still be able to read error messages. For more information, refer to the documentation for your command line interpreter.

You might expect the Standard Streams to be character streams, but, for historical reasons, they are byte streams. System.out and System.err are defined as [PrintStream](http://docs.oracle.com/javase/8/docs/api/java/io/PrintStream.html) objects. Although it is technically a byte stream, PrintStream utilizes an internal character stream object to emulate many of the features of character streams.

By contrast, System.in is a byte stream with no character stream features. To use Standard Input as a character stream, wrap System.in in InputStreamReader.

InputStreamReader cin = new InputStreamReader(System.in);

## The Console

A more advanced alternative to the Standard Streams is the Console. This is a single, predefined object of type [Console](http://docs.oracle.com/javase/8/docs/api/java/io/Console.html) that has most of the features provided by the Standard Streams, and others besides. The Console is particularly useful for secure password entry. The Console object also provides input and output streams that are true character streams, through its reader and writer methods.

Before a program can use the Console, it must attempt to retrieve the Console object by invoking System.console(). If the Console object is available, this method returns it. If System.console returns NULL, then Console operations are not permitted, either because the OS doesn't support them or because the program was launched in a noninteractive environment.

The Console object supports secure password entry through its readPassword method. This method helps secure password entry in two ways. First, it suppresses echoing, so the password is not visible on the user's screen. Second, readPassword returns a character array, not a String, so the password can be overwritten, removing it from memory as soon as it is no longer needed.

The [Password](https://docs.oracle.com/javase/tutorial/essential/io/examples/Password.java) example is a prototype program for changing a user's password. It demonstrates several Console methods.

import java.io.Console;

import java.util.Arrays;

import java.io.IOException;

public class Password {

public static void main (String args[]) throws IOException {

Console c = System.console();

if (c == null) {

System.err.println("No console.");

System.exit(1);

}

String login = c.readLine("Enter your login: ");

char [] oldPassword = c.readPassword("Enter your old password: ");

if (verify(login, oldPassword)) {

boolean noMatch;

do {

char [] newPassword1 = c.readPassword("Enter your new password: ");

char [] newPassword2 = c.readPassword("Enter new password again: ");

noMatch = ! Arrays.equals(newPassword1, newPassword2);

if (noMatch) {

c.format("Passwords don't match. Try again.%n");

} else {

change(login, newPassword1);

c.format("Password for %s changed.%n", login);

}

Arrays.fill(newPassword1, ' ');

Arrays.fill(newPassword2, ' ');

} while (noMatch);

}

Arrays.fill(oldPassword, ' ');

}

// Dummy change method.

static boolean verify(String login, char[] password) {

// This method always returns

// true in this example.

// Modify this method to verify

// password according to your rules.

return true;

}

// Dummy change method.

static void change(String login, char[] password) {

// Modify this method to change

// password according to your rules.

}

}

The Password class follows these steps:

1. Attempt to retrieve the Console object. If the object is not available, abort.
2. Invoke Console.readLine to prompt for and read the user's login name.
3. Invoke Console.readPassword to prompt for and read the user's existing password.
4. Invoke verify to confirm that the user is authorized to change the password. (In this example, verify is a dummy method that always returns true.)
5. Repeat the following steps until the user enters the same password twice:
   1. Invoke Console.readPassword twice to prompt for and read a new password.
   2. If the user entered the same password both times, invoke change to change it. (Again, change is a dummy method.)
   3. Overwrite both passwords with blanks.
6. Overwrite the old password with blanks.

# I/O from the Command Line

A program is often run from the command line and interacts with the user in the command line environment. The Java platform supports this kind of interaction in two ways: through the Standard Streams and through the Console.

## Standard Streams

Standard Streams are a feature of many operating systems. By default, they read input from the keyboard and write output to the display. They also support I/O on files and between programs, but that feature is controlled by the command line interpreter, not the program.

The Java platform supports three Standard Streams: Standard Input, accessed through System.in; Standard Output, accessed through System.out; and Standard Error, accessed through System.err. These objects are defined automatically and do not need to be opened. Standard Output and Standard Error are both for output; having error output separately allows the user to divert regular output to a file and still be able to read error messages. For more information, refer to the documentation for your command line interpreter.

You might expect the Standard Streams to be character streams, but, for historical reasons, they are byte streams. System.out and System.err are defined as [PrintStream](http://docs.oracle.com/javase/8/docs/api/java/io/PrintStream.html) objects. Although it is technically a byte stream, PrintStream utilizes an internal character stream object to emulate many of the features of character streams.

By contrast, System.in is a byte stream with no character stream features. To use Standard Input as a character stream, wrap System.in in InputStreamReader.

InputStreamReader cin = new InputStreamReader(System.in);

## The Console

A more advanced alternative to the Standard Streams is the Console. This is a single, predefined object of type [Console](http://docs.oracle.com/javase/8/docs/api/java/io/Console.html) that has most of the features provided by the Standard Streams, and others besides. The Console is particularly useful for secure password entry. The Console object also provides input and output streams that are true character streams, through its reader and writer methods.

Before a program can use the Console, it must attempt to retrieve the Console object by invoking System.console(). If the Console object is available, this method returns it. If System.console returns NULL, then Console operations are not permitted, either because the OS doesn't support them or because the program was launched in a noninteractive environment.

The Console object supports secure password entry through its readPassword method. This method helps secure password entry in two ways. First, it suppresses echoing, so the password is not visible on the user's screen. Second, readPassword returns a character array, not a String, so the password can be overwritten, removing it from memory as soon as it is no longer needed.

The [Password](https://docs.oracle.com/javase/tutorial/essential/io/examples/Password.java) example is a prototype program for changing a user's password. It demonstrates several Console methods.

import java.io.Console;

import java.util.Arrays;

import java.io.IOException;

public class Password {

public static void main (String args[]) throws IOException {

Console c = System.console();

if (c == null) {

System.err.println("No console.");

System.exit(1);

}

String login = c.readLine("Enter your login: ");

char [] oldPassword = c.readPassword("Enter your old password: ");

if (verify(login, oldPassword)) {

boolean noMatch;

do {

char [] newPassword1 = c.readPassword("Enter your new password: ");

char [] newPassword2 = c.readPassword("Enter new password again: ");

noMatch = ! Arrays.equals(newPassword1, newPassword2);

if (noMatch) {

c.format("Passwords don't match. Try again.%n");

} else {

change(login, newPassword1);

c.format("Password for %s changed.%n", login);

}

Arrays.fill(newPassword1, ' ');

Arrays.fill(newPassword2, ' ');

} while (noMatch);

}

Arrays.fill(oldPassword, ' ');

}

// Dummy change method.

static boolean verify(String login, char[] password) {

// This method always returns

// true in this example.

// Modify this method to verify

// password according to your rules.

return true;

}

// Dummy change method.

static void change(String login, char[] password) {

// Modify this method to change

// password according to your rules.

}

}

The Password class follows these steps:

1. Attempt to retrieve the Console object. If the object is not available, abort.
2. Invoke Console.readLine to prompt for and read the user's login name.
3. Invoke Console.readPassword to prompt for and read the user's existing password.
4. Invoke verify to confirm that the user is authorized to change the password. (In this example, verify is a dummy method that always returns true.)
5. Repeat the following steps until the user enters the same password twice:
   1. Invoke Console.readPassword twice to prompt for and read a new password.
   2. If the user entered the same password both times, invoke change to change it. (Again, change is a dummy method.)
   3. Overwrite both passwords with blanks.
6. Overwrite the old password with blanks.

# Data Streams

Data streams support binary I/O of primitive data type values (boolean, char, byte, short, int, long, float, and double) as well as String values. All data streams implement either the [DataInput](http://docs.oracle.com/javase/8/docs/api/java/io/DataInput.html) interface or the [DataOutput](http://docs.oracle.com/javase/8/docs/api/java/io/DataOutput.html) interface. This section focuses on the most widely-used implementations of these interfaces, [DataInputStream](http://docs.oracle.com/javase/8/docs/api/java/io/DataInputStream.html) and [DataOutputStream](http://docs.oracle.com/javase/8/docs/api/java/io/DataOutputStream.html).

The [DataStreams](https://docs.oracle.com/javase/tutorial/essential/io/examples/DataStreams.java) example demonstrates data streams by writing out a set of data records, and then reading them in again. Each record consists of three values related to an item on an invoice, as shown in the following table:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Order in record** | **Data type** | **Data description** | **Output Method** | **Input Method** | **Sample Value** |
| 1 | double | Item price | DataOutputStream.writeDouble | DataInputStream.readDouble | 19.99 |
| 2 | int | Unit count | DataOutputStream.writeInt | DataInputStream.readInt | 12 |
| 3 | String | Item description | DataOutputStream.writeUTF | DataInputStream.readUTF | "Java T-Shirt" |

Let's examine crucial code in DataStreams. First, the program defines some constants containing the name of the data file and the data that will be written to it:

static final String dataFile = "invoicedata";

static final double[] prices = { 19.99, 9.99, 15.99, 3.99, 4.99 };

static final int[] units = { 12, 8, 13, 29, 50 };

static final String[] descs = {

"Java T-shirt",

"Java Mug",

"Duke Juggling Dolls",

"Java Pin",

"Java Key Chain"

};

Then DataStreams opens an output stream. Since a DataOutputStream can only be created as a wrapper for an existing byte stream object, DataStreams provides a buffered file output byte stream.

out = new DataOutputStream(new BufferedOutputStream(

new FileOutputStream(dataFile)));

DataStreams writes out the records and closes the output stream.

for (int i = 0; i < prices.length; i ++) {

out.writeDouble(prices[i]);

out.writeInt(units[i]);

out.writeUTF(descs[i]);

}

The writeUTF method writes out String values in a modified form of UTF-8. This is a variable-width character encoding that only needs a single byte for common Western characters.

Now DataStreams reads the data back in again. First it must provide an input stream, and variables to hold the input data. Like DataOutputStream, DataInputStream must be constructed as a wrapper for a byte stream.

in = new DataInputStream(new

BufferedInputStream(new FileInputStream(dataFile)));

double price;

int unit;

String desc;

double total = 0.0;

Now DataStreams can read each record in the stream, reporting on the data it encounters.

try {

while (true) {

price = in.readDouble();

unit = in.readInt();

desc = in.readUTF();

System.out.format("You ordered %d" + " units of %s at $%.2f%n",

unit, desc, price);

total += unit \* price;

}

} catch (EOFException e) {

}

Notice that DataStreams detects an end-of-file condition by catching [EOFException](http://docs.oracle.com/javase/8/docs/api/java/io/EOFException.html), instead of testing for an invalid return value. All implementations of DataInput methods use EOFException instead of return values.

Also notice that each specialized write in DataStreams is exactly matched by the corresponding specialized read. It is up to the programmer to make sure that output types and input types are matched in this way: The input stream consists of simple binary data, with nothing to indicate the type of individual values, or where they begin in the stream.

DataStreams uses one very bad programming technique: it uses floating point numbers to represent monetary values. In general, floating point is bad for precise values. It's particularly bad for decimal fractions, because common values (such as 0.1) do not have a binary representation.

The correct type to use for currency values is [java.math.BigDecimal](http://docs.oracle.com/javase/8/docs/api/java/math/BigDecimal.html). Unfortunately, BigDecimal is an object type, so it won't work with data streams. However, BigDecimal *will* work with object streams, which are covered in the next section.

# Object Streams

Just as data streams support I/O of primitive data types, object streams support I/O of objects. Most, but not all, standard classes support serialization of their objects. Those that do implement the marker interface [Serializable](http://docs.oracle.com/javase/8/docs/api/java/io/Serializable.html).

The object stream classes are [ObjectInputStream](http://docs.oracle.com/javase/8/docs/api/java/io/ObjectInputStream.html) and [ObjectOutputStream](http://docs.oracle.com/javase/8/docs/api/java/io/ObjectOutputStream.html). These classes implement [ObjectInput](http://docs.oracle.com/javase/8/docs/api/java/io/ObjectInput.html) and [ObjectOutput](http://docs.oracle.com/javase/8/docs/api/java/io/ObjectOutput.html), which are subinterfaces of DataInput and DataOutput. That means that all the primitive data I/O methods covered in [Data Streams](https://docs.oracle.com/javase/tutorial/essential/io/datastreams.html) are also implemented in object streams. So an object stream can contain a mixture of primitive and object values. The [ObjectStreams](https://docs.oracle.com/javase/tutorial/essential/io/examples/ObjectStreams.java) example illustrates this. ObjectStreams creates the same application as DataStreams, with a couple of changes. First, prices are now [BigDecimal](http://docs.oracle.com/javase/8/docs/api/java/math/BigDecimal.html)objects, to better represent fractional values. Second, a [Calendar](http://docs.oracle.com/javase/8/docs/api/java/util/Calendar.html) object is written to the data file, indicating an invoice date.

If readObject() doesn't return the object type expected, attempting to cast it to the correct type may throw a [ClassNotFoundException](http://docs.oracle.com/javase/8/docs/api/java/lang/ClassNotFoundException.html). In this simple example, that can't happen, so we don't try to catch the exception. Instead, we notify the compiler that we're aware of the issue by adding ClassNotFoundException to the main method's throws clause.

## Output and Input of Complex Objects

The writeObject and readObject methods are simple to use, but they contain some very sophisticated object management logic. This isn't important for a class like Calendar, which just encapsulates primitive values. But many objects contain references to other objects. If readObject is to reconstitute an object from a stream, it has to be able to reconstitute all of the objects the original object referred to. These additional objects might have their own references, and so on. In this situation, writeObject traverses the entire web of object references and writes all objects in that web onto the stream. Thus a single invocation of writeObject can cause a large number of objects to be written to the stream.

This is demonstrated in the following figure, where writeObject is invoked to write a single object named **a**. This object contains references to objects **b** and **c**, while **b** contains references to **d** and **e**. Invoking writeobject(a) writes not just **a**, but all the objects necessary to reconstitute **a**, so the other four objects in this web are written also. When **a** is read back by readObject, the other four objects are read back as well, and all the original object references are preserved.
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I/O of multiple referred-to objects

You might wonder what happens if two objects on the same stream both contain references to a single object. Will they both refer to a single object when they're read back? The answer is "yes." A stream can only contain one copy of an object, though it can contain any number of references to it. Thus if you explicitly write an object to a stream twice, you're really writing only the reference twice. For example, if the following code writes an object ob twice to a stream:

Object ob = new Object();

out.writeObject(ob);

out.writeObject(ob);

Each writeObject has to be matched by a readObject, so the code that reads the stream back will look something like this:

Object ob1 = in.readObject();

Object ob2 = in.readObject();

This results in two variables, ob1 and ob2, that are references to a single object.

However, if a single object is written to two different streams, it is effectively duplicated — a single program reading both streams back will see two distinct objects.

# What Is a Path? (And Other File System Facts)

A file system stores and organizes files on some form of media, generally one or more hard drives, in such a way that they can be easily retrieved. Most file systems in use today store the files in a tree (or hierarchical) structure. At the top of the tree is one (or more) root nodes. Under the root node, there are files and directories (folders in Microsoft Windows). Each directory can contain files and subdirectories, which in turn can contain files and subdirectories, and so on, potentially to an almost limitless depth.

This section covers the following:

* [What Is a Path?](https://docs.oracle.com/javase/tutorial/essential/io/path.html#path#path)
* [Relative or Absolute?](https://docs.oracle.com/javase/tutorial/essential/io/path.html#relative#relative)
* [Symbolic Links](https://docs.oracle.com/javase/tutorial/essential/io/path.html#symlink#symlink)

## What Is a Path?

The following figure shows a sample directory tree containing a single root node. Microsoft Windows supports multiple root nodes. Each root node maps to a volume, such as C:\ or D:\. The Solaris OS supports a single root node, which is denoted by the slash character, /.
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Sample Directory Structure

A file is identified by its path through the file system, beginning from the root node. For example, the statusReport file in the previous figure is described by the following notation in the Solaris OS:

/home/sally/statusReport

In Microsoft Windows, statusReport is described by the following notation:

C:\home\sally\statusReport

The character used to separate the directory names (also called the delimiter) is specific to the file system: The Solaris OS uses the forward slash (/), and Microsoft Windows uses the backslash slash (\).

## Relative or Absolute?

A path is either relative or absolute. An absolute path always contains the root element and the complete directory list required to locate the file. For example, /home/sally/statusReport is an absolute path. All of the information needed to locate the file is contained in the path string.

A relative path needs to be combined with another path in order to access a file. For example, joe/foo is a relative path. Without more information, a program cannot reliably locate the joe/foo directory in the file system.

## Symbolic Links

File system objects are most typically directories or files. Everyone is familiar with these objects. But some file systems also support the notion of symbolic links. A symbolic link is also referred to as a symlink or a soft link.

A symbolic link is a special file that serves as a reference to another file. For the most part, symbolic links are transparent to applications, and operations on symbolic links are automatically redirected to the target of the link. (The file or directory being pointed to is called the target of the link.) Exceptions are when a symbolic link is deleted, or renamed in which case the link itself is deleted, or renamed and not the target of the link.

In the following figure, logFile appears to be a regular file to the user, but it is actually a symbolic link to dir/logs/HomeLogFile. HomeLogFile is the target of the link.
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Example of a Symbolic Link.

A symbolic link is usually transparent to the user. Reading or writing to a symbolic link is the same as reading or writing to any other file or directory.

The phrase resolving a link means to substitute the actual location in the file system for the symbolic link. In the example, resolving logFile yields dir/logs/HomeLogFile.

In real-world scenarios, most file systems make liberal use of symbolic links. Occasionally, a carelessly created symbolic link can cause a circular reference. A circular reference occurs when the target of a link points back to the original link. The circular reference might be indirect: directory a points to directory b, which points to directory c, which contains a subdirectory pointing back to directory a. Circular references can cause havoc when a program is recursively walking a directory structure. However, this scenario has been accounted for and will not cause your program to loop infinitely.

The next page discusses the heart of file I/O support in the Java programming language, the Path class.

# What Is a Path? (And Other File System Facts)

A file system stores and organizes files on some form of media, generally one or more hard drives, in such a way that they can be easily retrieved. Most file systems in use today store the files in a tree (or hierarchical) structure. At the top of the tree is one (or more) root nodes. Under the root node, there are files and directories (folders in Microsoft Windows). Each directory can contain files and subdirectories, which in turn can contain files and subdirectories, and so on, potentially to an almost limitless depth.

This section covers the following:

* [What Is a Path?](https://docs.oracle.com/javase/tutorial/essential/io/path.html#path#path)
* [Relative or Absolute?](https://docs.oracle.com/javase/tutorial/essential/io/path.html#relative#relative)
* [Symbolic Links](https://docs.oracle.com/javase/tutorial/essential/io/path.html#symlink#symlink)

## What Is a Path?

The following figure shows a sample directory tree containing a single root node. Microsoft Windows supports multiple root nodes. Each root node maps to a volume, such as C:\ or D:\. The Solaris OS supports a single root node, which is denoted by the slash character, /.
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Sample Directory Structure

A file is identified by its path through the file system, beginning from the root node. For example, the statusReport file in the previous figure is described by the following notation in the Solaris OS:

/home/sally/statusReport

In Microsoft Windows, statusReport is described by the following notation:

C:\home\sally\statusReport

The character used to separate the directory names (also called the delimiter) is specific to the file system: The Solaris OS uses the forward slash (/), and Microsoft Windows uses the backslash slash (\).

## Relative or Absolute?

A path is either relative or absolute. An absolute path always contains the root element and the complete directory list required to locate the file. For example, /home/sally/statusReport is an absolute path. All of the information needed to locate the file is contained in the path string.

A relative path needs to be combined with another path in order to access a file. For example, joe/foo is a relative path. Without more information, a program cannot reliably locate the joe/foo directory in the file system.

## Symbolic Links

File system objects are most typically directories or files. Everyone is familiar with these objects. But some file systems also support the notion of symbolic links. A symbolic link is also referred to as a symlink or a soft link.

A symbolic link is a special file that serves as a reference to another file. For the most part, symbolic links are transparent to applications, and operations on symbolic links are automatically redirected to the target of the link. (The file or directory being pointed to is called the target of the link.) Exceptions are when a symbolic link is deleted, or renamed in which case the link itself is deleted, or renamed and not the target of the link.

In the following figure, logFile appears to be a regular file to the user, but it is actually a symbolic link to dir/logs/HomeLogFile. HomeLogFile is the target of the link.
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Example of a Symbolic Link.

A symbolic link is usually transparent to the user. Reading or writing to a symbolic link is the same as reading or writing to any other file or directory.

The phrase resolving a link means to substitute the actual location in the file system for the symbolic link. In the example, resolving logFile yields dir/logs/HomeLogFile.

In real-world scenarios, most file systems make liberal use of symbolic links. Occasionally, a carelessly created symbolic link can cause a circular reference. A circular reference occurs when the target of a link points back to the original link. The circular reference might be indirect: directory a points to directory b, which points to directory c, which contains a subdirectory pointing back to directory a. Circular references can cause havoc when a program is recursively walking a directory structure. However, this scenario has been accounted for and will not cause your program to loop infinitely.

The next page discusses the heart of file I/O support in the Java programming language, the Path class.

# The Path Class

The [Path](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html) class, introduced in the Java SE 7 release, is one of the primary entrypoints of the [java.nio.file](http://docs.oracle.com/javase/8/docs/api/java/nio/file/package-summary.html) package. If your application uses file I/O, you will want to learn about the powerful features of this class.

**Version Note:** If you have pre-JDK7 code that uses java.io.File, you can still take advantage of the Path class functionality by using the [File.toPath](http://docs.oracle.com/javase/8/docs/api/java/io/File.html#toPath--) method. See [Legacy File I/O Code](https://docs.oracle.com/javase/tutorial/essential/io/legacy.html) for more information.

As its name implies, the Path class is a programmatic representation of a path in the file system. A Path object contains the file name and directory list used to construct the path, and is used to examine, locate, and manipulate files.

A Path instance reflects the underlying platform. In the Solaris OS, a Path uses the Solaris syntax (/home/joe/foo) and in Microsoft Windows, a Path uses the Windows syntax (C:\home\joe\foo). A Path is not system independent. You cannot compare a Path from a Solaris file system and expect it to match a Path from a Windows file system, even if the directory structure is identical and both instances locate the same relative file.

The file or directory corresponding to the Path might not exist. You can create a Path instance and manipulate it in various ways: you can append to it, extract pieces of it, compare it to another path. At the appropriate time, you can use the methods in the [Files](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html) class to check the existence of the file corresponding to the Path, create the file, open it, delete it, change its permissions, and so on.

The next page examines the Path class in detail.

# Path Operations

The [Path](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html) class includes various methods that can be used to obtain information about the path, access elements of the path, convert the path to other forms, or extract portions of a path. There are also methods for matching the path string and methods for removing redundancies in a path. This lesson addresses these Path methods, sometimes called syntactic operations, because they operate on the path itself and don't access the file system.

This section covers the following:

* [Creating a Path](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#create#create)
* [Retrieving Information About a Path](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#info#info)
* [Removing Redundancies from a Path](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#normal#normal)
* [Converting a Path](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#convert#convert)
* [Joining Two Paths](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#resolve#resolve)
* [Creating a Path Between Two Paths](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#relativize#relativize)
* [Comparing Two Paths](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#compare#compare)

## Creating a Path

A Path instance contains the information used to specify the location of a file or directory. At the time it is defined, a Path is provided with a series of one or more names. A root element or a file name might be included, but neither are required. A Path might consist of just a single directory or file name.

You can easily create a Path object by using one of the following get methods from the [Paths](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Paths.html) (note the plural) helper class:

Path p1 = Paths.get("/tmp/foo");

Path p2 = Paths.get(args[0]);

Path p3 = Paths.get(URI.create("file:///Users/joe/FileTest.java"));

The Paths.get method is shorthand for the following code:

Path p4 = FileSystems.getDefault().getPath("/users/sally");

The following example creates /u/joe/logs/foo.log assuming your home directory is /u/joe, or C:\joe\logs\foo.log if you are on Windows.

Path p5 = Paths.get(System.getProperty("user.home"),"logs", "foo.log");

## Retrieving Information about a Path

You can think of the Path as storing these name elements as a sequence. The highest element in the directory structure would be located at index 0. The lowest element in the directory structure would be located at index [n-1], where n is the number of name elements in the Path. Methods are available for retrieving individual elements or a subsequence of the Path using these indexes.

The examples in this lesson use the following directory structure.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAE0CAMAAAALwG8kAAADAFBMVEX////l5eWy2bK6qnDAwMCUq5Tk8eT55qJNSDPq9er22Gzy8vLl7vZwcHCquMX44pQ6Ojrm5ub689u2yNlkZGT46Kz11Fr34IxWWFiAgICUi2vW5PGyzOUuKhoAAADw8PCgoKCLl6TQ0NC+1Ons7OxbaFv5+fnu7u710lPQ4O/c6PPZyY5AQED09PTq6uro6Oi0tLS60ejZ5vK40OcNDg369eLS4fDi7PUcHB270uhcZGy2zubK3O2VqbzE2Ou63bre6fT29vbC1ur56bBweoT33oXg6vTc7tyrq6vU6tTI2uw+OCS5roTU4vD33H3Y5vL45qXZ2dn33YHe3t757L3G2ez45J732nW12rX22XH56rSRkZHh4eGKeDf21mWFhYVtY0G+377ItW3O3+757cGJiYnN5s0rKyv58M3A1urB4MHZ7Nnq8fj10U357sXS6NLF4sXJvIvN3u7456nx9vrV1dXo8Pf578l8dFjIyMjK5cr68dG0zua6urr567hpcXissrh0dHR7h5P21WCah0Lu9PnS0tJ0iHQ1OTxjc2P445icnJxOU1j34Y/68tb334i0zeb33Hrr8vjM3e7p26jY5fKWn6aIkZlKVkrz+fPo15f323gyNzukrbbVy6WCjZeyvMVycnJKS0yHoYfA1er79+xVXmb989Gqn3SmwKb212h4eHgmKSz69+c7QkjV3ub45Jq4wsxdVj3C0eAfHRV8cUqUo7D567ro1Y7K0ddjbXaLgFibjVzIq0SZprLg7+CgsL/G1sYyODLX69e3z+f0+PvP3+8fHx8kKiTBy9RHR0dsZlDn7/cwMDCcqLMsNiyz2bO5pV1FSEyzybPv9u9BRkojJyutwNIvNDrj4+OdvZ0uKyHI1uG/1enP58/7+fC02rQPEBD10EnN2eM8RjxvdHm327cYGh1IUFegtcqzzeXZxoHI48h8dmG81bw+OiwWGxaUlpfiz4rnznFsYTjn0oCRpbnq4L6Ak4Dfw1ublHl9g4keGw+On6+x0bG43LhRz8//AAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAADSABzvAAAH81JREFUeF7tnQt8VMW9x1kSSmQlnJhFNkAmD5GYQGDFNSyRlxBwzUOB8JCEyktd9AKS0GiihADe6kKC2AaI0oSn5tIm8kh4CVyk6CUCQo1KQIGWSDE8pGlub1su1uv9z+OcPWd3z2Z3s8nuac/00w/B7A7znd9//vOfOTPn36mTWtQeUHtA7YHA7YHBj/Sl5caNG2/R8ohQPhbKQ7byoFCGScp9duUSlHdJeX6MtDzS0d0RPQJTAQxQPPggtJo09dK7uFkjoUyZMiU1NXU4lNLS0tzcucePx8cnJSVlQOnTp8+6deuGQElISBgNZfz48UNxuRvKp5++9NJL8+f/Epef4/IzXP6LlDF+hySUnkNiyn9BSJByPpVS4UqCvTJzdVTSGSS114AxV+ws5MYkDEo2JuUhxYOSKEkHJaH0A+QNqeNhY9JtyCep4xEr6cLzEMpAgQwPJUqGnpuSGr7vqMi7zgXvKlFSCil1rx98IBqUTErADBTIyh8I5I7wKSnG8uqmo/wUUn6GQmJ77dMHgbliSKdzyM7d83duFU8iAqVfIJeI50lqrg1kAl9ROSXcGJ6amlLtFDKjwtVEuYx7ab5+mWim5Iflz/wECZR8MEAgj167hCF3HB25rxpHAweHDz96tjwmNxeUrC2xloQmZRSFWvsU9blYZP28gihZtvnzzeOvcvqdQ4fu1HNXP71bb2p5abdUSqZlYEAOSykjIY8RIh5jeco+CHnOmWKOVMfklh85frboTIopKQNZi/qgdUUlFetNVzCk1XT1RLJ+2feWoUMt3y/T6wjkS41sqqRzJfOxfobk47rz92HIH8phEjlXWY6MK4ZXppSWHq3GkEXH42tRRgYKh//3sRZdHLL5Ivau1rLRV4wQ83y+PvpzCOsady7jILTjdv9SYrAE0y+Q/BwCkTcNXkN3kLjuh/N0pkxdgc6VH4HgFWHITVajFYGS4HlQn9BqVF1GPI+1YnSFFYLXq1AgfOWWYcj53DJeSkHLn/88ACCBMmXFfXhMYiUPXsNjsnxfyYrS0nMmgNzdtDs+HiUlMciL69YbN6+jkCdMoKS+rEwPkKYPlnF3g5IYkmppo/QrJF2GDLtvWEP4JbI+gjF51LhvSuq+ptp9DbWlJQcBMtRUG19EIcFc9cnrLppOMCUTuLLxm007d5p2D23h7sZKftpI1iJ2lP6AdAh5wncMo5DgXUfGNCBUfjQ1dYURVebmVobmViLTJqs1yQqQ1j4XrchYhuPXhOTNo0df4ZBp89Chu03IuvPunUbu091bKSSjZGI+3/FLLVgsSydKPCphvTvm+ZFl18QrSlhQworyOF5RCuGAeEnJIju24CKLSl0LXVYKlMRq3/UTpP1EiSGxlOFTHJbNLLBzHqPjNaUttNu5lcbpNoslg9MPkH2xkjTmEdwrWzZD7OqwNwCbA4KSeHNAFNnxUpLtARylf/ABDEuekjdZf0FK5xDxOgTiV7oBwmL0XLYDIonRxWtKm5RkLQJK2ih5TP8oKbvYwktKgJRu87iWUtgEoXs9AiUZmXRw+gXS6YpSfpvHEVJGSjtKHnO+nyCdrEPsIbG9EvdKd+xEW3Z2o9LeYEViUkc7/1LHe1fYcnXueUSbA472eiaUrClDL0o2JoWtSephqZSUkvgfWvwE6XJQ2k8iIGVttbW6JCnDWoLOODpYkZTOMQMI0pm9gsESey1JSYo/uynJepZsMfNLZ36vxxklVZPq6R9I+5jHcRfdzl6NtfFJMWeTrGcopHhU8nvpzGAFLZnRYtD7/DIm7QelaKZ0ti+ZOxeB6zkD8StA8lLyez32w9I2MvnB6R9I8DzOBqWMveInImdj4uOTUyikU4MlFusoJvVDflHSOaT0gYjEXnNDm4qSq2szbJAOBiulFBmt/yCZvZLNLLqmJE99yJadbR9dtP26uyilNj4+tFYUpgubk9Rg7Sn56cRvkKKZkl84s+WWDCSO0pMkAYHEw4ooBZMVTZv+MVdZe3USD7DnlCS2E4c9blHSEMFfkOJJxB17lcZ2Eg9LZkuxyUrE9Dek4z66xL/yrkeQUhTBtkJph+knJam9Xv/hOlk5DxvBP1UPP4p37Zy5nty5/GJE8D3YYMlsKdaS+h8oJ05QW/WfucKxiLfO7Wg633T+Ovav588xyoM/XLs2Zkw4OjhyylF0DtGlM5XySDm/GJGlpP4HY544MX7n58K86Tclb7xVuePcko+vncdSpqx46D6yydzw7oqmMWPKUMPIkSuapsDjAtsscqRc4nv48I5pKRFz9PirV2FDtmIoE9VfkH1v9EXXl3y85NzBc9eTH7q+g0yVw1JSLoWj8DGVKcbwkdcqpxxMPbdiRfnZo8NLY8pLYsrnxsdYz4bO/X53UmhRRsamUHj4c7YCW+yTVzdbhwy5atVfSUjY/Dm3fvQJK1cxfjNISYv/IGMaluCl85KPR5wHe6XxwPkRz7/bUPZ8w9EdMWMaYkai1H2ocl9l9fAjTTExTeVzY6rPxJh2n03JSEa7M0yh+OFP00V86gVZrw5J1ld8X51wwrS+wrL+hNVaMX40flLiX8i+Medt8etDKZsIJHr30qXKg6FNY1IqQdEpaMq+JjBYNByeGeSmlOdWhx5PSknedDapOnnTblMGPPzpE4oh16ETQ64Ywf98vj75exDTMvrqVRibHGw/kxHqNyX7/q3hBt6YTL6OB+WIazBZAiRsMpedX3FtzLmmfQ0jMWQ5gSw/Ulp6pDwXgYc9Y6011lpjSjYlZ5CHP2RxiZ58sgIMdsjVq9YKmDJRAoGEpyW0+A+yr/H6kkfeGmEkT2MfaiD2ikDNcHRtxbtjmq5V8pCpKLUkphSGZW7T7rnHN5XEVxcV1ZpK1sNWSMZ6YyheXaJ1fU6YQMmSMn1ZApgsQEJ0IEAO88d6kh6uS264vuR6A3id5AcferAS7HUYjEmw1wZj+PNjKtG+kSOpkqlo+JHq2try8tKiktLa6jPxKY1nkqqrk5JKkjMuNoXjNTQCNa1l6zabrlRUX0nQFxHIBCMfB/kRsm9yE2oq+hgcD2g5ohIgH0xJASlTYKakjyrLpxytBMjy4cMPGo2VlaVzK5Fx0/H4UGs8DM2kjFp4+LOJbBRYARIeBZk2DxlSZkTJCQkV6Cr4WRrvJST4E1KydCYBbHgT2OylS+IVl2g3ne73CBuU9AQT2w/BI5OfMlkMlAyWGwCQtl0QtuB68OAP9AGXaF0pQ4kXJBJKiknDPFyuCEL6VUnpgotKOUK6eOafGfCBj0hL55Q2OU/Ao1pa/A7JP99iUtIdAukWgSAljmGdU9IYj8wmgpwiUf05JnGULoIUlpWyBuuMUmqyUk5eSr9CYnt1JqV4t0disC4oeTF5TDw++QHqZ0hHB0v3mUW+xyUlGZhMTBsmM1veeJ/0L6SdlK4NVlhb8uOS3/URKEWYNkEBteMhN43wsvztBy+/OKLDbxPERntbqkq8/ebgjo5dvf/3giO8/65ivqlCKkaqVhqqKqkqqaAeUM1VQWK5bKqqpKqkgnpANVcFiaU6HtVcVXNVTA8ER4G5Riumud41tHvjwNONJd59VzHfmoGgBCumuV42tAShOi+/qpyvBSOUrZzWetvSusYob7+qnO9l65TTVq9bGpXp9VfVL7Z/D/z2s86tlc8+++zy5ctPPfXUt7T8iMsoVmaPms2XF4SyaNRd7d9yD/6F+1tDvPwUUI3CKMCwaNF3373yynPP/f73Lz7++OMfffRvjz322IcffvgTKHdB+RLKO+/0f6f/R//0kID5+D8VJJUSK8lL+Q4uCoT8Fo9Ae3MFewVztUHehSmpvSoQ8jK4GjcgiZI85YsKM9fPpJCLeMcjVpJ6Hl5KEFNJkF9/3bnzZ9i92pTEkK+Ad8Xu9SPqXsWDkkj55ZdKgrwfJhgCSeYQPA06zCHiSUSYRr78vXLM9TKG7Cw3UTrYK3Owd315l7KUfPsY+nOXy9/qkfGN2bOPrUTGbcfQsT+98sUxZLzN7FUkJR2W2P0oSknj151Xvn35/re//b9Pts1G989ejr5e9Mc3Xjl2+7lfG39LYx7xqKRaQlEQZOf7377cedvvLv/56x9/fOPt2ej/Znc5tmjRypVffNKlS5eS24+/SFyPWEpey+eUMyY7r4QxCZAI3Ou2Y7PRbAbZxXiMO3YM26tIShr2kJnkJ3cpCRI7HoD8pMuPo1bePwrNfqHL77CSf/oEQvRtX7woGpUkTLdxKhDy9ifbbv/51wAJSr4AkN8de7vLbQu/EhGGJYthsZxKgty2rXPnr9/ofPn27/7YZdTslaNe+PUbixZ16fLdn1Yee/sLgOQNljkfm5ivKGhMsrXm5csk5hnFwgG8pnwOrykJJfE9AiWzWSVCwp4AjexsC2e6cqZS8pR4YOLykw8VCGmL7Cgk2x5wpPyQx1QgJI7sJFLSKJ03WKylICbF/E55Y1IUpIuidDlKWJU8plRIOymlWvJiEgcERYmQnWFHUrRnJxmW1PsIlNTRKhISux6RlGxZKZpIGCYemrgsUuCYxPMl3WLGe8z8JjPdZRbvNPM7zqO+DSzI7u4XvdXtzxZ6sL0dWB9Vj7gElh7et0ZV0vu+C6xvqkoGlh7et0ZV0vu+C6xvqkoGlh7et0ZV0vu+C6xvqkr6XY/uA31STtf5pJqBA9ulQ3xUq6/M1UfNsesqH9WqQnpggj7qc1VJD/pc+lHVXD3oOtVcPegs6Ud91HWquXqggI/6XPWuHvS56l297izVXP3ddap39UCBdjDXTEOngZ1i237xMTs2OGJGdw9YnH8UWjKwU3DbmyOtPaqxrm4gim1z67JRXR1q+5W0KKjmNJrR5ubYVdAdbrD6wEKi8E3YtvdVJx1U4/tbw/iebrQPeg5a54O+6hQLzTH4oDn2AQ9q9EWl0Dpf9FWnge1ya9iAfPPCuYG+udIc3T63hut8M86jfdNXnera5dawryr1UT1t6fKunhWZYfq+Z7V0dVKNNsynRSv6J1q+ufe1155++jfduk2fPu1Xv3hi0qRx49b06rW6R49Vu6ZO7dp1wuKePceOzVq6dPLkZ55Z+PLTMpC9F7zGVzPNVs1qvpoJpJqsrKX7cS1Oq8ksnpgpW2bw5auvvtLQwnpk8OBBtPQTSlxcVFRUWJiopd0XEEDSMKDDrQI2aBNu0uTJ0KB5r7765j33PPzw+++/94c/TJeBnPUAXw30ElSzepWtGgAj1bxJq3nPeTWxMzNZ8x3+IDyMhqEQkKgoLS2JuDyKS39aOvWPagVyF4Ucm0W6XQz5XiuQICI2Bbu+4iGFvnJajU8h+ztAPi1WcjU2Uwa5dD+BFDQAEdxVUmoQfF+9CUpii3BWTQdCgr0ySLBXPA4XvixICc17v3VIweptfcVXQ+1VphpPIYm9MnN1tNf+cRJz/eZpm5LjsMchDmcxHpTYTbBByTevm/yYdG4QfF9Rs3dRjVeQsoPSDnIBdq3Tp03DjoeMJqnL4KWkzXu4NUhSDfHOuK8mkL5iY5u5HrlqPIPsJ+d5eNfTT+p4XsOQ2L3auwxmrwvn3cGjElPe4xJSpq9oNc9svNX770RKmWrEkNnZUg870cKFcYOzs0UzRVwcNyO4sapAp21pYf61QC9ysFJIMFeYQ+jkRpw/G5Q2DdLRq9jScPvukVeS7yube6WDkpn9HdOtU41/h1rkqhFDbtkihTRbwsKWD16+XDQfxlW1xFXptK+3aKuqEtkksnWijdIOErcOT5T1ADnnr71u7t17c+rUxYfze4/NWpuTc+cZWOPg8UQw33QNCdX8Zc4Tk9bU9+oVtPfQgaldNxzKTx87duPG7el16S+/rL/johp7SHN3LGdexJYCsybCUjjYTCBjly+PJVNlnClzhl7/+oxggNQmGqqe1SQmmqmUZLZ0gCQuYxoCyLT6m8a9e40DpoaE5F84NTa97sIpcP8IPCzD/I2s42F9VZ/2i0njUK/DkXtn7dm1Yc+pfOP2sfkXLty5tfDlhad6vypfjR1ktqX7Sb1GYzm5xYQ0FqMuDGFIs2m5rpFQBnNxwXV1LQYOQz5rqdp6GlxsI4OEPxwhyaBEMCjT6vfOWt0jKCgnpOviDRfGphvX7ofxhPA8QjBfdQWJ+2p6fRr0FRqXtr1Hj8MDDh3qOiEnZGx+834cV9yp20g7y2k1dpDGPCAsLOY0GjPSmLkwCnkyeFC/mTMx5MyquKiqqigKaflKq91akPgolydQ2kMyDRAMyrT6OcZ/1ASt2rsnrbnZmJ7enIWbhxbCREIw57mAfO03uK/q06ZNmoTWHEaRs27uSrsA1aCe+fkQ+uZwFzYunCdfjRTSDHSaLVDgDxEk4jjOwmHI5VVxcTykoRH+c11VYiJXyKI7RyUhPsf2CpBPpAWtWRN0yHj4UE1QelD6WoDEkyUiQTWUefPkAvRZEKDjsd0NzPWJSWjcmr8GzUI3Qw5BLekAmbU/x9QbR8Ly1UghCy1Ap4uIEEGGgZJGg9lgDsZDUoAEPYNPG6DkJWoHGvgY1t5c7yWLkOnT0V9+MQfVH6oZ12vWoTkXNnTdcGFCejNZOSCydCANbA1yen3k9Cd+isaFHO61OnLOoZqpU9NrFufnj80KSZ9M1jGy1diZq6lQk2cqKDDlaYqZkhjyJMwiy7OxktH6KEFJbV2wVsvlaRPrwPuwWN3OXPFSCyC7/c8/0iIj6/8SGZkWeWDXrD3Ne7ZjSEyJcPNoA+UhaV916wbfD0GT5hjTImtWHQB7/ccAAtmId+1usVqcVWMHWWjiTOBedSbOYoMMC4a/Emvtl2nqRyFBSW1LHVirVptnoYy4OIUEKefUT3sCgp76ILzeuhm0ARaBZDECi0lwP4TzGVeQdGxPr58zDXzPX+vnQC2rcoLwkpSvhq/FWTX2EU+euQBmkMICc56RXz3i1ZYZXA8pekMci3ogtptheB0igmeftUEOksau9zJ7hWFJ4gEaEEylK2a6ZAZMiFqAc7JrSGL2rBqy8O7RAy9O2cIbV4NrcV6N07CuwFhs1utskHSFTCCD9RDa0VUli2ATOXCyPKYjJPOvbDVIl4N40WujxJj7J++f/JrcPLkA+ooPK8j+gmh7gZgE6SwX1TiPXYtPchHCPsBgycK5JdMOMtgAoQ+P6QDJux62b8GaZ6Ok7cMNXNoKJJkqaYRIQ0S6puEpXVXjIkAXUUq3Ouwo+YUXltMO8gGbBo7Ns7WPNDBLHlJSDdsqEiipSUBn0e5yVo17kCJ7JcEdb7DCypIHdQrJb9GQtQgTgQxMrILQwLGtQfIrGmKw9tUAJuV0Vk0rkHTjit+2Em1asWFpT2kPadOA368Tmkc37BgmbqEs5DdQizAqeYuwWWzr1bgJyTbneEqQ0jmlE0g2yUGYTnclxZR8+4ieLiBpX1GLEOyejks8MFurxi1IkNLRYHlKiZiDpVPIggUPPEBlYNM5uI5pvwJYoAX/AcDgiWBCIOVeOe/6jbgaiGKJB5JWg2uRryZ2pot9V7ohK+y+zpgB+6/8BqywBSvsxEJPDJ4hgfx32fJTJ7/5bxnIGhfVOKnHSTWxupm+LAbxDnpmrGw57eQ3iTKQ8rXEFuted/itk2oSXVThxa/cTVfli2en0Ce+Ov3hi4eljnWokO73q6qk+33VTp9UzdX9jlXN1f2+aqdPqubqfseq5up+X7XTJ1Vzdb9jVXN1v6/a6ZOqubrfsaq5ut9X7fHJqCg49N3JF2f/AljJqMbup6NP+yIxTQBDkkPfPklME8iQ+NB3228BBPr2x0CEfJKYJpCV7BTtk1sAgb6R1eiTWwABvlvnG8bAgcz8Bh4V4KcF+HkBLvDMAJ4awHMDeLgBBXb9ycb/9AWez8kBMya7P+DseLbdkWOZc9WtYQcmpOg0rtvHs12QBhAkO6gqHJIkVwiEM+j0XPV78sezlQFpfxKUHOGUnquG09nvyZ2SVAak5MgxPXojPp6Nz+Liw+P/DJDkeDY5r8EuhoiuE7g8nq0QJW03OnYd2DuAXgwh9iockceUilZygfgMekgIhmT2Kjpp7+J4tiKUxJDCGfS0IHJUjF5kIqdAyXUHfHpc8Uqyg3U9DhsjczY0oz05Y5fm7EHNf2eUGPNNuUO9ClHSds3qZuShA2mHe+bsWbt2T87kO81US3J6XPZ4tjIgbffuVvdICxqwB+y1pvedGjjXuGcjo8SYylZSdOwPIIPSYBLJhwKnBpvTFwqns2XPoCtFScG/rk4LOmCEqTJk+/YQmEYa1+LzvOz4uNx5V4VA8vYK8UBa0KpZNUGHLizueeFQes0pcg6Xns6WPZ6tDEh2GZYcxj18c9Wuvc01GyYsXlvTnE8uFPCn0JWtpOQwru0sLj66KRxCBz0VDimWUnrfmh2rJsfHFQ/p4lw1O5y9dL/cUVBljEn+mKpw2JUcUmWns6nRZi3Nkj2DrgxI+3PV7CguuVAgOj6ubCUdThwLB46F09n4+LjCIdlJ+1/BgWX+nRFk/Swcq8bH5GWPZyvDXOnVO+x78H0CcnVFcnocWy0URSv5DZwhh/IAPo/ObzPzG81su/ne1+B/St5cbnE3l5AXz7kCZt+1tV3wtvxehWxL7wXSd1UlA0mNtrRFVbItvRdI31WVDCQ12tIWVcm29F4gfVdVMpDUaEtbVCXb0nuB9F1VyUBSoy1tUZVsS+8F0neVp2RwhMdFN9Djr+Av+Prt9R7oHpEd3DEl20evo/aATfhoh3WwP41chfTGNOS+oyrpy950Updqrr7sYNVcfdmbqrm2c2+q5trOHax6V192sGquvuzNf03vGtUJxmRb0sy4K0EUvpDoi6vx7v6Dos8N1OkidD56kYTLfx4W2rruvsni5DFmNH5xcrTHX/P8C5n4H/LXsrkOtUsKL8degFvjvs9s52ZnR3RU/xp8dP/fTS7JxyABXge5gzrkv50snU/er+BG/2b7ye3gpgX7IMuiG4jwahWDWx9r84ce/g83y/vy/1R/4Y3WHfXDox5xx/4vuYYPV/DZa3f59+7it/eSd+7Cu9zxIe5xzpK60X9qsCFvok9K5sSJmfAmX/uX+Yre3Qs/4tf3fjXRI8jo/6TvM+cz3nSlVyrpPWeSWYllTXtZHrK1FynL5UQTZXqzz4zmkGpKnBkNUqN5Cml/z9nZZW54+cDCjocUp5qSQPbv5B0kf895wgT+ciy5Ncoy18G9/PaGJO/LFnLcuU5y198rJWnmOpypgF2Olb5GAid1e6a9lCQveGcvBbe9+NxlJj8vIIVcW6KEYuwNC7yUQNkhkDYp2w1SyNcoSYDHsqZN7gglnUM6SXLn8Zi0XeY+kANXJ8Q31vH1X5Y1bb9vIM24SN2t08STca9Ha4OrtAbtjAI+8+SzotST3kLCoAxK22UblPTlAyw33D33LPUAskBI8Gb7iYGRTEsWyDRlK1LIbJxQC3IRbH1d26jTIq2BS2Q5UIpbbJQeQ9qy/AWl0ddISF8+QO/lZ3kASVJJkWL7iYfEf+pJChS+SCE5A8meEbw1Kgrh+AlyajEpw04LmdE89q5wFYbPXBcUWQN38icsPoVQyNrJd3pfuEUvrONr+e5BFnDIGIFznWmyjchSiH8qxIlrOA39DaTPIqm0NHnwMjn4BadDxmxNWKEJcRMHBev0XLbRQpJN6VqidIjTcgTy2UbEhSUm6s1CAjhPlRTdWA9Ch6ce3jNhe3PPrJDeS281bt9ou5Y/1i0lQSPIIQVZ6/Ig+VnESZy/joiJsHrwGw2CIVlsLNBs0WvyLMUapNcUGgsmmgoHZ3ODzCgiONYyMxMgoyyx2mBkADEB0mDRJOq7Jz5aXCWkRvMSEs+UQZEwU17IGTBgY3pI/tL8Uyw/Fnn7QE+3IE+eLIbxBlx5hXnmLRz+iUHS32jImARIE8BG6DUI/psuIlsPM6WpwGyBcICaaz8E4QDCFguQ+mcNhkITJPQbSPPeQvEckr+x3isoDabK5qAcY9qpZoC8RW9yk6Rp89yDzNNxIA6GtFj0ejEk/Q0115MRBJbTkb9uWb58OUByBjMnhowTILnT+MOJ2kJOyP/mKaSQlXJNr6DIHrt27dkQsn1xz1P5Wfn5OM8ffy1/sVtKZheAUZoBMgIGHCTqY0oWIA39jTAmsYMthL/CH/ri6JMAaZxo5voNGsSZiZJGyPWClcTJ/HRmrVbTkpho2PoonwDOY0hbupsgNCuoZtbUmpr03ntq1kKGPkJJr+VPcAtyC2cuNuWZLYXZFnMxZwELLMRZszikob8RILfA7y0wRDlzhEUTZomAxFqDsJKDODIm405C1jAe0mA0G7a2aBOrhLRhHpurcGN9zZqbh/emzdo1dUNN2qEBzTnp6TSbGEkO94x7kMByshDsUQc/6PJOZuOfirmT5i1gleQ38ANICG42G/4rWG8xpy/QhE3Uc1sGDy7AmVKjOexd+7XoIMtdVFRVFGQR1Rq2ciCk1pIn5EbzWEnbjXUapbNctnweMPaWha5uKSmNZVr/GxmifA4mceKeOJNDOq08GJJ88QJS/EoQ+6xpJGkalKntCCnJNMVWIi0z7TMwbc2z5X/zFFJIqo73Bxxyw7HXDyxd2j6QTGsW9EhzMMnkmSJiegNpk5JQ0kRb/H11ku1s6a52UVIM6ZA0TD4zmtZTSP7GOrvLTS8581nTaLazLNBzVXtCOhuVLvO/eQVpnzWNXVinbx8gWd16tD+kB/nfPIUUMjY6yZo2wZYcrn0h5aV0mhnNY3O1T+rGJ+ijYsIrM+i9/NXtqiSFdCqlU0pPlaTX8kl+N9vFfPYCWPoWWPK/e11Bxr7u85LnsngGWejutfwW+T3rTHfr8N3nPNpAVz+s9oDaA2oPqD3gbQ/8Pzo/39lZhoa1AAAAAElFTkSuQmCC)

Sample Directory Structure

The following code snippet defines a Path instance and then invokes several methods to obtain information about the path:

// None of these methods requires that the file corresponding

// to the Path exists.

// Microsoft Windows syntax

Path path = Paths.get("C:\\home\\joe\\foo");

// Solaris syntax

Path path = Paths.get("/home/joe/foo");

System.out.format("toString: %s%n", path.toString());

System.out.format("getFileName: %s%n", path.getFileName());

System.out.format("getName(0): %s%n", path.getName(0));

System.out.format("getNameCount: %d%n", path.getNameCount());

System.out.format("subpath(0,2): %s%n", path.subpath(0,2));

System.out.format("getParent: %s%n", path.getParent());

System.out.format("getRoot: %s%n", path.getRoot());

Here is the output for both Windows and the Solaris OS:

|  |  |  |  |
| --- | --- | --- | --- |
| **Method Invoked** | **Returns in the Solaris OS** | **Returns in Microsoft Windows** | **Comment** |
| toString | /home/joe/foo | C:\home\joe\foo | Returns the string representation of the Path. If the path was created using Filesystems.getDefault().getPath(String) or Paths.get (the latter is a convenience method for getPath), the method performs minor syntactic cleanup. For example, in a UNIX operating system, it will correct the input string //home/joe/foo to /home/joe/foo. |
| getFileName | foo | foo | Returns the file name or the last element of the sequence of name elements. |
| getName(0) | home | home | Returns the path element corresponding to the specified index. The 0th element is the path element closest to the root. |
| getNameCount | 3 | 3 | Returns the number of elements in the path. |
| subpath(0,2) | home/joe | home\joe | Returns the subsequence of the Path (not including a root element) as specified by the beginning and ending indexes. |
| getParent | /home/joe | \home\joe | Returns the path of the parent directory. |
| getRoot | / | C:\ | Returns the root of the path. |

The previous example shows the output for an absolute path. In the following example, a relative path is specified:

// Solaris syntax

Path path = Paths.get("sally/bar");

or

// Microsoft Windows syntax

Path path = Paths.get("sally\\bar");

Here is the output for Windows and the Solaris OS:

|  |  |  |
| --- | --- | --- |
| **Method Invoked** | **Returns in the Solaris OS** | **Returns in Microsoft Windows** |
| toString | sally/bar | sally\bar |
| getFileName | bar | bar |
| getName(0) | sally | sally |
| getNameCount | 2 | 2 |
| subpath(0,1) | sally | sally |
| getParent | sally | sally |
| getRoot | null | null |

## Removing Redundancies From a Path

Many file systems use "." notation to denote the current directory and ".." to denote the parent directory. You might have a situation where a Path contains redundant directory information. Perhaps a server is configured to save its log files in the "/dir/logs/." directory, and you want to delete the trailing "/." notation from the path.

The following examples both include redundancies:

/home/./joe/foo

/home/sally/../joe/foo

The normalize method removes any redundant elements, which includes any "." or "directory/.." occurrences. Both of the preceding examples normalize to /home/joe/foo.

It is important to note that normalize doesn't check at the file system when it cleans up a path. It is a purely syntactic operation. In the second example, if sally were a symbolic link, removing sally/.. might result in a Path that no longer locates the intended file.

To clean up a path while ensuring that the result locates the correct file, you can use the toRealPath method. This method is described in the next section, [Converting a Path](https://docs.oracle.com/javase/tutorial/essential/io/pathOps.html#convert#convert).

## Converting a Path

You can use three methods to convert the Path. If you need to convert the path to a string that can be opened from a browser, you can use [toUri](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#toUri--). For example:

Path p1 = Paths.get("/home/logfile");

// Result is **file:///home/logfile**

System.out.format("%s%n", p1.toUri());

The [toAbsolutePath](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#toAbsolutePath--) method converts a path to an absolute path. If the passed-in path is already absolute, it returns the same Path object. The toAbsolutePath method can be very helpful when processing user-entered file names. For example:

public class FileTest {

public static void main(String[] args) {

if (args.length < 1) {

System.out.println("usage: FileTest file");

System.exit(-1);

}

// Converts the input string to a Path object.

Path inputPath = Paths.get(args[0]);

**// Converts the input Path**

**// to an absolute path.**

**// Generally, this means prepending**

**// the current working**

**// directory. If this example**

**// were called like this:**

**// java FileTest foo**

**// the getRoot and getParent methods**

**// would return null**

**// on the original "inputPath"**

**// instance. Invoking getRoot and**

**// getParent on the "fullPath"**

**// instance returns expected values.**

**Path fullPath = inputPath.toAbsolutePath();**

}

}

The toAbsolutePath method converts the user input and returns a Path that returns useful values when queried. The file does not need to exist for this method to work.

The [toRealPath](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#toRealPath-java.nio.file.LinkOption...-) method returns the real path of an existing file. This method performs several operations in one:

* If true is passed to this method and the file system supports symbolic links, this method resolves any symbolic links in the path.
* If the Path is relative, it returns an absolute path.
* If the Path contains any redundant elements, it returns a path with those elements removed.

This method throws an exception if the file does not exist or cannot be accessed. You can catch the exception when you want to handle any of these cases. For example:

try {

Path fp = path.toRealPath();

} catch (NoSuchFileException x) {

System.err.format("%s: no such" + " file or directory%n", path);

// Logic for case when file doesn't exist.

} catch (IOException x) {

System.err.format("%s%n", x);

// Logic for other sort of file error.

}

## Joining Two Paths

You can combine paths by using the resolve method. You pass in a partial path , which is a path that does not include a root element, and that partial path is appended to the original path.

For example, consider the following code snippet:

// Solaris

Path p1 = Paths.get("/home/joe/foo");

// Result is **/home/joe/foo/bar**

System.out.format("%s%n", p1.resolve("bar"));

or

// Microsoft Windows

Path p1 = Paths.get("C:\\home\\joe\\foo");

// Result is **C:\home\joe\foo\bar**

System.out.format("%s%n", p1.resolve("bar"));

Passing an absolute path to the resolve method returns the passed-in path:

// Result is **/home/joe**

Paths.get("foo").resolve("/home/joe");

## Creating a Path Between Two Paths

A common requirement when you are writing file I/O code is the capability to construct a path from one location in the file system to another location. You can meet this using the relativize method. This method constructs a path originating from the original path and ending at the location specified by the passed-in path. The new path is relative to the original path.

For example, consider two relative paths defined as joe and sally:

Path p1 = Paths.get("joe");

Path p2 = Paths.get("sally");

In the absence of any other information, it is assumed that joe and sally are siblings, meaning nodes that reside at the same level in the tree structure. To navigate from joe to sally, you would expect to first navigate one level up to the parent node and then down to sally:

// Result is **../sally**

Path p1\_to\_p2 = p1.relativize(p2);

// Result is **../joe**

Path p2\_to\_p1 = p2.relativize(p1);

Consider a slightly more complicated example:

Path p1 = Paths.get("home");

Path p3 = Paths.get("home/sally/bar");

// Result is **sally/bar**

Path p1\_to\_p3 = p1.relativize(p3);

// Result is **../..**

Path p3\_to\_p1 = p3.relativize(p1);

In this example, the two paths share the same node, home. To navigate from home to bar, you first navigate one level down to sally and then one more level down to bar. Navigating from bar to home requires moving up two levels.

A relative path cannot be constructed if only one of the paths includes a root element. If both paths include a root element, the capability to construct a relative path is system dependent.

The recursive [Copy](https://docs.oracle.com/javase/tutorial/essential/io/examples/Copy.java) example uses the relativize and resolve methods.

## Comparing Two Paths

The Path class supports [equals](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#equals-java.lang.Object-), enabling you to test two paths for equality. The [startsWith](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#startsWith-java.nio.file.Path-) and [endsWith](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#endsWith-java.nio.file.Path-) methods enable you to test whether a path begins or ends with a particular string. These methods are easy to use. For example:

Path path = ...;

Path otherPath = ...;

Path beginning = Paths.get("/home");

Path ending = Paths.get("foo");

if (path.equals(otherPath)) {

// equality logic here

} else if (path.startsWith(beginning)) {

// path begins with "/home"

} else if (path.endsWith(ending)) {

// path ends with "foo"

}

The Path class implements the [Iterable](http://docs.oracle.com/javase/8/docs/api/java/lang/Iterable.html) interface. The [iterator](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Path.html#iterator--) method returns an object that enables you to iterate over the name elements in the path. The first element returned is that closest to the root in the directory tree. The following code snippet iterates over a path, printing each name element:

Path path = ...;

for (Path name: path) {

System.out.println(name);

}

The Path class also implements the [Comparable](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html) interface. You can compare Path objects by using compareTo which is useful for sorting.

You can also put Path objects into a Collection. See the [Collections](https://docs.oracle.com/javase/tutorial/collections/index.html) trail for more information about this powerful feature.

When you want to verify that two Path objects locate the same file, you can use the isSameFile method, as described in [Checking Whether Two Paths Locate the Same File](https://docs.oracle.com/javase/tutorial/essential/io/check.html#same).

# File Operations

The [Files](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html) class is the other primary entrypoint of the java.nio.file package. This class offers a rich set of static methods for reading, writing, and manipulating files and directories. The Files methods work on instances of Path objects. Before proceeding to the remaining sections, you should familiarize yourself with the following common concepts:

* [Releasing System Resources](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#resources#resources)
* [Catching Exceptions](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#exception#exception)
* [Varargs](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#varargs#varargs)
* [Atomic Operations](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#atomic#atomic)
* [Method Chaining](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#chaining#chaining)
* [What Is a Glob?](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#glob#glob)
* [Link Awareness](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#linkaware#linkaware)

## Releasing System Resources

Many of the resources that are used in this API, such as streams or channels, implement or extend the [java.io.Closeable](http://docs.oracle.com/javase/8/docs/api/java/io/Closeable.html) interface. A requirement of a Closeable resource is that the close method must be invoked to release the resource when no longer required. Neglecting to close a resource can have a negative implication on an application's performance. The try-with-resources statement, described in the next section, handles this step for you.

## Catching Exceptions

With file I/O, unexpected conditions are a fact of life: a file exists (or doesn't exist) when expected, the program doesn't have access to the file system, the default file system implementation does not support a particular function, and so on. Numerous errors can be encountered.

All methods that access the file system can throw an IOException. It is best practice to catch these exceptions by embedding these methods into a try-with-resources statement, introduced in the Java SE 7 release. The try-with-resources statement has the advantage that the compiler automatically generates the code to close the resource(s) when no longer required. The following code shows how this might look:

Charset charset = Charset.forName("US-ASCII");

String s = ...;

try (BufferedWriter writer = Files.newBufferedWriter(file, charset)) {

writer.write(s, 0, s.length());

} catch (IOException x) {

System.err.format("IOException: %s%n", x);

}

For more information, see [The try-with-resources Statement](https://docs.oracle.com/javase/tutorial/essential/exceptions/tryResourceClose.html).

Alternatively, you can embed the file I/O methods in a try block and then catch any exceptions in a catch block. If your code has opened any streams or channels, you should close them in a finally block. The previous example would look something like the following using the try-catch-finally approach:

Charset charset = Charset.forName("US-ASCII");

String s = ...;

BufferedWriter writer = null;

try {

writer = Files.newBufferedWriter(file, charset);

writer.write(s, 0, s.length());

} catch (IOException x) {

System.err.format("IOException: %s%n", x);

} finally {

if (writer != null) writer.close();

}

For more information, see [Catching and Handling Exceptions](https://docs.oracle.com/javase/tutorial/essential/exceptions/handling.html).

In addition to IOException, many specific exceptions extend [FileSystemException](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystemException.html). This class has some useful methods that return the file involved [(getFile)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystemException.html#getFile--), the detailed message string [(getMessage)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystemException.html#getMessage--), the reason why the file system operation failed [(getReason)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystemException.html#getReason--), and the "other" file involved, if any [(getOtherFile)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystemException.html#getOtherFile--).

The following code snippet shows how the getFile method might be used:

try (...) {

...

} catch (NoSuchFileException x) {

System.err.format("%s does not exist\n", x.getFile());

}

For purposes of clarity, the file I/O examples in this lesson may not show exception handling, but your code should always include it.

## Varargs

Several Files methods accept an arbitrary number of arguments when flags are specified. For example, in the following method signature, the ellipses notation after the CopyOption argument indicates that the method accepts a variable number of arguments, or varargs, as they are typically called:

Path Files.move(Path, Path, **CopyOption...**)

When a method accepts a varargs argument, you can pass it a comma-separated list of values or an array (CopyOption[]) of values.

In the move example, the method can be invoked as follows:

import static java.nio.file.StandardCopyOption.\*;

Path source = ...;

Path target = ...;

Files.move(source,

target,

REPLACE\_EXISTING,

ATOMIC\_MOVE);

For more information about varargs syntax, see [Arbitrary Number of Arguments](https://docs.oracle.com/javase/tutorial/java/javaOO/arguments.html#varargs).

## Atomic Operations

Several Files methods, such as move, can perform certain operations atomically in some file systems.

An atomic file operation is an operation that cannot be interrupted or "partially" performed. Either the entire operation is performed or the operation fails. This is important when you have multiple processes operating on the same area of the file system, and you need to guarantee that each process accesses a complete file.

## Method Chaining

Many of the file I/O methods support the concept of method chaining.

You first invoke a method that returns an object. You then immediately invoke a method on that object, which returns yet another object, and so on. Many of the I/O examples use the following technique:

String value = Charset.defaultCharset().decode(buf).toString();

UserPrincipal group =

file.getFileSystem().getUserPrincipalLookupService().

lookupPrincipalByName("me");

This technique produces compact code and enables you to avoid declaring temporary variables that you don't need.

## What Is a Glob?

Two methods in the Files class accept a glob argument, but what is a glob?

You can use glob syntax to specify pattern-matching behavior.

A glob pattern is specified as a string and is matched against other strings, such as directory or file names. Glob syntax follows several simple rules:

* An asterisk, \*, matches any number of characters (including none).
* Two asterisks, \*\*, works like \* but crosses directory boundaries. This syntax is generally used for matching complete paths.
* A question mark, ?, matches exactly one character.
* Braces specify a collection of subpatterns. For example:
  + {sun,moon,stars} matches "sun", "moon", or "stars".
  + {temp\*,tmp\*} matches all strings beginning with "temp" or "tmp".
* Square brackets convey a set of single characters or, when the hyphen character (-) is used, a range of characters. For example:
  + [aeiou] matches any lowercase vowel.
  + [0-9] matches any digit.
  + [A-Z] matches any uppercase letter.
  + [a-z,A-Z] matches any uppercase or lowercase letter.

Within the square brackets, \*, ?, and \ match themselves.

* All other characters match themselves.
* To match \*, ?, or the other special characters, you can escape them by using the backslash character, \. For example: \\ matches a single backslash, and \? matches the question mark.

Here are some examples of glob syntax:

* \*.html – Matches all strings that end in .html
* ??? – Matches all strings with exactly three letters or digits
* \*[0-9]\* – Matches all strings containing a numeric value
* \*.{htm,html,pdf} – Matches any string ending with .htm, .html or .pdf
* a?\*.java – Matches any string beginning with a, followed by at least one letter or digit, and ending with .java
* {foo\*,\*[0-9]\*} – Matches any string beginning with foo or any string containing a numeric value

**Note:** If you are typing the glob pattern at the keyboard and it contains one of the special characters, you must put the pattern in quotes ("\*"), use the backslash (\\*), or use whatever escape mechanism is supported at the command line.

The glob syntax is powerful and easy to use. However, if it is not sufficient for your needs, you can also use a regular expression. For more information, see the [Regular Expressions](https://docs.oracle.com/javase/tutorial/essential/regex/index.html) lesson.

For more information about the glob sytnax, see the API specification for the [getPathMatcher](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystem.html#getPathMatcher-java.lang.String-) method in the FileSystem class.

## Link Awareness

The Files class is "link aware." Every Files method either detects what to do when a symbolic link is encountered, or it provides an option enabling you to configure the behavior when a symbolic link is encountered.

# Checking a File or Directory

You have a Path instance representing a file or directory, but does that file exist on the file system? Is it readable? Writable? Executable?

## Verifying the Existence of a File or Directory

The methods in the Path class are syntactic, meaning that they operate on the Path instance. But eventually you must access the file system to verify that a particular Path exists, or does not exist. You can do so with the [exists(Path, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#exists-java.nio.file.Path-java.nio.file.LinkOption...-) and the [notExists(Path, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#notExists-java.nio.file.Path-java.nio.file.LinkOption...-) methods. Note that !Files.exists(path) is not equivalent to Files.notExists(path). When you are testing a file's existence, three results are possible:

* The file is verified to exist.
* The file is verified to not exist.
* The file's status is unknown. This result can occur when the program does not have access to the file.

If both exists and notExists return false, the existence of the file cannot be verified.

## Checking File Accessibility

To verify that the program can access a file as needed, you can use the [isReadable(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isReadable-java.nio.file.Path-), [isWritable(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isWritable-java.nio.file.Path-), and [isExecutable(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isExecutable-java.nio.file.Path-) methods.

The following code snippet verifies that a particular file exists and that the program has the ability to execute the file.

Path file = ...;

boolean isRegularExecutableFile = Files.isRegularFile(file) &

Files.isReadable(file) & Files.isExecutable(file);

**Note:** Once any of these methods completes, there is no guarantee that the file can be accessed. A common security flaw in many applications is to perform a check and then access the file. For more information, use your favorite search engine to look up TOCTTOU (pronounced TOCK-too).

## Checking Whether Two Paths Locate the Same File

When you have a file system that uses symbolic links, it is possible to have two different paths that locate the same file. The [isSameFile(Path, Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isSameFile-java.nio.file.Path-java.nio.file.Path-) method compares two paths to determine if they locate the same file on the file system. For example:

Path p1 = ...;

Path p2 = ...;

if (Files.isSameFile(p1, p2)) {

// Logic when the paths locate the same file

}

# Deleting a File or Directory

You can delete files, directories or links. With symbolic links, the link is deleted and not the target of the link. With directories, the directory must be empty, or the deletion fails.

The Files class provides two deletion methods.

The [delete(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#delete-java.nio.file.Path-) method deletes the file or throws an exception if the deletion fails. For example, if the file does not exist a NoSuchFileException is thrown. You can catch the exception to determine why the delete failed as follows:

try {

Files.delete(path);

} catch (NoSuchFileException x) {

System.err.format("%s: no such" + " file or directory%n", path);

} catch (DirectoryNotEmptyException x) {

System.err.format("%s not empty%n", path);

} catch (IOException x) {

// File permission problems are caught here.

System.err.println(x);

}

The [deleteIfExists(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#deleteIfExists-java.nio.file.Path-) method also deletes the file, but if the file does not exist, no exception is thrown. Failing silently is useful when you have multiple threads deleting files and you don't want to throw an exception just because one thread did so first.

# Copying a File or Directory

You can copy a file or directory by using the [copy(Path, Path, CopyOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#copy-java.nio.file.Path-java.nio.file.Path-java.nio.file.CopyOption...-) method. The copy fails if the target file exists, unless the REPLACE\_EXISTING option is specified.

Directories can be copied. However, files inside the directory are not copied, so the new directory is empty even when the original directory contains files.

When copying a symbolic link, the target of the link is copied. If you want to copy the link itself, and not the contents of the link, specify either the NOFOLLOW\_LINKS or REPLACE\_EXISTING option.

This method takes a varargs argument. The following StandardCopyOption and LinkOption enums are supported:

* REPLACE\_EXISTING – Performs the copy even when the target file already exists. If the target is a symbolic link, the link itself is copied (and not the target of the link). If the target is a non-empty directory, the copy fails with the FileAlreadyExistsException exception.
* COPY\_ATTRIBUTES – Copies the file attributes associated with the file to the target file. The exact file attributes supported are file system and platform dependent, but last-modified-time is supported across platforms and is copied to the target file.
* NOFOLLOW\_LINKS – Indicates that symbolic links should not be followed. If the file to be copied is a symbolic link, the link is copied (and not the target of the link).

If you are not familiar with enums, see [Enum Types](https://docs.oracle.com/javase/tutorial/java/javaOO/enum.html).

The following shows how to use the copy method:

import static java.nio.file.StandardCopyOption.\*;

...

Files.copy(source, target, REPLACE\_EXISTING);

In addition to file copy, the Files class also defines methods that may be used to copy between a file and a stream. The [copy(InputStream, Path, CopyOptions...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#copy-java.io.InputStream-java.nio.file.Path-java.nio.file.CopyOption...-) method may be used to copy all bytes from an input stream to a file. The [copy(Path, OutputStream)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#copy-java.nio.file.Path-java.io.OutputStream-) method may be used to copy all bytes from a file to an output stream.

The [Copy](https://docs.oracle.com/javase/tutorial/essential/io/examples/Copy.java) example uses the copy and Files.walkFileTree methods to support a recursive copy. See [Walking the File Tree](https://docs.oracle.com/javase/tutorial/essential/io/walk.html) for more information.

# Moving a File or Directory

You can move a file or directory by using the [move(Path, Path, CopyOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#move-java.nio.file.Path-java.nio.file.Path-java.nio.file.CopyOption...-) method. The move fails if the target file exists, unless the REPLACE\_EXISTING option is specified.

Empty directories can be moved. If the directory is not empty, the move is allowed when the directory can be moved without moving the contents of that directory. On UNIX systems, moving a directory within the same partition generally consists of renaming the directory. In that situation, this method works even when the directory contains files.

This method takes a varargs argument – the following StandardCopyOption enums are supported:

* REPLACE\_EXISTING – Performs the move even when the target file already exists. If the target is a symbolic link, the symbolic link is replaced but what it points to is not affected.
* ATOMIC\_MOVE – Performs the move as an atomic file operation. If the file system does not support an atomic move, an exception is thrown. With an ATOMIC\_MOVE you can move a file into a directory and be guaranteed that any process watching the directory accesses a complete file.

The following shows how to use the move method:

import static java.nio.file.StandardCopyOption.\*;

...

Files.move(source, target, REPLACE\_EXISTING);

Though you can implement the move method on a single directory as shown, the method is most often used with the file tree recursion mechanism. For more information, see [Walking the File Tree](https://docs.oracle.com/javase/tutorial/essential/io/walk.html).

# Managing Metadata (File and File Store Attributes)

The definition of metadata is "data about other data." With a file system, the data is contained in its files and directories, and the metadata tracks information about each of these objects: Is it a regular file, a directory, or a link? What is its size, creation date, last modified date, file owner, group owner, and access permissions?

A file system's metadata is typically referred to as its file attributes. The Files class includes methods that can be used to obtain a single attribute of a file, or to set an attribute.

|  |  |
| --- | --- |
| **Methods** | **Comment** |
| [size(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#size-java.nio.file.Path-) | Returns the size of the specified file in bytes. |
| [isDirectory(Path, LinkOption)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isDirectory-java.nio.file.Path-java.nio.file.LinkOption...-) | Returns true if the specified Path locates a file that is a directory. |
| [isRegularFile(Path, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isRegularFile-java.nio.file.Path-java.nio.file.LinkOption...-) | Returns true if the specified Path locates a file that is a regular file. |
| [isSymbolicLink(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isSymbolicLink-java.nio.file.Path-) | Returns true if the specified Path locates a file that is a symbolic link. |
| [isHidden(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isHidden-java.nio.file.Path-) | Returns true if the specified Path locates a file that is considered hidden by the file system. |
| [getLastModifiedTime(Path, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#getLastModifiedTime-java.nio.file.Path-java.nio.file.LinkOption...-) [setLastModifiedTime(Path, FileTime)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#setLastModifiedTime-java.nio.file.Path-java.nio.file.attribute.FileTime-) | Returns or sets the specified file's last modified time. |
| [getOwner(Path, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#getOwner-java.nio.file.Path-java.nio.file.LinkOption...-) [setOwner(Path, UserPrincipal)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#setOwner-java.nio.file.Path-java.nio.file.attribute.UserPrincipal-) | Returns or sets the owner of the file. |
| [getPosixFilePermissions(Path, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#getPosixFilePermissions-java.nio.file.Path-java.nio.file.LinkOption...-) [setPosixFilePermissions(Path, Set<PosixFilePermission>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#setPosixFilePermissions-java.nio.file.Path-java.util.Set-) | Returns or sets a file's POSIX file permissions. |
| [getAttribute(Path, String, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#getAttribute-java.nio.file.Path-java.lang.String-java.nio.file.LinkOption...-) [setAttribute(Path, String, Object, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#setAttribute-java.nio.file.Path-java.lang.String-java.lang.Object-java.nio.file.LinkOption...-) | Returns or sets the value of a file attribute. |

If a program needs multiple file attributes around the same time, it can be inefficient to use methods that retrieve a single attribute. Repeatedly accessing the file system to retrieve a single attribute can adversely affect performance. For this reason, the Files class provides two readAttributes methods to fetch a file's attributes in one bulk operation.

|  |  |
| --- | --- |
| **Method** | **Comment** |
| [readAttributes(Path, String, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#readAttributes-java.nio.file.Path-java.lang.String-java.nio.file.LinkOption...-) | Reads a file's attributes as a bulk operation. The String parameter identifies the attributes to be read. |
| [readAttributes(Path, Class<A>, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#readAttributes-java.nio.file.Path-java.lang.Class-java.nio.file.LinkOption...-) | Reads a file's attributes as a bulk operation. The Class<A> parameter is the type of attributes requested and the method returns an object of that class. |

Before showing examples of the readAttributes methods, it should be mentioned that different file systems have different notions about which attributes should be tracked. For this reason, related file attributes are grouped together into views. A view maps to a particular file system implementation, such as POSIX or DOS, or to a common functionality, such as file ownership.

The supported views are as follows:

* [BasicFileAttributeView](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/BasicFileAttributeView.html) – Provides a view of basic attributes that are required to be supported by all file system implementations.
* [DosFileAttributeView](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/DosFileAttributeView.html) – Extends the basic attribute view with the standard four bits supported on file systems that support the DOS attributes.
* [PosixFileAttributeView](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/PosixFileAttributeView.html) – Extends the basic attribute view with attributes supported on file systems that support the POSIX family of standards, such as UNIX. These attributes include file owner, group owner, and the nine related access permissions.
* [FileOwnerAttributeView](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/FileOwnerAttributeView.html) – Supported by any file system implementation that supports the concept of a file owner.
* [AclFileAttributeView](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/AclFileAttributeView.html) – Supports reading or updating a file's Access Control Lists (ACL). The NFSv4 ACL model is supported. Any ACL model, such as the Windows ACL model, that has a well-defined mapping to the NFSv4 model might also be supported.
* [UserDefinedFileAttributeView](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/UserDefinedFileAttributeView.html) – Enables support of metadata that is user defined. This view can be mapped to any extension mechanisms that a system supports. In the Solaris OS, for example, you can use this view to store the MIME type of a file.

A specific file system implementation might support only the basic file attribute view, or it may support several of these file attribute views. A file system implementation might support other attribute views not included in this API.

In most instances, you should not have to deal directly with any of the FileAttributeView interfaces. (If you do need to work directly with the FileAttributeView, you can access it via the [getFileAttributeView(Path, Class<V>, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#getFileAttributeView-java.nio.file.Path-java.lang.Class-java.nio.file.LinkOption...-) method.)

The readAttributes methods use generics and can be used to read the attributes for any of the file attributes views. The examples in the rest of this page use the readAttributes methods.

The remainder of this section covers the following topics:

* [Basic File Attributes](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#basic#basic)
* [Setting Time Stamps](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#time#time)
* [DOS File Attributes](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#dos#dos)
* [POSIX File Permissions](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#posix#posix)
* [Setting a File or Group Owner](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#lookup#lookup)
* [User-Defined File Attributes](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#user#user)
* [File Store Attributes](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#store#store)

## Basic File Attributes

As mentioned previously, to read the basic attributes of a file, you can use one of the Files.readAttributes methods, which reads all the basic attributes in one bulk operation. This is far more efficient than accessing the file system separately to read each individual attribute. The varargs argument currently supports the [LinkOption](http://docs.oracle.com/javase/8/docs/api/java/nio/file/LinkOption.html) enum, NOFOLLOW\_LINKS. Use this option when you do not want symbolic links to be followed.

**A word about time stamps:** The set of basic attributes includes three time stamps: creationTime, lastModifiedTime, and lastAccessTime. Any of these time stamps might not be supported in a particular implementation, in which case the corresponding accessor method returns an implementation-specific value. When supported, the time stamp is returned as an [FileTime](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/FileTime.html) object.

The following code snippet reads and prints the basic file attributes for a given file and uses the methods in the [BasicFileAttributes](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/BasicFileAttributes.html) class.

Path file = ...;

BasicFileAttributes attr = Files.readAttributes(file, BasicFileAttributes.class);

System.out.println("creationTime: " + attr.creationTime());

System.out.println("lastAccessTime: " + attr.lastAccessTime());

System.out.println("lastModifiedTime: " + attr.lastModifiedTime());

System.out.println("isDirectory: " + attr.isDirectory());

System.out.println("isOther: " + attr.isOther());

System.out.println("isRegularFile: " + attr.isRegularFile());

System.out.println("isSymbolicLink: " + attr.isSymbolicLink());

System.out.println("size: " + attr.size());

In addition to the accessor methods shown in this example, there is a fileKey method that returns either an object that uniquely identifies the file or null if no file key is available.

## Setting Time Stamps

The following code snippet sets the last modified time in milliseconds:

Path file = ...;

BasicFileAttributes attr =

Files.readAttributes(file, BasicFileAttributes.class);

long currentTime = System.currentTimeMillis();

FileTime ft = FileTime.fromMillis(currentTime);

Files.setLastModifiedTime(file, ft);

}

## DOS File Attributes

DOS file attributes are also supported on file systems other than DOS, such as Samba. The following snippet uses the methods of the [DosFileAttributes](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/DosFileAttributes.html) class.

Path file = ...;

try {

DosFileAttributes attr =

Files.readAttributes(file, DosFileAttributes.class);

System.out.println("isReadOnly is " + attr.isReadOnly());

System.out.println("isHidden is " + attr.isHidden());

System.out.println("isArchive is " + attr.isArchive());

System.out.println("isSystem is " + attr.isSystem());

} catch (UnsupportedOperationException x) {

System.err.println("DOS file" +

" attributes not supported:" + x);

}

However, you can set a DOS attribute using the [setAttribute(Path, String, Object, LinkOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#setAttribute-java.nio.file.Path-java.lang.String-java.lang.Object-java.nio.file.LinkOption...-) method, as follows:

Path file = ...;

Files.setAttribute(file, "dos:hidden", true);

## POSIX File Permissions

POSIX is an acronym for Portable Operating System Interface for UNIX and is a set of IEEE and ISO standards designed to ensure interoperability among different flavors of UNIX. If a program conforms to these POSIX standards, it should be easily ported to other POSIX-compliant operating systems.

Besides file owner and group owner, POSIX supports nine file permissions: read, write, and execute permissions for the file owner, members of the same group, and "everyone else."

The following code snippet reads the POSIX file attributes for a given file and prints them to standard output. The code uses the methods in the [PosixFileAttributes](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/PosixFileAttributes.html) class.

Path file = ...;

PosixFileAttributes attr =

Files.readAttributes(file, PosixFileAttributes.class);

System.out.format("%s %s %s%n",

attr.owner().getName(),

attr.group().getName(),

PosixFilePermissions.toString(attr.permissions()));

The [PosixFilePermissions](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/PosixFilePermissions.html) helper class provides several useful methods, as follows:

* The toString method, used in the previous code snippet, converts the file permissions to a string (for example, rw-r--r--).
* The fromString method accepts a string representing the file permissions and constructs a Set of file permissions.
* The asFileAttribute method accepts a Set of file permissions and constructs a file attribute that can be passed to the Path.createFile or Path.createDirectory method.

The following code snippet reads the attributes from one file and creates a new file, assigning the attributes from the original file to the new file:

Path sourceFile = ...;

Path newFile = ...;

PosixFileAttributes attrs =

Files.readAttributes(sourceFile, PosixFileAttributes.class);

FileAttribute<Set<PosixFilePermission>> attr =

PosixFilePermissions.asFileAttribute(attrs.permissions());

Files.createFile(file, attr);

The asFileAttribute method wraps the permissions as a FileAttribute. The code then attempts to create a new file with those permissions. Note that the umask also applies, so the new file might be more secure than the permissions that were requested.

To set a file's permissions to values represented as a hard-coded string, you can use the following code:

Path file = ...;

Set<PosixFilePermission> perms =

PosixFilePermissions.fromString("rw-------");

FileAttribute<Set<PosixFilePermission>> attr =

PosixFilePermissions.asFileAttribute(perms);

Files.setPosixFilePermissions(file, perms);

The [Chmod](https://docs.oracle.com/javase/tutorial/essential/io/examples/Chmod.java) example recursively changes the permissions of files in a manner similar to the chmod utility.

## Setting a File or Group Owner

To translate a name into an object you can store as a file owner or a group owner, you can use the [UserPrincipalLookupService](http://docs.oracle.com/javase/8/docs/api/java/nio/file/attribute/UserPrincipalLookupService.html) service. This service looks up a name or group name as a string and returns a UserPrincipal object representing that string. You can obtain the user principal look-up service for the default file system by using the [FileSystem.getUserPrincipalLookupService](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystem.html#getUserPrincipalLookupService--) method.

The following code snippet shows how to set the file owner by using the setOwner method:

Path file = ...;

UserPrincipal owner = file.GetFileSystem().getUserPrincipalLookupService()

.lookupPrincipalByName("sally");

Files.setOwner(file, owner);

There is no special-purpose method in the Files class for setting a group owner. However, a safe way to do so directly is through the POSIX file attribute view, as follows:

Path file = ...;

GroupPrincipal group =

file.getFileSystem().getUserPrincipalLookupService()

.lookupPrincipalByGroupName("green");

Files.getFileAttributeView(file, PosixFileAttributeView.class)

.setGroup(group);

## User-Defined File Attributes

If the file attributes supported by your file system implementation aren't sufficient for your needs, you can use the UserDefinedAttributeView to create and track your own file attributes.

Some implementations map this concept to features like NTFS Alternative Data Streams and extended attributes on file systems such as ext3 and ZFS. Most implementations impose restrictions on the size of the value, for example, ext3 limits the size to 4 kilobytes.

A file's MIME type can be stored as a user-defined attribute by using this code snippet:

Path file = ...;

UserDefinedFileAttributeView view = Files

.getFileAttributeView(file, UserDefinedFileAttributeView.class);

view.write("user.mimetype",

Charset.defaultCharset().encode("text/html");

To read the MIME type attribute, you would use this code snippet:

Path file = ...;

UserDefinedFileAttributeView view = Files

.getFileAttributeView(file,UserDefinedFileAttributeView.class);

String name = "user.mimetype";

ByteBuffer buf = ByteBuffer.allocate(view.size(name));

view.read(name, buf);

buf.flip();

String value = Charset.defaultCharset().decode(buf).toString();

The [Xdd](https://docs.oracle.com/javase/tutorial/essential/io/examples/Xdd.java) example shows how to get, set, and delete a user-defined attribute.

**Note:** In Linux, you might have to enable extended attributes for user-defined attributes to work. If you receive an UnsupportedOperationException when trying to access the user-defined attribute view, you need to remount the file system. The following command remounts the root partition with extended attributes for the ext3 file system. If this command does not work for your flavor of Linux, consult the documentation.

$ sudo mount -o remount,user\_xattr /

If you want to make the change permanent, add an entry to /etc/fstab.

## File Store Attributes

You can use the [FileStore](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileStore.html) class to learn information about a file store, such as how much space is available. The [getFileStore(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#getFileStore-java.nio.file.Path-) method fetches the file store for the specified file.

The following code snippet prints the space usage for the file store where a particular file resides:

Path file = ...;

FileStore store = Files.getFileStore(file);

long total = store.getTotalSpace() / 1024;

long used = (store.getTotalSpace() -

store.getUnallocatedSpace()) / 1024;

long avail = store.getUsableSpace() / 1024;

The [DiskUsage](https://docs.oracle.com/javase/tutorial/essential/io/examples/DiskUsage.java) example uses this API to print disk space information for all the stores in the default file system. This example uses the [getFileStores](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystem.html#getFileStores--) method in the FileSystem class to fetch all the file stores for the the file system.

# Reading, Writing, and Creating Files

This page discusses the details of reading, writing, creating, and opening files. There are a wide array of file I/O methods to choose from. To help make sense of the API, the following diagram arranges the file I/O methods by complexity.
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File I/O Methods Arranged from Less Complex to More Complex

On the far left of the diagram are the utility methods readAllBytes, readAllLines, and the write methods, designed for simple, common cases. To the right of those are the methods used to iterate over a stream or lines of text, such as newBufferedReader, newBufferedWriter, then newInputStream and newOutputStream. These methods are interoperable with the java.io package. To the right of those are the methods for dealing with ByteChannels, SeekableByteChannels, and ByteBuffers, such as the newByteChannel method. Finally, on the far right are the methods that use FileChannel for advanced applications needing file locking or memory-mapped I/O.

**Note:** The methods for creating a new file enable you to specify an optional set of initial attributes for the file. For example, on a file system that supports the POSIX set of standards (such as UNIX), you can specify a file owner, group owner, or file permissions at the time the file is created. The [Managing Metadata](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html) page explains file attributes, and how to access and set them.

This page has the following topics:

* [The OpenOptions Parameter](https://docs.oracle.com/javase/tutorial/essential/io/file.html#openOptions#openOptions)
* [Commonly Used Methods for Small Files](https://docs.oracle.com/javase/tutorial/essential/io/file.html#common#common)
* [Buffered I/O Methods for Text Files](https://docs.oracle.com/javase/tutorial/essential/io/file.html#textfiles#textfiles)
* [Methods for Unbuffered Streams and Interoperable with java.io APIs](https://docs.oracle.com/javase/tutorial/essential/io/file.html#streams#streams)
* [Methods for Channels and ByteBuffers](https://docs.oracle.com/javase/tutorial/essential/io/file.html#channels#channels)
* [Methods for Creating Regular and Temporary Files](https://docs.oracle.com/javase/tutorial/essential/io/file.html#creating#creating)

## The OpenOptions Parameter

Several of the methods in this section take an optional OpenOptions parameter. This parameter is optional and the API tells you what the default behavior is for the method when none is specified.

The following StandardOpenOptions enums are supported:

* WRITE – Opens the file for write access.
* APPEND – Appends the new data to the end of the file. This option is used with the WRITE or CREATE options.
* TRUNCATE\_EXISTING – Truncates the file to zero bytes. This option is used with the WRITE option.
* CREATE\_NEW – Creates a new file and throws an exception if the file already exists.
* CREATE – Opens the file if it exists or creates a new file if it does not.
* DELETE\_ON\_CLOSE – Deletes the file when the stream is closed. This option is useful for temporary files.
* SPARSE – Hints that a newly created file will be sparse. This advanced option is honored on some file systems, such as NTFS, where large files with data "gaps" can be stored in a more efficient manner where those empty gaps do not consume disk space.
* SYNC – Keeps the file (both content and metadata) synchronized with the underlying storage device.
* DSYNC – Keeps the file content synchronized with the underlying storage device.

## Commonly Used Methods for Small Files

### Reading All Bytes or Lines from a File

If you have a small-ish file and you would like to read its entire contents in one pass, you can use the [readAllBytes(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#readAllBytes-java.nio.file.Path-) or [readAllLines(Path, Charset)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#readAllLines-java.nio.file.Path-java.nio.charset.Charset-) method. These methods take care of most of the work for you, such as opening and closing the stream, but are not intended for handling large files. The following code shows how to use the readAllBytes method:

Path file = ...;

byte[] fileArray;

fileArray = Files.readAllBytes(file);

### Writing All Bytes or Lines to a File

You can use one of the write methods to write bytes, or lines, to a file.

* [write(Path, byte[], OpenOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#write-java.nio.file.Path-byte:A-java.nio.file.OpenOption...-)
* [write(Path, Iterable< extends CharSequence>, Charset, OpenOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#write-java.nio.file.Path-java.lang.Iterable-java.nio.charset.Charset-java.nio.file.OpenOption...-)

The following code snippet shows how to use a write method.

Path file = ...;

byte[] buf = ...;

Files.write(file, buf);

## Buffered I/O Methods for Text Files

The java.nio.file package supports channel I/O, which moves data in buffers, bypassing some of the layers that can bottleneck stream I/O.

### Reading a File by Using Buffered Stream I/O

The [newBufferedReader(Path, Charset)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newBufferedReader-java.nio.file.Path-java.nio.charset.Charset-) method opens a file for reading, returning a BufferedReader that can be used to read text from a file in an efficient manner.

The following code snippet shows how to use the newBufferedReader method to read from a file. The file is encoded in "US-ASCII."

Charset charset = Charset.forName("US-ASCII");

try (BufferedReader reader = Files.newBufferedReader(file, charset)) {

String line = null;

while ((line = reader.readLine()) != null) {

System.out.println(line);

}

} catch (IOException x) {

System.err.format("IOException: %s%n", x);

}

### Writing a File by Using Buffered Stream I/O

You can use the [newBufferedWriter(Path, Charset, OpenOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newBufferedWriter-java.nio.file.Path-java.nio.charset.Charset-java.nio.file.OpenOption...-) method to write to a file using a BufferedWriter.

The following code snippet shows how to create a file encoded in "US-ASCII" using this method:

Charset charset = Charset.forName("US-ASCII");

String s = ...;

try (BufferedWriter writer = Files.newBufferedWriter(file, charset)) {

writer.write(s, 0, s.length());

} catch (IOException x) {

System.err.format("IOException: %s%n", x);

}

## Methods for Unbuffered Streams and Interoperable with java.io APIs

### Reading a File by Using Stream I/O

To open a file for reading, you can use the [newInputStream(Path, OpenOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newInputStream-java.nio.file.Path-java.nio.file.OpenOption...-) method. This method returns an unbuffered input stream for reading bytes from the file.

Path file = ...;

try (InputStream in = Files.newInputStream(file);

BufferedReader reader =

new BufferedReader(new InputStreamReader(in))) {

String line = null;

while ((line = reader.readLine()) != null) {

System.out.println(line);

}

} catch (IOException x) {

System.err.println(x);

}

### Creating and Writing a File by Using Stream I/O

You can create a file, append to a file, or write to a file by using the [newOutputStream(Path, OpenOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newOutputStream-java.nio.file.Path-java.nio.file.OpenOption...-) method. This method opens or creates a file for writing bytes and returns an unbuffered output stream.

The method takes an optional OpenOption parameter. If no open options are specified, and the file does not exist, a new file is created. If the file exists, it is truncated. This option is equivalent to invoking the method with the CREATE and TRUNCATE\_EXISTING options.

The following code snippet opens a log file. If the file does not exist, it is created. If the file exists, it is opened for appending.

import static java.nio.file.StandardOpenOption.\*;

// Convert the string to a

// byte array.

String s = ...;

byte data[] = s.getBytes();

try (OutputStream out = new BufferedOutputStream(

Files.newOutputStream(CREATE, APPEND))) {

...

out.write(data, 0, data.length);

} catch (IOException x) {

System.err.println(x);

}

## Methods for Channels and ByteBuffers

### Reading and Writing Files by Using Channel I/O

While stream I/O reads a character at a time, channel I/O reads a buffer at a time. The [ByteChannel](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/ByteChannel.html) interface provides basic read and write functionality. A [SeekableByteChannel](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html) is a ByteChannel that has the capability to maintain a position in the channel and to change that position. A SeekableByteChannel also supports truncating the file associated with the channel and querying the file for its size.

The capability to move to different points in the file and then read from or write to that location makes random access of a file possible. See [Random Access Files](https://docs.oracle.com/javase/tutorial/essential/io/rafs.html) for more information.

There are two methods for reading and writing channel I/O.

* [newByteChannel(Path, OpenOption...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newByteChannel-java.nio.file.Path-java.nio.file.OpenOption...-)
* [newByteChannel(Path, Set<? extends OpenOption>, FileAttribute<?>...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newByteChannel-java.nio.file.Path-java.util.Set-java.nio.file.attribute.FileAttribute...-)

**Note:** The newByteChannel methods return an instance of a SeekableByteChannel. With a default file system, you can cast this seekable byte channel to a [FileChannel](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/FileChannel.html) providing access to more advanced features such mapping a region of the file directly into memory for faster access, locking a region of the file so other processes cannot access it, or reading and writing bytes from an absolute position without affecting the channel's current position.

Both newByteChannel methods enable you to specify a list of OpenOption options. The same [open options](https://docs.oracle.com/javase/tutorial/essential/io/file.html#openOptions#openOptions) used by the newOutputStream methods are supported, in addition to one more option: READ is required because the SeekableByteChannel supports both reading and writing.

Specifying READ opens the channel for reading. Specifying WRITE or APPEND opens the channel for writing. If none of these options is specified, the channel is opened for reading.

The following code snippet reads a file and prints it to standard output:

// Defaults to READ

try (SeekableByteChannel sbc = Files.newByteChannel(file)) {

ByteBuffer buf = ByteBuffer.allocate(10);

// Read the bytes with the proper encoding for this platform. If

// you skip this step, you might see something that looks like

// Chinese characters when you expect Latin-style characters.

String encoding = System.getProperty("file.encoding");

while (sbc.read(buf) > 0) {

buf.rewind();

System.out.print(Charset.forName(encoding).decode(buf));

buf.flip();

}

} catch (IOException x) {

System.out.println("caught exception: " + x);

The following code snippet, written for UNIX and other POSIX file systems, creates a log file with a specific set of file permissions. This code creates a log file or appends to the log file if it already exists. The log file is created with read/write permissions for owner and read only permissions for group.

import static java.nio.file.StandardCopyOption.\*;

// Create the set of options for appending to the file.

Set<OpenOptions> options = new HashSet<OpenOption>();

options.add(APPEND);

options.add(CREATE);

// Create the custom permissions attribute.

Set<PosixFilePermission> perms =

PosixFilePermissions.fromString("rw-r------");

FileAttribute<Set<PosixFilePermission>> attr =

PosixFilePermissions.asFileAttribute(perms);

// Convert the string to a ByteBuffer.

String s = ...;

byte data[] = s.getBytes();

ByteBuffer bb = ByteBuffer.wrap(data);

try (SeekableByteChannel sbc = Files.newByteChannel(file, options, attr)) {

sbc.write(bb);

} catch (IOException x) {

System.out.println("exception thrown: " + x);

}

## Methods for Creating Regular and Temporary Files

### Creating Files

You can create an empty file with an initial set of attributes by using the [createFile(Path, FileAttribute<?>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createFile-java.nio.file.Path-java.nio.file.attribute.FileAttribute...-) method. For example, if, at the time of creation, you want a file to have a particular set of file permissions, use the createFile method to do so. If you do not specify any attributes, the file is created with default attributes. If the file already exists, createFile throws an exception.

In a single atomic operation, the createFile method checks for the existence of the file and creates that file with the specified attributes, which makes the process more secure against malicious code.

The following code snippet creates a file with default attributes:

Path file = ...;

try {

// Create the empty file with default permissions, etc.

Files.createFile(file);

} catch (FileAlreadyExistsException x) {

System.err.format("file named %s" +

" already exists%n", file);

} catch (IOException x) {

// Some other sort of failure, such as permissions.

System.err.format("createFile error: %s%n", x);

}

[POSIX File Permissions](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html#posix) has an example that uses createFile(Path, FileAttribute<?>) to create a file with pre-set permissions.

You can also create a new file by using the newOutputStream methods, as described in [Creating and Writing a File using Stream I/O](https://docs.oracle.com/javase/tutorial/essential/io/file.html#createStream). If you open a new output stream and close it immediately, an empty file is created.

### Creating Temporary Files

You can create a temporary file using one of the following createTempFile methods:

* [createTempFile(Path, String, String, FileAttribute<?>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createTempFile-java.nio.file.Path-java.lang.String-java.lang.String-java.nio.file.attribute.FileAttribute...-)
* [createTempFile(String, String, FileAttribute<?>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createTempFile-java.lang.String-java.lang.String-java.nio.file.attribute.FileAttribute...-)

The first method allows the code to specify a directory for the temporary file and the second method creates a new file in the default temporary-file directory. Both methods allow you to specify a suffix for the filename and the first method allows you to also specify a prefix. The following code snippet gives an example of the second method:

try {

Path tempFile = Files.createTempFile(null, ".myapp");

System.out.format("The temporary file" +

" has been created: %s%n", tempFile)

;

} catch (IOException x) {

System.err.format("IOException: %s%n", x);

}

The result of running this file would be something like the following:

The temporary file has been created: /tmp/509668702974537184.myapp

The specific format of the temporary file name is platform specific.

# Random Access Files

Random access files permit nonsequential, or random, access to a file's contents. To access a file randomly, you open the file, seek a particular location, and read from or write to that file.

This functionality is possible with the [SeekableByteChannel](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html) interface. The SeekableByteChannel interface extends channel I/O with the notion of a current position. Methods enable you to set or query the position, and you can then read the data from, or write the data to, that location. The API consists of a few, easy to use, methods:

* [position](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html#position--) – Returns the channel's current position
* [position(long)](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html#position-long-) – Sets the channel's position
* [read(ByteBuffer)](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html#read-java.nio.ByteBuffer-) – Reads bytes into the buffer from the channel
* [write(ByteBuffer)](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html#write-java.nio.ByteBuffer-) – Writes bytes from the buffer to the channel
* [truncate(long)](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/SeekableByteChannel.html#truncate-long-) – Truncates the file (or other entity) connected to the channel

[Reading and Writing Files With Channel I/O](https://docs.oracle.com/javase/tutorial/essential/io/file.html#channelio) shows that the Path.newByteChannel methods return an instance of a SeekableByteChannel. On the default file system, you can use that channel as is, or you can cast it to a [FileChannel](http://docs.oracle.com/javase/8/docs/api/java/nio/channels/FileChannel.html) giving you access to more advanced features, such as mapping a region of the file directly into memory for faster access, locking a region of the file, or reading and writing bytes from an absolute location without affecting the channel's current position.

The following code snippet opens a file for both reading and writing by using one of the newByteChannel methods. The SeekableByteChannel that is returned is cast to a FileChannel. Then, 12 bytes are read from the beginning of the file, and the string "I was here!" is written at that location. The current position in the file is moved to the end, and the 12 bytes from the beginning are appended. Finally, the string, "I was here!" is appended, and the channel on the file is closed.

String s = "I was here!\n";

byte data[] = s.getBytes();

ByteBuffer out = ByteBuffer.wrap(data);

ByteBuffer copy = ByteBuffer.allocate(12);

try (FileChannel fc = (FileChannel.open(file, READ, WRITE))) {

// Read the first 12

// bytes of the file.

int nread;

do {

nread = fc.read(copy);

} while (nread != -1 && copy.hasRemaining());

// Write "I was here!" at the beginning of the file.

fc.position(0);

while (out.hasRemaining())

fc.write(out);

out.rewind();

// Move to the end of the file. Copy the first 12 bytes to

// the end of the file. Then write "I was here!" again.

long length = fc.size();

fc.position(length-1);

copy.flip();

while (copy.hasRemaining())

fc.write(copy);

while (out.hasRemaining())

fc.write(out);

} catch (IOException x) {

System.out.println("I/O Exception: " + x);

}

# Creating and Reading Directories

Some of the methods previously discussed, such as delete, work on files, links and directories. But how do you list all the directories at the top of a file system? How do you list the contents of a directory or create a directory?

This section covers the following functionality specific to directories:

* [Listing a File System's Root Directories](https://docs.oracle.com/javase/tutorial/essential/io/dirs.html#listall#listall)
* [Creating a Directory](https://docs.oracle.com/javase/tutorial/essential/io/dirs.html#create#create)
* [Creating a Temporary Directory](https://docs.oracle.com/javase/tutorial/essential/io/dirs.html#createTemp#createTemp)
* [Listing a Directory's Contents](https://docs.oracle.com/javase/tutorial/essential/io/dirs.html#listdir#listdir)
* [Filtering a Directory Listing By Using Globbing](https://docs.oracle.com/javase/tutorial/essential/io/dirs.html#glob#glob)
* [Writing Your Own Directory Filter](https://docs.oracle.com/javase/tutorial/essential/io/dirs.html#filter#filter)

## Listing a File System's Root Directories

You can list all the root directories for a file system by using the [FileSystem.getRootDirectories](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystem.html#getRootDirectories--) method. This method returns an Iterable, which enables you to use the [enhanced for](https://docs.oracle.com/javase/tutorial/java/nutsandbolts/for.html) statement to iterate over all the root directories.

The following code snippet prints the root directories for the default file system:

Iterable<Path> dirs = FileSystems.getDefault().getRootDirectories();

for (Path name: dirs) {

System.err.println(name);

}

## Creating a Directory

You can create a new directory by using the [createDirectory(Path, FileAttribute<?>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createDirectory-java.nio.file.Path-java.nio.file.attribute.FileAttribute...-) method. If you don't specify any FileAttributes, the new directory will have default attributes. For example:

Path dir = ...;

Files.createDirectory(path);

The following code snippet creates a new directory on a POSIX file system that has specific permissions:

Set<PosixFilePermission> perms =

PosixFilePermissions.fromString("rwxr-x---");

FileAttribute<Set<PosixFilePermission>> attr =

PosixFilePermissions.asFileAttribute(perms);

Files.createDirectory(file, attr);

To create a directory several levels deep when one or more of the parent directories might not yet exist, you can use the convenience method, [createDirectories(Path, FileAttribute<?>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createDirectories-java.nio.file.Path-java.nio.file.attribute.FileAttribute...-). As with the createDirectory(Path, FileAttribute<?>) method, you can specify an optional set of initial file attributes. The following code snippet uses default attributes:

Files.createDirectories(Paths.get("foo/bar/test"));

The directories are created, as needed, from the top down. In the foo/bar/test example, if the foo directory does not exist, it is created. Next, the bar directory is created, if needed, and, finally, the test directory is created.

It is possible for this method to fail after creating some, but not all, of the parent directories.

## Creating a Temporary Directory

You can create a temporary directory using one of createTempDirectory methods:

* [createTempDirectory(Path, String, FileAttribute<?>...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createTempDirectory-java.nio.file.Path-java.lang.String-java.nio.file.attribute.FileAttribute...-)
* [createTempDirectory(String, FileAttribute<?>...)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createTempDirectory-java.lang.String-java.nio.file.attribute.FileAttribute...-)

The first method allows the code to specify a location for the temporary directory and the second method creates a new directory in the default temporary-fle directory.

## Listing a Directory's Contents

You can list all the contents of a directory by using the [newDirectoryStream(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newDirectoryStream-java.nio.file.Path-) method. This method returns an object that implements the [DirectoryStream](http://docs.oracle.com/javase/8/docs/api/java/nio/file/DirectoryStream.html) interface. The class that implements the DirectoryStream interface also implements Iterable, so you can iterate through the directory stream, reading all of the objects. This approach scales well to very large directories.

**Remember:** The returned DirectoryStream is a stream. If you are not using a try-with-resources statement, don't forget to close the stream in the finally block. The try-with-resources statement takes care of this for you.

The following code snippet shows how to print the contents of a directory:

Path dir = ...;

try (DirectoryStream<Path> stream = Files.newDirectoryStream(dir)) {

for (Path file: stream) {

System.out.println(file.getFileName());

}

} catch (IOException | DirectoryIteratorException x) {

// IOException can never be thrown by the iteration.

// In this snippet, it can only be thrown by newDirectoryStream.

System.err.println(x);

}

The Path objects returned by the iterator are the names of the entries resolved against the directory. So, if you are listing the contents of the /tmp directory, the entries are returned with the form /tmp/a, /tmp/b, and so on.

This method returns the entire contents of a directory: files, links, subdirectories, and hidden files. If you want to be more selective about the contents that are retrieved, you can use one of the other newDirectoryStream methods, as described later in this page.

Note that if there is an exception during directory iteration then DirectoryIteratorException is thrown with the IOException as the cause. Iterator methods cannot throw exception exceptions.

## Filtering a Directory Listing By Using Globbing

If you want to fetch only files and subdirectories where each name matches a particular pattern, you can do so by using the [newDirectoryStream(Path, String)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newDirectoryStream-java.nio.file.Path-java.lang.String-) method, which provides a built-in glob filter. If you are not familiar with glob syntax, see [What Is a Glob?](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#glob)

For example, the following code snippet lists files relating to Java: .class, .java, and .jar files.:

Path dir = ...;

try (DirectoryStream<Path> stream =

Files.newDirectoryStream(dir, "\*.{java,class,jar}")) {

for (Path entry: stream) {

System.out.println(entry.getFileName());

}

} catch (IOException x) {

// IOException can never be thrown by the iteration.

// In this snippet, it can // only be thrown by newDirectoryStream.

System.err.println(x);

}

## Writing Your Own Directory Filter

Perhaps you want to filter the contents of a directory based on some condition other than pattern matching. You can create your own filter by implementing the [DirectoryStream.Filter<T>](http://docs.oracle.com/javase/8/docs/api/java/nio/file/DirectoryStream.Filter.html) interface. This interface consists of one method, accept, which determines whether a file fulfills the search requirement.

For example, the following code snippet implements a filter that retrieves only directories:

DirectoryStream.Filter<Path> filter =

newDirectoryStream.Filter<Path>() {

public boolean accept(Path file) throws IOException {

try {

return (Files.isDirectory(path));

} catch (IOException x) {

// Failed to determine if it's a directory.

System.err.println(x);

return false;

}

}

};

Once the filter has been created, it can be invoked by using the [newDirectoryStream(Path, DirectoryStream.Filter<? super Path>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#newDirectoryStream-java.nio.file.Path-java.nio.file.DirectoryStream.Filter-) method. The following code snippet uses the isDirectory filter to print only the directory's subdirectories to standard output:

Path dir = ...;

try (DirectoryStream<Path>

stream = Files.newDirectoryStream(dir, filter)) {

for (Path entry: stream) {

System.out.println(entry.getFileName());

}

} catch (IOException x) {

System.err.println(x);

}

This method is used to filter a single directory only. However, if you want to find all the subdirectories in a file tree, you would use the mechanism for [Walking the File Tree](https://docs.oracle.com/javase/tutorial/essential/io/walk.html).

# Links, Symbolic or Otherwise

As mentioned previously, the java.nio.file package, and the Path class in particular, is "link aware." Every Path method either detects what to do when a symbolic link is encountered, or it provides an option enabling you to configure the behavior when a symbolic link is encountered.

The discussion so far has been about [symbolic or soft links](https://docs.oracle.com/javase/tutorial/essential/io/path.html#symlink), but some file systems also support hard links. Hard links are more restrictive than symbolic links, as follows:

* The target of the link must exist.
* Hard links are generally not allowed on directories.
* Hard links are not allowed to cross partitions or volumes. Therefore, they cannot exist across file systems.
* A hard link looks, and behaves, like a regular file, so they can be hard to find.
* A hard link is, for all intents and purposes, the same entity as the original file. They have the same file permissions, time stamps, and so on. All attributes are identical.

Because of these restrictions, hard links are not used as often as symbolic links, but the Path methods work seamlessly with hard links.

Several methods deal specifically with links and are covered in the following sections:

* [Creating a Symbolic Link](https://docs.oracle.com/javase/tutorial/essential/io/links.html#symLink#symLink)
* [Creating a Hard Link](https://docs.oracle.com/javase/tutorial/essential/io/links.html#hardLink#hardLink)
* [Detecting a Symbolic Link](https://docs.oracle.com/javase/tutorial/essential/io/links.html#detect#detect)
* [Finding the Target of a Link](https://docs.oracle.com/javase/tutorial/essential/io/links.html#read#read)

## Creating a Symbolic Link

If your file system supports it, you can create a symbolic link by using the [createSymbolicLink(Path, Path, FileAttribute<?>)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createSymbolicLink-java.nio.file.Path-java.nio.file.Path-java.nio.file.attribute.FileAttribute...-) method. The second Path argument represents the target file or directory and might or might not exist. The following code snippet creates a symbolic link with default permissions:

Path newLink = ...;

Path target = ...;

try {

Files.createSymbolicLink(newLink, target);

} catch (IOException x) {

System.err.println(x);

} catch (UnsupportedOperationException x) {

// Some file systems do not support symbolic links.

System.err.println(x);

}

The FileAttributes vararg enables you to specify initial file attributes that are set atomically when the link is created. However, this argument is intended for future use and is not currently implemented.

## Creating a Hard Link

You can create a hard (or regular) link to an existing file by using the [createLink(Path, Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#createLink-java.nio.file.Path-java.nio.file.Path-) method. The second Path argument locates the existing file, and it must exist or a NoSuchFileException is thrown. The following code snippet shows how to create a link:

Path newLink = ...;

Path existingFile = ...;

try {

Files.createLink(newLink, existingFile);

} catch (IOException x) {

System.err.println(x);

} catch (UnsupportedOperationException x) {

// Some file systems do not

// support adding an existing

// file to a directory.

System.err.println(x);

}

## Detecting a Symbolic Link

To determine whether a Path instance is a symbolic link, you can use the [isSymbolicLink(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#isSymbolicLink-java.nio.file.Path-) method. The following code snippet shows how:

Path file = ...;

boolean isSymbolicLink =

Files.isSymbolicLink(file);

For more information, see [Managing Metadata](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html).

## Finding the Target of a Link

You can obtain the target of a symbolic link by using the [readSymbolicLink(Path)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#readSymbolicLink-java.nio.file.Path-) method, as follows:

Path link = ...;

try {

System.out.format("Target of link" +

" '%s' is '%s'%n", link,

Files.readSymbolicLink(link));

} catch (IOException x) {

System.err.println(x);

}

If the Path is not a symbolic link, this method throws a NotLinkException.

# Walking the File Tree

Do you need to create an application that will recursively visit all the files in a file tree? Perhaps you need to delete every .class file in a tree, or find every file that hasn't been accessed in the last year. You can do so with the [FileVisitor](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitor.html) interface.

This section covers the following:

* [The FileVisitor Interface](https://docs.oracle.com/javase/tutorial/essential/io/walk.html#filevisitor#filevisitor)
* [Kickstarting the Process](https://docs.oracle.com/javase/tutorial/essential/io/walk.html#invoke#invoke)
* [Considerations When Creating a FileVisitor](https://docs.oracle.com/javase/tutorial/essential/io/walk.html#order#order)
* [Controlling the Flow](https://docs.oracle.com/javase/tutorial/essential/io/walk.html#return#return)
* [Examples](https://docs.oracle.com/javase/tutorial/essential/io/walk.html#ex#ex)

## The FileVisitor Interface

To walk a file tree, you first need to implement a FileVisitor. A FileVisitor specifies the required behavior at key points in the traversal process: when a file is visited, before a directory is accessed, after a directory is accessed, or when a failure occurs. The interface has four methods that correspond to these situations:

* [preVisitDirectory](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitor.html#preVisitDirectory-T-java.nio.file.attribute.BasicFileAttributes-) – Invoked before a directory's entries are visited.
* [postVisitDirectory](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitor.html#postVisitDirectory-T-java.io.IOException-) – Invoked after all the entries in a directory are visited. If any errors are encountered, the specific exception is passed to the method.
* [visitFile](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitor.html#visitFile-T-java.nio.file.attribute.BasicFileAttributes-) – Invoked on the file being visited. The file's BasicFileAttributes is passed to the method, or you can use the [file attributes](https://docs.oracle.com/javase/tutorial/essential/io/fileAttr.html) package to read a specific set of attributes. For example, you can choose to read the file's DosFileAttributeView to determine if the file has the "hidden" bit set.
* [visitFileFailed](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitor.html#visitFileFailedy-T-java.io.IOException-) – Invoked when the file cannot be accessed. The specific exception is passed to the method. You can choose whether to throw the exception, print it to the console or a log file, and so on.

If you don't need to implement all four of the FileVisitor methods, instead of implementing the FileVisitor interface, you can extend the [SimpleFileVisitor](http://docs.oracle.com/javase/8/docs/api/java/nio/file/SimpleFileVisitor.html) class. This class, which implements the FileVisitor interface, visits all files in a tree and throws an IOError when an error is encountered. You can extend this class and override only the methods that you require.

Here is an example that extends SimpleFileVisitor to print all entries in a file tree. It prints the entry whether the entry is a regular file, a symbolic link, a directory, or some other "unspecified" type of file. It also prints the size, in bytes, of each file. Any exception that is encountered is printed to the console.

The FileVisitor methods are shown in bold:

import static java.nio.file.FileVisitResult.\*;

public static class PrintFiles

extends SimpleFileVisitor<Path> {

// Print information about

// each type of file.

@Override

**public FileVisitResult visitFile(Path file,**

**BasicFileAttributes attr)** {

if (attr.isSymbolicLink()) {

System.out.format("Symbolic link: %s ", file);

} else if (attr.isRegularFile()) {

System.out.format("Regular file: %s ", file);

} else {

System.out.format("Other: %s ", file);

}

System.out.println("(" + attr.size() + "bytes)");

return CONTINUE;

}

// Print each directory visited.

@Override

**public FileVisitResult postVisitDirectory(Path dir,**

**IOException exc)** {

System.out.format("Directory: %s%n", dir);

return CONTINUE;

}

// If there is some error accessing

// the file, let the user know.

// If you don't override this method

// and an error occurs, an IOException

// is thrown.

@Override

**public FileVisitResult visitFileFailed(Path file,**

**IOException exc)** {

System.err.println(exc);

return CONTINUE;

}

}

## Kickstarting the Process

Once you have implemented your FileVisitor, how do you initiate the file walk? There are two walkFileTree methods in the Files class.

* [walkFileTree(Path, FileVisitor)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#walkFileTree-java.nio.file.Path-java.nio.file.FileVisitor-)
* [walkFileTree(Path, Set<FileVisitOption>, int, FileVisitor)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/Files.html#walkFileTree-java.nio.file.Path-java.util.Set-int-java.nio.file.FileVisitor-)

The first method requires only a starting point and an instance of your FileVisitor. You can invoke the PrintFiles file visitor as follows:

Path startingDir = ...;

PrintFiles pf = new PrintFiles();

Files.walkFileTree(startingDir, pf);

The second walkFileTree method enables you to additionally specify a limit on the number of levels visited and a set of [FileVisitOption](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitOption.html) enums. If you want to ensure that this method walks the entire file tree, you can specify Integer.MAX\_VALUE for the maximum depth argument.

You can specify the FileVisitOption enum, FOLLOW\_LINKS, which indicates that symbolic links should be followed.

This code snippet shows how the four-argument method can be invoked:

import static java.nio.file.FileVisitResult.\*;

Path startingDir = ...;

EnumSet<FileVisitOption> opts = EnumSet.of(FOLLOW\_LINKS);

Finder finder = new Finder(pattern);

Files.walkFileTree(startingDir, opts, Integer.MAX\_VALUE, finder);

## Considerations When Creating a FileVisitor

A file tree is walked depth first, but you cannot make any assumptions about the iteration order that subdirectories are visited.

If your program will be changing the file system, you need to carefully consider how you implement your FileVisitor.

For example, if you are writing a recursive delete, you first delete the files in a directory before deleting the directory itself. In this case, you delete the directory in postVisitDirectory.

If you are writing a recursive copy, you create the new directory in preVisitDirectory before attempting to copy the files to it (in visitFiles). If you want to preserve the attributes of the source directory (similar to the UNIX cp -p command), you need to do that after the files have been copied, in postVisitDirectory. The [Copy](https://docs.oracle.com/javase/tutorial/essential/io/examples/Copy.java) example shows how to do this.

If you are writing a file search, you perform the comparison in the visitFile method. This method finds all the files that match your criteria, but it does not find the directories. If you want to find both files and directories, you must also perform the comparison in either the preVisitDirectory or postVisitDirectory method. The [Find](https://docs.oracle.com/javase/tutorial/essential/io/examples/Find.java) example shows how to do this.

You need to decide whether you want symbolic links to be followed. If you are deleting files, for example, following symbolic links might not be advisable. If you are copying a file tree, you might want to allow it. By default, walkFileTree does not follow symbolic links.

The visitFile method is invoked for files. If you have specified the FOLLOW\_LINKS option and your file tree has a circular link to a parent directory, the looping directory is reported in the visitFileFailed method with the FileSystemLoopException. The following code snippet shows how to catch a circular link and is from the [Copy](https://docs.oracle.com/javase/tutorial/essential/io/examples/Copy.java) example:

@Override

public FileVisitResult

visitFileFailed(Path file,

IOException exc) {

if (exc instanceof FileSystemLoopException) {

System.err.println("cycle detected: " + file);

} else {

System.err.format("Unable to copy:" + " %s: %s%n", file, exc);

}

return CONTINUE;

}

This case can occur only when the program is following symbolic links.

## Controlling the Flow

Perhaps you want to walk the file tree looking for a particular directory and, when found, you want the process to terminate. Perhaps you want to skip specific directories.

The FileVisitor methods return a [FileVisitResult](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileVisitResult.html) value. You can abort the file walking process or control whether a directory is visited by the values you return in the FileVisitor methods:

* CONTINUE – Indicates that the file walking should continue. If the preVisitDirectory method returns CONTINUE, the directory is visited.
* TERMINATE – Immediately aborts the file walking. No further file walking methods are invoked after this value is returned.
* SKIP\_SUBTREE – When preVisitDirectory returns this value, the specified directory and its subdirectories are skipped. This branch is "pruned out" of the tree.
* SKIP\_SIBLINGS – When preVisitDirectory returns this value, the specified directory is not visited, postVisitDirectory is not invoked, and no further unvisited siblings are visited. If returned from the postVisitDirectory method, no further siblings are visited. Essentially, nothing further happens in the specified directory.

In this code snippet, any directory named SCCS is skipped:

import static java.nio.file.FileVisitResult.\*;

public FileVisitResult

preVisitDirectory(Path dir,

BasicFileAttributes attrs) {

(if (dir.getFileName().toString().equals("SCCS")) {

return SKIP\_SUBTREE;

}

return CONTINUE;

}

In this code snippet, as soon as a particular file is located, the file name is printed to standard output, and the file walking terminates:

import static java.nio.file.FileVisitResult.\*;

// The file we are looking for.

Path lookingFor = ...;

public FileVisitResult

visitFile(Path file,

BasicFileAttributes attr) {

if (file.getFileName().equals(lookingFor)) {

System.out.println("Located file: " + file);

return TERMINATE;

}

return CONTINUE;

}

## Examples

The following examples demonstrate the file walking mechanism:

* [Find](https://docs.oracle.com/javase/tutorial/essential/io/examples/Find.java) – Recurses a file tree looking for files and directories that match a particular glob pattern. This example is discussed in [Finding Files](https://docs.oracle.com/javase/tutorial/essential/io/find.html).
* [Chmod](https://docs.oracle.com/javase/tutorial/essential/io/examples/Chmod.java) – Recursively changes permissions on a file tree (for POSIX systems only).
* [Copy](https://docs.oracle.com/javase/tutorial/essential/io/examples/Copy.java) – Recursively copies a file tree.
* [WatchDir](https://docs.oracle.com/javase/tutorial/essential/io/examples/WatchDir.java) – Demonstrates the mechanism that watches a directory for files that have been created, deleted or modified. Calling this program with the -r option watches an entire tree for changes. For more information about the file notification service, see [Watching a Directory for Changes](https://docs.oracle.com/javase/tutorial/essential/io/notification.html).

# Finding Files

If you have ever used a shell script, you have most likely used pattern matching to locate files. In fact, you have probably used it extensively. If you haven't used it, pattern matching uses special characters to create a pattern and then file names can be compared against that pattern. For example, in most shell scripts, the asterisk, \*, matches any number of characters. For example, the following command lists all the files in the current directory that end in .html:

% ls \*.html

The java.nio.file package provides programmatic support for this useful feature. Each file system implementation provides a [PathMatcher](http://docs.oracle.com/javase/8/docs/api/java/nio/file/PathMatcher.html). You can retrieve a file system's PathMatcher by using the [getPathMatcher(String)](http://docs.oracle.com/javase/8/docs/api/java/nio/file/FileSystem.html#getPathMatcher-java.lang.String-) method in the FileSystem class. The following code snippet fetches the path matcher for the default file system:

String pattern = ...;

PathMatcher matcher =

FileSystems.getDefault().getPathMatcher("glob:" + pattern);

The string argument passed to getPathMatcher specifies the syntax flavor and the pattern to be matched. This example specifies glob syntax. If you are unfamiliar with glob syntax, see [What is a Glob](https://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#glob).

Glob syntax is easy to use and flexible but, if you prefer, you can also use regular expressions, or regex, syntax. For further information about regex, see the [Regular Expressions](https://docs.oracle.com/javase/tutorial/essential/regex/index.html) lesson. Some file system implementations might support other syntaxes.

If you want to use some other form of string-based pattern matching, you can create your own PathMatcher class. The examples in this page use glob syntax.

Once you have created your PathMatcher instance, you are ready to match files against it. The PathMatcher interface has a single method, [matches](http://docs.oracle.com/javase/8/docs/api/java/nio/file/PathMatcher.html#matches-java.nio.file.Path-), that takes a Path argument and returns a boolean: It either matches the pattern, or it does not. The following code snippet looks for files that end in .java or .class and prints those files to standard output:

PathMatcher matcher =

FileSystems.getDefault().getPathMatcher("glob:\*.{java,class}");

Path filename = ...;

if (matcher.matches(filename)) {

System.out.println(filename);

}

## Recursive Pattern Matching

Searching for files that match a particular pattern goes hand-in-hand with walking a file tree. How many times do you know a file is somewhere on the file system, but where? Or perhaps you need to find all files in a file tree that have a particular file extension.

The [Find](https://docs.oracle.com/javase/tutorial/essential/io/examples/Find.java) example does precisely that. Find is similar to the UNIX find utility, but has pared down functionally. You can extend this example to include other functionality. For example, the find utility supports the -prune flag to exclude an entire subtree from the search. You could implement that functionality by returning SKIP\_SUBTREE in the preVisitDirectory method. To implement the -L option, which follows symbolic links, you could use the four-argument walkFileTree method and pass in the FOLLOW\_LINKS enum (but make sure that you test for circular links in the visitFile method).

To run the Find application, use the following format:

% java Find <path> -name "<glob\_pattern>"

The pattern is placed inside quotation marks so any wildcards are not interpreted by the shell. For example:

% java Find . -name "\*.html"

Here is the source code for the Find example:

/\*\*

\* Sample code that finds files that match the specified glob pattern.

\* For more information on what constitutes a glob pattern, see

\* http://docs.oracle.com/javase/tutorial/essential/io/fileOps.html#glob

\*

\* The file or directories that match the pattern are printed to

\* standard out. The number of matches is also printed.

\*

\* When executing this application, you must put the glob pattern

\* in quotes, so the shell will not expand any wild cards:

\* java Find . -name "\*.java"

\*/

import java.io.\*;

import java.nio.file.\*;

import java.nio.file.attribute.\*;

import static java.nio.file.FileVisitResult.\*;

import static java.nio.file.FileVisitOption.\*;

import java.util.\*;

public class Find {

public static class Finder

extends SimpleFileVisitor<Path> {

private final PathMatcher matcher;

private int numMatches = 0;

Finder(String pattern) {

matcher = FileSystems.getDefault()

.getPathMatcher("glob:" + pattern);

}

// Compares the glob pattern against

// the file or directory name.

void find(Path file) {

Path name = file.getFileName();

if (name != null && matcher.matches(name)) {

numMatches++;

System.out.println(file);

}

}

// Prints the total number of

// matches to standard out.

void done() {

System.out.println("Matched: "

+ numMatches);

}

// Invoke the pattern matching

// method on each file.

@Override

public FileVisitResult visitFile(Path file,

BasicFileAttributes attrs) {

find(file);

return CONTINUE;

}

// Invoke the pattern matching

// method on each directory.

@Override

public FileVisitResult preVisitDirectory(Path dir,

BasicFileAttributes attrs) {

find(dir);

return CONTINUE;

}

@Override

public FileVisitResult visitFileFailed(Path file,

IOException exc) {

System.err.println(exc);

return CONTINUE;

}

}

static void usage() {

System.err.println("java Find <path>" +

" -name \"<glob\_pattern>\"");

System.exit(-1);

}

public static void main(String[] args)

throws IOException {

if (args.length < 3 || !args[1].equals("-name"))

usage();

Path startingDir = Paths.get(args[0]);

String pattern = args[2];

Finder finder = new Finder(pattern);

Files.walkFileTree(startingDir, finder);

finder.done();

}

}

Recursively walking a file tree is covered in [Walking the File Tree](https://docs.oracle.com/javase/tutorial/essential/io/walk.html).

# Lesson: Introduction to Collections

A *collection* — sometimes called a container — is simply an object that groups multiple elements into a single unit. Collections are used to store, retrieve, manipulate, and communicate aggregate data. Typically, they represent data items that form a natural group, such as a poker hand (a collection of cards), a mail folder (a collection of letters), or a telephone directory (a mapping of names to phone numbers). If you have used the Java programming language — or just about any other programming language — you are already familiar with collections.

## What Is a Collections Framework?

A *collections framework* is a unified architecture for representing and manipulating collections. All collections frameworks contain the following:

* **Interfaces:** These are abstract data types that represent collections. Interfaces allow collections to be manipulated independently of the details of their representation. In object-oriented languages, interfaces generally form a hierarchy.
* **Implementations:** These are the concrete implementations of the collection interfaces. In essence, they are reusable data structures.
* **Algorithms:** These are the methods that perform useful computations, such as searching and sorting, on objects that implement collection interfaces. The algorithms are said to be *polymorphic*: that is, the same method can be used on many different implementations of the appropriate collection interface. In essence, algorithms are reusable functionality.

Apart from the Java Collections Framework, the best-known examples of collections frameworks are the C++ Standard Template Library (STL) and Smalltalk's collection hierarchy. Historically, collections frameworks have been quite complex, which gave them a reputation for having a steep learning curve. We believe that the Java Collections Framework breaks with this tradition, as you will learn for yourself in this chapter.

## Benefits of the Java Collections Framework

The Java Collections Framework provides the following benefits:

* **Reduces programming effort:** By providing useful data structures and algorithms, the Collections Framework frees you to concentrate on the important parts of your program rather than on the low-level "plumbing" required to make it work. By facilitating interoperability among unrelated APIs, the Java Collections Framework frees you from writing adapter objects or conversion code to connect APIs.
* **Increases program speed and quality:** This Collections Framework provides high-performance, high-quality implementations of useful data structures and algorithms. The various implementations of each interface are interchangeable, so programs can be easily tuned by switching collection implementations. Because you're freed from the drudgery of writing your own data structures, you'll have more time to devote to improving programs' quality and performance.
* **Allows interoperability among unrelated APIs:** The collection interfaces are the vernacular by which APIs pass collections back and forth. If my network administration API furnishes a collection of node names and if your GUI toolkit expects a collection of column headings, our APIs will interoperate seamlessly, even though they were written independently.
* **Reduces effort to learn and to use new APIs:** Many APIs naturally take collections on input and furnish them as output. In the past, each such API had a small sub-API devoted to manipulating its collections. There was little consistency among these ad hoc collections sub-APIs, so you had to learn each one from scratch, and it was easy to make mistakes when using them. With the advent of standard collection interfaces, the problem went away.
* **Reduces effort to design new APIs:** This is the flip side of the previous advantage. Designers and implementers don't have to reinvent the wheel each time they create an API that relies on collections; instead, they can use standard collection interfaces.
* **Fosters software reuse:** New data structures that conform to the standard collection interfaces are by nature reusable. The same goes for new algorithms that operate on objects that implement these interfaces.

# Lesson: Interfaces

The *core collection interfaces* encapsulate different types of collections, which are shown in the figure below. These interfaces allow collections to be manipulated independently of the details of their representation. Core collection interfaces are the foundation of the Java Collections Framework. As you can see in the following figure, the core collection interfaces form a hierarchy.
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The core collection interfaces.

A Set is a special kind of Collection, a SortedSet is a special kind of Set, and so forth. Note also that the hierarchy consists of two distinct trees — a Map is not a true Collection.

Note that all the core collection interfaces are generic. For example, this is the declaration of the Collection interface.

public interface Collection<E>...

The <E> syntax tells you that the interface is generic. When you declare a Collection instance you can *and should* specify the type of object contained in the collection. Specifying the type allows the compiler to verify (at compile-time) that the type of object you put into the collection is correct, thus reducing errors at runtime. For information on generic types, see the [Generics (Updated)](https://docs.oracle.com/javase/tutorial/java/generics/index.html) lesson.

When you understand how to use these interfaces, you will know most of what there is to know about the Java Collections Framework. This chapter discusses general guidelines for effective use of the interfaces, including when to use which interface. You'll also learn programming idioms for each interface to help you get the most out of it.

To keep the number of core collection interfaces manageable, the Java platform doesn't provide separate interfaces for each variant of each collection type. (Such variants might include immutable, fixed-size, and append-only.) Instead, the modification operations in each interface are designated *optional* — a given implementation may elect not to support all operations. If an unsupported operation is invoked, a collection throws an [UnsupportedOperationException](http://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html). Implementations are responsible for documenting which of the optional operations they support. All of the Java platform's general-purpose implementations support all of the optional operations.

The following list describes the core collection interfaces:

* Collection — the root of the collection hierarchy. A collection represents a group of objects known as its *elements*. The Collection interface is the least common denominator that all collections implement and is used to pass collections around and to manipulate them when maximum generality is desired. Some types of collections allow duplicate elements, and others do not. Some are ordered and others are unordered. The Java platform doesn't provide any direct implementations of this interface but provides implementations of more specific subinterfaces, such as Set and List. Also see [The Collection Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/collection.html) section.
* Set — a collection that cannot contain duplicate elements. This interface models the mathematical set abstraction and is used to represent sets, such as the cards comprising a poker hand, the courses making up a student's schedule, or the processes running on a machine. See also [The Set Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/set.html) section.
* List — an ordered collection (sometimes called a *sequence*). Lists can contain duplicate elements. The user of a List generally has precise control over where in the list each element is inserted and can access elements by their integer index (position). If you've used Vector, you're familiar with the general flavor of List. Also see [The List Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/list.html) section.
* Queue — a collection used to hold multiple elements prior to processing. Besides basic Collection operations, a Queue provides additional insertion, extraction, and inspection operations.

Queues typically, but do not necessarily, order elements in a FIFO (first-in, first-out) manner. Among the exceptions are priority queues, which order elements according to a supplied comparator or the elements' natural ordering. Whatever the ordering used, the head of the queue is the element that would be removed by a call to remove or poll. In a FIFO queue, all new elements are inserted at the tail of the queue. Other kinds of queues may use different placement rules. Every Queue implementation must specify its ordering properties. Also see [The Queue Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/queue.html) section.

* Deque — a collection used to hold multiple elements prior to processing. Besides basic Collection operations, a Deque provides additional insertion, extraction, and inspection operations.

Deques can be used both as FIFO (first-in, first-out) and LIFO (last-in, first-out). In a deque all new elements can be inserted, retrieved and removed at both ends. Also see [The Deque Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/deque.html) section.

* Map — an object that maps keys to values. A Map cannot contain duplicate keys; each key can map to at most one value. If you've used Hashtable, you're already familiar with the basics of Map. Also see [The Map Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/map.html) section.

The last two core collection interfaces are merely sorted versions of Set and Map:

* SortedSet — a Set that maintains its elements in ascending order. Several additional operations are provided to take advantage of the ordering. Sorted sets are used for naturally ordered sets, such as word lists and membership rolls. Also see [The SortedSet Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/sorted-set.html) section.
* SortedMap — a Map that maintains its mappings in ascending key order. This is the Map analog of SortedSet. Sorted maps are used for naturally ordered collections of key/value pairs, such as dictionaries and telephone directories. Also see [The SortedMap Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/sorted-map.html) section.

To understand how the sorted interfaces maintain the order of their elements, see the [Object Ordering](https://docs.oracle.com/javase/tutorial/collections/interfaces/order.html) section.

# The Collection Interface

A [Collection](http://docs.oracle.com/javase/8/docs/api/java/util/Collection.html) represents a group of objects known as its elements. The Collection interface is used to pass around collections of objects where maximum generality is desired. For example, by convention all general-purpose collection implementations have a constructor that takes a Collection argument. This constructor, known as a *conversion constructor*, initializes the new collection to contain all of the elements in the specified collection, whatever the given collection's subinterface or implementation type. In other words, it allows you to *convert* the collection's type.

Suppose, for example, that you have a Collection<String> c, which may be a List, a Set, or another kind of Collection. This idiom creates a new ArrayList (an implementation of the List interface), initially containing all the elements in c.

List<String> list = new ArrayList<String>(c);

Or — if you are using JDK 7 or later — you can use the diamond operator:

List<String> list = new ArrayList<>(c);

The Collection interface contains methods that perform basic operations, such as int size(), boolean isEmpty(), boolean contains(Object element), boolean add(E element), boolean remove(Object element), and Iterator<E> iterator().

It also contains methods that operate on entire collections, such as boolean containsAll(Collection<?> c), boolean addAll(Collection<? extends E> c), boolean removeAll(Collection<?> c), boolean retainAll(Collection<?> c), and void clear().

Additional methods for array operations (such as Object[] toArray() and <T> T[] toArray(T[] a) exist as well.

In JDK 8 and later, the Collection interface also exposes methods Stream<E> stream() and Stream<E> parallelStream(), for obtaining sequential or parallel streams from the underlying collection. (See the lesson entitled [Aggregate Operations](https://docs.oracle.com/javase/tutorial/collections/streams/index.html) for more information about using streams.)

The Collection interface does about what you'd expect given that a Collection represents a group of objects. It has methods that tell you how many elements are in the collection (size, isEmpty), methods that check whether a given object is in the collection (contains), methods that add and remove an element from the collection (add, remove), and methods that provide an iterator over the collection (iterator).

The add method is defined generally enough so that it makes sense for collections that allow duplicates as well as those that don't. It guarantees that the Collection will contain the specified element after the call completes, and returns true if the Collection changes as a result of the call. Similarly, the remove method is designed to remove a single instance of the specified element from the Collection, assuming that it contains the element to start with, and to return true if the Collection was modified as a result.

## Traversing Collections

There are three ways to traverse collections: (1) using aggregate operations (2) with the for-each construct and (3) by using Iterators.

### Aggregate Operations

In JDK 8 and later, the preferred method of iterating over a collection is to obtain a stream and perform aggregate operations on it. Aggregate operations are often used in conjunction with lambda expressions to make programming more expressive, using less lines of code. The following code sequentially iterates through a collection of shapes and prints out the red objects:

myShapesCollection.stream()

.filter(e -> e.getColor() == Color.RED)

.forEach(e -> System.out.println(e.getName()));

Likewise, you could easily request a parallel stream, which might make sense if the collection is large enough and your computer has enough cores:

myShapesCollection.parallelStream()

.filter(e -> e.getColor() == Color.RED)

.forEach(e -> System.out.println(e.getName()));

There are many different ways to collect data with this API. For example, you might want to convert the elements of a Collection to String objects, then join them, separated by commas:

String joined = elements.stream()

.map(Object::toString)

.collect(Collectors.joining(", "));

Or perhaps sum the salaries of all employees:

int total = employees.stream()

.collect(Collectors.summingInt(Employee::getSalary)));

These are but a few examples of what you can do with streams and aggregate operations. For more information and examples, see the lesson entitled [Aggregate Operations](https://docs.oracle.com/javase/tutorial/collections/streams/index.html).

The Collections framework has always provided a number of so-called "bulk operations" as part of its API. These include methods that operate on entire collections, such as containsAll, addAll, removeAll, etc. Do not confuse those methods with the aggregate operations that were introduced in JDK 8. The key difference between the new aggregate operations and the existing bulk operations (containsAll, addAll, etc.) is that the old versions are all mutative, meaning that they all modify the underlying collection. In contrast, the new aggregate operations do not modify the underlying collection. When using the new aggregate operations and lambda expressions, you must take care to avoid mutation so as not to introduce problems in the future, should your code be run later from a parallel stream.

### for-each Construct

The for-each construct allows you to concisely traverse a collection or array using a for loop — see [The for Statement](https://docs.oracle.com/javase/tutorial/java/nutsandbolts/for.html). The following code uses the for-each construct to print out each element of a collection on a separate line.

for (Object o : collection)

System.out.println(o);

### Iterators

An [Iterator](http://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html) is an object that enables you to traverse through a collection and to remove elements from the collection selectively, if desired. You get an Iterator for a collection by calling its iterator method. The following is the Iterator interface.

public interface Iterator<E> {

boolean hasNext();

E next();

void remove(); //optional

}

The hasNext method returns true if the iteration has more elements, and the next method returns the next element in the iteration. The remove method removes the last element that was returned by next from the underlying Collection. The remove method may be called only once per call to next and throws an exception if this rule is violated.

Note that Iterator.remove is the *only* safe way to modify a collection during iteration; the behavior is unspecified if the underlying collection is modified in any other way while the iteration is in progress.

Use Iterator instead of the for-each construct when you need to:

* Remove the current element. The for-each construct hides the iterator, so you cannot call remove. Therefore, the for-each construct is not usable for filtering.
* Iterate over multiple collections in parallel.

The following method shows you how to use an Iterator to filter an arbitrary Collection — that is, traverse the collection removing specific elements.

static void filter(Collection<?> c) {

for (Iterator<?> it = c.iterator(); it.hasNext(); )

if (!cond(it.next()))

it.remove();

}

This simple piece of code is polymorphic, which means that it works for *any* Collection regardless of implementation. This example demonstrates how easy it is to write a polymorphic algorithm using the Java Collections Framework.

## Collection Interface Bulk Operations

*Bulk operations* perform an operation on an entire Collection. You could implement these shorthand operations using the basic operations, though in most cases such implementations would be less efficient. The following are the bulk operations:

* containsAll — returns true if the target Collection contains all of the elements in the specified Collection.
* addAll — adds all of the elements in the specified Collection to the target Collection.
* removeAll — removes from the target Collection all of its elements that are also contained in the specified Collection.
* retainAll — removes from the target Collection all its elements that are *not* also contained in the specified Collection. That is, it retains only those elements in the target Collection that are also contained in the specified Collection.
* clear — removes all elements from the Collection.

The addAll, removeAll, and retainAll methods all return true if the target Collection was modified in the process of executing the operation.

As a simple example of the power of bulk operations, consider the following idiom to remove *all* instances of a specified element, e, from a Collection, c.

c.removeAll(Collections.singleton(e));

More specifically, suppose you want to remove all of the null elements from a Collection.

c.removeAll(Collections.singleton(null));

This idiom uses Collections.singleton, which is a static factory method that returns an immutable Set containing only the specified element.

## Collection Interface Array Operations

The toArray methods are provided as a bridge between collections and older APIs that expect arrays on input. The array operations allow the contents of a Collection to be translated into an array. The simple form with no arguments creates a new array of Object. The more complex form allows the caller to provide an array or to choose the runtime type of the output array.

For example, suppose that c is a Collection. The following snippet dumps the contents of c into a newly allocated array of Object whose length is identical to the number of elements in c.

Object[] a = c.toArray();

Suppose that c is known to contain only strings (perhaps because c is of type Collection<String>). The following snippet dumps the contents of c into a newly allocated array of String whose length is identical to the number of elements in c.

String[] a = c.toArray(new String[0]);

# The Set Interface

A [Set](http://docs.oracle.com/javase/8/docs/api/java/util/Set.html) is a [Collection](http://docs.oracle.com/javase/8/docs/api/java/util/Collection.html) that cannot contain duplicate elements. It models the mathematical set abstraction. The Set interface contains *only* methods inherited from Collection and adds the restriction that duplicate elements are prohibited. Set also adds a stronger contract on the behavior of the equals and hashCode operations, allowing Set instances to be compared meaningfully even if their implementation types differ. Two Set instances are equal if they contain the same elements.

The Java platform contains three general-purpose Set implementations: HashSet, TreeSet, and LinkedHashSet. [HashSet](http://docs.oracle.com/javase/8/docs/api/java/util/HashSet.html), which stores its elements in a hash table, is the best-performing implementation; however it makes no guarantees concerning the order of iteration. [TreeSet](http://docs.oracle.com/javase/8/docs/api/java/util/TreeSet.html), which stores its elements in a red-black tree, orders its elements based on their values; it is substantially slower than HashSet. [LinkedHashSet](http://docs.oracle.com/javase/8/docs/api/java/util/LinkedHashSet.html), which is implemented as a hash table with a linked list running through it, orders its elements based on the order in which they were inserted into the set (insertion-order). LinkedHashSet spares its clients from the unspecified, generally chaotic ordering provided by HashSet at a cost that is only slightly higher.

Here's a simple but useful Set idiom. Suppose you have a Collection, c, and you want to create another Collection containing the same elements but with all duplicates eliminated. The following one-liner does the trick.

Collection<Type> noDups = new HashSet<Type>(c);

It works by creating a Set (which, by definition, cannot contain duplicates), initially containing all the elements in c. It uses the standard conversion constructor described in the [The Collection Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/collection.html) section.

Or, if using JDK 8 or later, you could easily collect into a Set using aggregate operations:

c.stream()

.collect(Collectors.toSet()); // no duplicates

Here's a slightly longer example that accumulates a Collection of names into a TreeSet:

Set<String> set = people.stream()

.map(Person::getName)

.collect(Collectors.toCollection(TreeSet::new));

And the following is a minor variant of the first idiom that preserves the order of the original collection while removing duplicate elements:

Collection<Type> noDups = new LinkedHashSet<Type>(c);

The following is a generic method that encapsulates the preceding idiom, returning a Set of the same generic type as the one passed.

public static <E> Set<E> removeDups(Collection<E> c) {

return new LinkedHashSet<E>(c);

}

## Set Interface Basic Operations

The size operation returns the number of elements in the Set (its *cardinality*). The isEmpty method does exactly what you think it would. The add method adds the specified element to the Set if it is not already present and returns a boolean indicating whether the element was added. Similarly, the remove method removes the specified element from the Set if it is present and returns a boolean indicating whether the element was present. The iterator method returns an Iterator over the Set.

The following [program](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/FindDups.java) prints out all distinct words in its argument list. Two versions of this program are provided. The first uses JDK 8 aggregate operations. The second uses the for-each construct.

Using JDK 8 Aggregate Operations:

import java.util.\*;

import java.util.stream.\*;

public class FindDups {

public static void main(String[] args) {

Set<String> distinctWords = Arrays.asList(args).stream()

.collect(Collectors.toSet());

System.out.println(distinctWords.size()+

" distinct words: " +

distinctWords);

}

}

Using the for-each Construct:

import java.util.\*;

public class FindDups {

public static void main(String[] args) {

Set<String> s = new HashSet<String>();

for (String a : args)

s.add(a);

System.out.println(s.size() + " distinct words: " + s);

}

}

Now run either version of the program.

java FindDups i came i saw i left

The following output is produced:

4 distinct words: [left, came, saw, i]

Note that the code always refers to the Collection by its interface type (Set) rather than by its implementation type. This is a *strongly* recommended programming practice because it gives you the flexibility to change implementations merely by changing the constructor. If either of the variables used to store a collection or the parameters used to pass it around are declared to be of the Collection's implementation type rather than its interface type, *all* such variables and parameters must be changed in order to change its implementation type.

Furthermore, there's no guarantee that the resulting program will work. If the program uses any nonstandard operations present in the original implementation type but not in the new one, the program will fail. Referring to collections only by their interface prevents you from using any nonstandard operations.

The implementation type of the Set in the preceding example is HashSet, which makes no guarantees as to the order of the elements in the Set. If you want the program to print the word list in alphabetical order, merely change the Set's implementation type from HashSet to TreeSet. Making this trivial one-line change causes the command line in the previous example to generate the following output.

java FindDups i came i saw i left

4 distinct words: [came, i, left, saw]

## Set Interface Bulk Operations

Bulk operations are particularly well suited to Sets; when applied, they perform standard set-algebraic operations. Suppose s1 and s2 are sets. Here's what bulk operations do:

* s1.containsAll(s2) — returns true if s2 is a **subset** of s1. (s2 is a subset of s1 if set s1 contains all of the elements in s2.)
* s1.addAll(s2) — transforms s1 into the **union** of s1 and s2. (The union of two sets is the set containing all of the elements contained in either set.)
* s1.retainAll(s2) — transforms s1 into the intersection of s1 and s2. (The intersection of two sets is the set containing only the elements common to both sets.)
* s1.removeAll(s2) — transforms s1 into the (asymmetric) set difference of s1 and s2. (For example, the set difference of s1 minus s2 is the set containing all of the elements found in s1 but not in s2.)

To calculate the union, intersection, or set difference of two sets *nondestructively* (without modifying either set), the caller must copy one set before calling the appropriate bulk operation. The following are the resulting idioms.

Set<Type> union = new HashSet<Type>(s1);

union.addAll(s2);

Set<Type> intersection = new HashSet<Type>(s1);

intersection.retainAll(s2);

Set<Type> difference = new HashSet<Type>(s1);

difference.removeAll(s2);

The implementation type of the result Set in the preceding idioms is HashSet, which is, as already mentioned, the best all-around Set implementation in the Java platform. However, any general-purpose Set implementation could be substituted.

Let's revisit the FindDups program. Suppose you want to know which words in the argument list occur only once and which occur more than once, but you do not want any duplicates printed out repeatedly. This effect can be achieved by generating two sets — one containing every word in the argument list and the other containing only the duplicates. The words that occur only once are the set difference of these two sets, which we know how to compute. Here's how [the resulting program](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/FindDups2.java) looks.

import java.util.\*;

public class FindDups2 {

public static void main(String[] args) {

Set<String> uniques = new HashSet<String>();

Set<String> dups = new HashSet<String>();

for (String a : args)

if (!uniques.add(a))

dups.add(a);

// Destructive set-difference

uniques.removeAll(dups);

System.out.println("Unique words: " + uniques);

System.out.println("Duplicate words: " + dups);

}

}

When run with the same argument list used earlier (i came i saw i left), the program yields the following output.

Unique words: [left, saw, came]

Duplicate words: [i]

A less common set-algebraic operation is the *symmetric set difference* — the set of elements contained in either of two specified sets but not in both. The following code calculates the symmetric set difference of two sets nondestructively.

Set<Type> symmetricDiff = new HashSet<Type>(s1);

symmetricDiff.addAll(s2);

Set<Type> tmp = new HashSet<Type>(s1);

tmp.retainAll(s2);

symmetricDiff.removeAll(tmp);

## Set Interface Array Operations

The array operations don't do anything special for Sets beyond what they do for any other Collection. These operations are described in [The Collection Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/collection.html) section.

# The List Interface

A [List](http://docs.oracle.com/javase/8/docs/api/java/util/List.html) is an ordered [Collection](http://docs.oracle.com/javase/8/docs/api/java/util/Collection.html) (sometimes called a *sequence*). Lists may contain duplicate elements. In addition to the operations inherited from Collection, the List interface includes operations for the following:

* Positional access — manipulates elements based on their numerical position in the list. This includes methods such as get, set, add, addAll, and remove.
* Search — searches for a specified object in the list and returns its numerical position. Search methods include indexOf and lastIndexOf.
* Iteration — extends Iterator semantics to take advantage of the list's sequential nature. The listIterator methods provide this behavior.
* Range-view — The sublist method performs arbitrary *range operations* on the list.

The Java platform contains two general-purpose List implementations. [ArrayList](http://docs.oracle.com/javase/8/docs/api/java/util/ArrayList.html), which is usually the better-performing implementation, and [LinkedList](http://docs.oracle.com/javase/8/docs/api/java/util/LinkedList.html) which offers better performance under certain circumstances.

## Collection Operations

The operations inherited from Collection all do about what you'd expect them to do, assuming you're already familiar with them. If you're not familiar with them from Collection, now would be a good time to read [The Collection Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/collection.html) section. The remove operation always removes *the first* occurrence of the specified element from the list. The add and addAll operations always append the new element(s) to the *end* of the list. Thus, the following idiom concatenates one list to another.

list1.addAll(list2);

Here's a nondestructive form of this idiom, which produces a third List consisting of the second list appended to the first.

List<Type> list3 = new ArrayList<Type>(list1);

list3.addAll(list2);

Note that the idiom, in its nondestructive form, takes advantage of ArrayList's standard conversion constructor.

And here's an example (JDK 8 and later) that aggregates some names into a List:

List<String> list = people.stream()

.map(Person::getName)

.collect(Collectors.toList());

Like the [Set](http://docs.oracle.com/javase/8/docs/api/java/util/Set.html) interface, List strengthens the requirements on the equals and hashCode methods so that two List objects can be compared for logical equality without regard to their implementation classes. Two List objects are equal if they contain the same elements in the same order.

## Positional Access and Search Operations

The basic positional access operations are get, set, add and remove. (The set and remove operations return the old value that is being overwritten or removed.) Other operations (indexOf and lastIndexOf) return the first or last index of the specified element in the list.

The addAll operation inserts all the elements of the specified Collection starting at the specified position. The elements are inserted in the order they are returned by the specified Collection's iterator. This call is the positional access analog of Collection's addAll operation.

Here's a little method to swap two indexed values in a List.

public static <E> void swap(List<E> a, int i, int j) {

E tmp = a.get(i);

a.set(i, a.get(j));

a.set(j, tmp);

}

Of course, there's one big difference. This is a polymorphic algorithm: It swaps two elements in any List, regardless of its implementation type. Here's another polymorphic algorithm that uses the preceding swap method.

public static void shuffle(List<?> list, Random rnd) {

for (int i = list.size(); i > 1; i--)

swap(list, i - 1, rnd.nextInt(i));

}

This algorithm, which is included in the Java platform's [Collections](http://docs.oracle.com/javase/8/docs/api/java/util/Collections.html) class, randomly permutes the specified list using the specified source of randomness. It's a bit subtle: It runs up the list from the bottom, repeatedly swapping a randomly selected element into the current position. Unlike most naive attempts at shuffling, it's *fair* (all permutations occur with equal likelihood, assuming an unbiased source of randomness) and *fast* (requiring exactly list.size()-1 swaps). The following program uses this algorithm to print the words in its argument list in random order.

import java.util.\*;

public class Shuffle {

public static void main(String[] args) {

List<String> list = new ArrayList<String>();

for (String a : args)

list.add(a);

Collections.shuffle(list, new Random());

System.out.println(list);

}

}

In fact, this program can be made even shorter and faster. The [Arrays](http://docs.oracle.com/javase/8/docs/api/java/util/Arrays.html) class has a static factory method called asList, which allows an array to be viewed as a List. This method does not copy the array. Changes in the List write through to the array and vice versa. The resulting List is not a general-purpose List implementation, because it doesn't implement the (optional) add and remove operations: Arrays are not resizable. Taking advantage of Arrays.asList and calling the library version of shuffle, which uses a default source of randomness, you get the following [tiny program](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/Shuffle.java) whose behavior is identical to the previous program.

import java.util.\*;

public class Shuffle {

public static void main(String[] args) {

List<String> list = Arrays.asList(args);

Collections.shuffle(list);

System.out.println(list);

}

}

## Iterators

As you'd expect, the Iterator returned by List's iterator operation returns the elements of the list in proper sequence. List also provides a richer iterator, called a ListIterator, which allows you to traverse the list in either direction, modify the list during iteration, and obtain the current position of the iterator.

The three methods that ListIterator inherits from Iterator (hasNext, next, and remove) do exactly the same thing in both interfaces. The hasPrevious and the previous operations are exact analogues of hasNext and next. The former operations refer to the element before the (implicit) cursor, whereas the latter refer to the element after the cursor. The previous operation moves the cursor backward, whereas next moves it forward.

Here's the standard idiom for iterating backward through a list.

for (ListIterator<Type> it = list.listIterator(list.size()); it.hasPrevious(); ) {

Type t = it.previous();

...

}

Note the argument to listIterator in the preceding idiom. The List interface has two forms of the listIterator method. The form with no arguments returns a ListIterator positioned at the beginning of the list; the form with an int argument returns a ListIterator positioned at the specified index. The index refers to the element that would be returned by an initial call to next. An initial call to previous would return the element whose index was index-1. In a list of length n, there are n+1 valid values for index, from 0 to n, inclusive.

Intuitively speaking, the cursor is always between two elements — the one that would be returned by a call to previous and the one that would be returned by a call to next. The n+1 valid index values correspond to the n+1 gaps between elements, from the gap before the first element to the gap after the last one. The following figure shows the five possible cursor positions in a list containing four elements.
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The five possible cursor positions.

Calls to next and previous can be intermixed, but you have to be a bit careful. The first call to previous returns the same element as the last call to next. Similarly, the first call to next after a sequence of calls to previous returns the same element as the last call to previous.

It should come as no surprise that the nextIndex method returns the index of the element that would be returned by a subsequent call to next, and previousIndex returns the index of the element that would be returned by a subsequent call to previous. These calls are typically used either to report the position where something was found or to record the position of the ListIterator so that another ListIterator with identical position can be created.

It should also come as no surprise that the number returned by nextIndex is always one greater than the number returned by previousIndex. This implies the behavior of the two boundary cases: (1) a call to previousIndex when the cursor is before the initial element returns -1 and (2) a call to nextIndex when the cursor is after the final element returns list.size(). To make all this concrete, the following is a possible implementation of List.indexOf.

public int indexOf(E e) {

for (ListIterator<E> it = listIterator(); it.hasNext(); )

if (e == null ? it.next() == null : e.equals(it.next()))

return it.previousIndex();

// Element not found

return -1;

}

Note that the indexOf method returns it.previousIndex() even though it is traversing the list in the forward direction. The reason is that it.nextIndex() would return the index of the element we are about to examine, and we want to return the index of the element we just examined.

The Iterator interface provides the remove operation to remove the last element returned by next from the Collection. For ListIterator, this operation removes the last element returned by next or previous. The ListIterator interface provides two additional operations to modify the list — set and add. The set method overwrites the last element returned by next or previous with the specified element. The following polymorphic algorithm uses set to replace all occurrences of one specified value with another.

public static <E> void replace(List<E> list, E val, E newVal) {

for (ListIterator<E> it = list.listIterator(); it.hasNext(); )

if (val == null ? it.next() == null : val.equals(it.next()))

it.set(newVal);

}

The only bit of trickiness in this example is the equality test between val and it.next. You need to special-case a val value of null to prevent a NullPointerException.

The add method inserts a new element into the list immediately before the current cursor position. This method is illustrated in the following polymorphic algorithm to replace all occurrences of a specified value with the sequence of values contained in the specified list.

public static <E>

void replace(List<E> list, E val, List<? extends E> newVals) {

for (ListIterator<E> it = list.listIterator(); it.hasNext(); ){

if (val == null ? it.next() == null : val.equals(it.next())) {

it.remove();

for (E e : newVals)

it.add(e);

}

}

}

## Range-View Operation

The range-view operation, subList(int fromIndex, int toIndex), returns a List view of the portion of this list whose indices range from fromIndex, inclusive, to toIndex, exclusive. This *half-open range* mirrors the typical for loop.

for (int i = fromIndex; i < toIndex; i++) {

...

}

As the term *view* implies, the returned List is backed up by the List on which subList was called, so changes in the former are reflected in the latter.

This method eliminates the need for explicit range operations (of the sort that commonly exist for arrays). Any operation that expects a List can be used as a range operation by passing a subList view instead of a whole List. For example, the following idiom removes a range of elements from a List.

list.subList(fromIndex, toIndex).clear();

Similar idioms can be constructed to search for an element in a range.

int i = list.subList(fromIndex, toIndex).indexOf(o);

int j = list.subList(fromIndex, toIndex).lastIndexOf(o);

Note that the preceding idioms return the index of the found element in the subList, not the index in the backing List.

Any polymorphic algorithm that operates on a List, such as the replace and shuffle examples, works with the List returned by subList.

Here's a polymorphic algorithm whose implementation uses subList to deal a hand from a deck. That is, it returns a new List (the "hand") containing the specified number of elements taken from the end of the specified List (the "deck"). The elements returned in the hand are removed from the deck.

public static <E> List<E> dealHand(List<E> deck, int n) {

int deckSize = deck.size();

List<E> handView = deck.subList(deckSize - n, deckSize);

List<E> hand = new ArrayList<E>(handView);

handView.clear();

return hand;

}

Note that this algorithm removes the hand from the *end* of the deck. For many common List implementations, such as ArrayList, the performance of removing elements from the end of the list is substantially better than that of removing elements from the beginning.

The following is [a program](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/Deal.java) that uses the dealHand method in combination with Collections.shuffle to generate hands from a normal 52-card deck. The program takes two command-line arguments: (1) the number of hands to deal and (2) the number of cards in each hand.

import java.util.\*;

public class Deal {

public static void main(String[] args) {

if (args.length < 2) {

System.out.println("Usage: Deal hands cards");

return;

}

int numHands = Integer.parseInt(args[0]);

int cardsPerHand = Integer.parseInt(args[1]);

// Make a normal 52-card deck.

String[] suit = new String[] {

"spades", "hearts",

"diamonds", "clubs"

};

String[] rank = new String[] {

"ace", "2", "3", "4",

"5", "6", "7", "8", "9", "10",

"jack", "queen", "king"

};

List<String> deck = new ArrayList<String>();

for (int i = 0; i < suit.length; i++)

for (int j = 0; j < rank.length; j++)

deck.add(rank[j] + " of " + suit[i]);

// Shuffle the deck.

Collections.shuffle(deck);

if (numHands \* cardsPerHand > deck.size()) {

System.out.println("Not enough cards.");

return;

}

for (int i = 0; i < numHands; i++)

System.out.println(dealHand(deck, cardsPerHand));

}

public static <E> List<E> dealHand(List<E> deck, int n) {

int deckSize = deck.size();

List<E> handView = deck.subList(deckSize - n, deckSize);

List<E> hand = new ArrayList<E>(handView);

handView.clear();

return hand;

}

}

Running the program produces output like the following.

% java Deal 4 5

[8 of hearts, jack of spades, 3 of spades, 4 of spades,

king of diamonds]

[4 of diamonds, ace of clubs, 6 of clubs, jack of hearts,

queen of hearts]

[7 of spades, 5 of spades, 2 of diamonds, queen of diamonds,

9 of clubs]

[8 of spades, 6 of diamonds, ace of spades, 3 of hearts,

ace of hearts]

Although the subList operation is extremely powerful, some care must be exercised when using it. The semantics of the List returned by subList become undefined if elements are added to or removed from the backing List in any way other than via the returned List. Thus, it's highly recommended that you use the List returned by subList only as a transient object — to perform one or a sequence of range operations on the backing List. The longer you use the subList instance, the greater the probability that you'll compromise it by modifying the backing List directly or through another subList object. Note that it is legal to modify a sublist of a sublist and to continue using the original sublist (though not concurrently).

## List Algorithms

Most polymorphic algorithms in the Collections class apply specifically to List. Having all these algorithms at your disposal makes it very easy to manipulate lists. Here's a summary of these algorithms, which are described in more detail in the [Algorithms](https://docs.oracle.com/javase/tutorial/collections/algorithms/index.html) section.

* sort — sorts a List using a merge sort algorithm, which provides a fast, stable sort. (A *stable sort* is one that does not reorder equal elements.)
* shuffle — randomly permutes the elements in a List.
* reverse — reverses the order of the elements in a List.
* rotate — rotates all the elements in a List by a specified distance.
* swap — swaps the elements at specified positions in a List.
* replaceAll — replaces all occurrences of one specified value with another.
* fill — overwrites every element in a List with the specified value.
* copy — copies the source List into the destination List.
* binarySearch — searches for an element in an ordered List using the binary search algorithm.
* indexOfSubList — returns the index of the first sublist of one List that is equal to another.
* lastIndexOfSubList — returns the index of the last sublist of one List that is equal to another.

# The Queue Interface

A [Queue](http://docs.oracle.com/javase/8/docs/api/java/util/Queue.html) is a collection for holding elements prior to processing. Besides basic Collection operations, queues provide additional insertion, removal, and inspection operations. The Queue interface follows.

public interface Queue<E> extends Collection<E> {

E element();

boolean offer(E e);

E peek();

E poll();

E remove();

}

Each Queue method exists in two forms: (1) one throws an exception if the operation fails, and (2) the other returns a special value if the operation fails (either null or false, depending on the operation). The regular structure of the interface is illustrated in the following table.

|  |  |  |
| --- | --- | --- |
| **Queue Interface Structure** | | |
| **Type of Operation** | **Throws exception** | **Returns special value** |
| Insert | add(e) | offer(e) |
| Remove | remove() | poll() |
| Examine | element() | peek() |

Queues typically, but not necessarily, order elements in a FIFO (first-in-first-out) manner. Among the exceptions are priority queues, which order elements according to their values — see the [Object Ordering](https://docs.oracle.com/javase/tutorial/collections/interfaces/order.html) section for details). Whatever ordering is used, the head of the queue is the element that would be removed by a call to remove or poll. In a FIFO queue, all new elements are inserted at the tail of the queue. Other kinds of queues may use different placement rules. Every Queue implementation must specify its ordering properties.

It is possible for a Queue implementation to restrict the number of elements that it holds; such queues are known as *bounded*. Some Queue implementations in java.util.concurrent are bounded, but the implementations in java.util are not.

The add method, which Queue inherits from Collection, inserts an element unless it would violate the queue's capacity restrictions, in which case it throws IllegalStateException. The offer method, which is intended solely for use on bounded queues, differs from add only in that it indicates failure to insert an element by returning false.

The remove and poll methods both remove and return the head of the queue. Exactly which element gets removed is a function of the queue's ordering policy. The remove and poll methods differ in their behavior only when the queue is empty. Under these circumstances, remove throws NoSuchElementException, while poll returns null.

The element and peek methods return, but do not remove, the head of the queue. They differ from one another in precisely the same fashion as remove and poll: If the queue is empty, element throws NoSuchElementException, while peek returns null.

Queue implementations generally do not allow insertion of null elements. The LinkedList implementation, which was retrofitted to implement Queue, is an exception. For historical reasons, it permits null elements, but you should refrain from taking advantage of this, because null is used as a special return value by the poll and peek methods.

Queue implementations generally do not define element-based versions of the equals and hashCode methods but instead inherit the identity-based versions from Object.

The Queue interface does not define the blocking queue methods, which are common in concurrent programming. These methods, which wait for elements to appear or for space to become available, are defined in the interface [java.util.concurrent.BlockingQueue](http://docs.oracle.com/javase/8/docs/api/java/util/concurrent/BlockingQueue.html), which extends Queue.

In the following example program, a queue is used to implement a countdown timer. The queue is preloaded with all the integer values from a number specified on the command line to zero, in descending order. Then, the values are removed from the queue and printed at one-second intervals. The program is artificial in that it would be more natural to do the same thing without using a queue, but it illustrates the use of a queue to store elements prior to subsequent processing.

import java.util.\*;

public class Countdown {

public static void main(String[] args) throws InterruptedException {

int time = Integer.parseInt(args[0]);

Queue<Integer> queue = new LinkedList<Integer>();

for (int i = time; i >= 0; i--)

queue.add(i);

while (!queue.isEmpty()) {

System.out.println(queue.remove());

Thread.sleep(1000);

}

}

}

In the following example, a priority queue is used to sort a collection of elements. Again this program is artificial in that there is no reason to use it in favor of the sort method provided in Collections, but it illustrates the behavior of priority queues.

static <E> List<E> heapSort(Collection<E> c) {

Queue<E> queue = new PriorityQueue<E>(c);

List<E> result = new ArrayList<E>();

while (!queue.isEmpty())

result.add(queue.remove());

return result;

}

# The Deque Interface

Usually pronounced as deck, a deque is a double-ended-queue. A double-ended-queue is a linear collection of elements that supports the insertion and removal of elements at both end points. The Deque interface is a richer abstract data type than both Stack and Queue because it implements both stacks and queues at the same time. The [Deque](http://docs.oracle.com/javase/8/docs/api/java/util/Deque.html) interface, defines methods to access the elements at both ends of the Deque instance. Methods are provided to insert, remove, and examine the elements. Predefined classes like [ArrayDeque](http://docs.oracle.com/javase/8/docs/api/java/util/ArrayDeque.html) and [LinkedList](http://docs.oracle.com/javase/8/docs/api/java/util/LinkedList.html) implement the Deque interface.

Note that the Deque interface can be used both as last-in-first-out stacks and first-in-first-out queues. The methods given in the Deque interface are divided into three parts:

## Insert

The addfirst and offerFirst methods insert elements at the beginning of the Deque instance. The methods addLast and offerLast insert elements at the end of the Deque instance. When the capacity of the Deque instance is restricted, the preferred methods are offerFirst and offerLast because addFirst might fail to throw an exception if it is full.

## Remove

The removeFirst and pollFirst methods remove elements from the beginning of the Deque instance. The removeLast and pollLast methods remove elements from the end. The methods pollFirst and pollLast return null if the Deque is empty whereas the methods removeFirst and removeLast throw an exception if the Deque instance is empty.

## Retrieve

The methods getFirst and peekFirst retrieve the first element of the Deque instance. These methods dont remove the value from the Deque instance. Similarly, the methods getLast and peekLast retrieve the last element. The methods getFirst and getLast throw an exception if the deque instance is empty whereas the methods peekFirst and peekLast return NULL.

The 12 methods for insertion, removal and retieval of Deque elements are summarized in the following table:

|  |  |  |
| --- | --- | --- |
| **Deque Methods** | | |
| **Type of Operation** | **First Element (Beginning of the Deque instance)** | **Last Element (End of the Deque instance)** |
| **Insert** | addFirst(e) offerFirst(e) | addLast(e) offerLast(e) |
| **Remove** | removeFirst() pollFirst() | removeLast() pollLast() |
| **Examine** | getFirst() peekFirst() | getLast() peekLast() |

In addition to these basic methods to insert,remove and examine a Deque instance, the Deque interface also has some more predefined methods. One of these is removeFirstOccurence, this method removes the first occurence of the specified element if it exists in the Deque instance. If the element does not exist then the Deque instance remains unchanged. Another similar method is removeLastOccurence; this method removes the last occurence of the specified element in the Deque instance. The return type of these methods is boolean, and they return true if the element exists in the Deque instance.

# The Map Interface

A [Map](http://docs.oracle.com/javase/8/docs/api/java/util/Map.html) is an object that maps keys to values. A map cannot contain duplicate keys: Each key can map to at most one value. It models the mathematical *function* abstraction. The Map interface includes methods for basic operations (such as put, get, remove, containsKey, containsValue, size, and empty), bulk operations (such as putAll and clear), and collection views (such as keySet, entrySet, and values).

The Java platform contains three general-purpose Map implementations: [HashMap](http://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html), [TreeMap](http://docs.oracle.com/javase/8/docs/api/java/util/TreeMap.html), and [LinkedHashMap](http://docs.oracle.com/javase/8/docs/api/java/util/LinkedHashMap.html). Their behavior and performance are precisely analogous to HashSet, TreeSet, and LinkedHashSet, as described in [The Set Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/set.html) section.

The remainder of this page discusses the Map interface in detail. But first, here are some more examples of collecting to Maps using JDK 8 aggregate operations. Modeling real-world objects is a common task in object-oriented programming, so it is reasonable to think that some programs might, for example, group employees by department:

// Group employees by department

Map<Department, List<Employee>> byDept = employees.stream()

.collect(Collectors.groupingBy(Employee::getDepartment));

Or compute the sum of all salaries by department:

// Compute sum of salaries by department

Map<Department, Integer> totalByDept = employees.stream()

.collect(Collectors.groupingBy(Employee::getDepartment,

Collectors.summingInt(Employee::getSalary)));

Or perhaps group students by passing or failing grades:

// Partition students into passing and failing

Map<Boolean, List<Student>> passingFailing = students.stream()

.collect(Collectors.partitioningBy(s -> s.getGrade()>= PASS\_THRESHOLD));

You could also group people by city:

// Classify Person objects by city

Map<String, List<Person>> peopleByCity

= personStream.collect(Collectors.groupingBy(Person::getCity));

Or even cascade two collectors to classify people by state and city:

// Cascade Collectors

Map<String, Map<String, List<Person>>> peopleByStateAndCity

= personStream.collect(Collectors.groupingBy(Person::getState,

Collectors.groupingBy(Person::getCity)))

Again, these are but a few examples of how to use the new JDK 8 APIs. For in-depth coverage of lambda expressions and aggregate operations see the lesson entitled [Aggregate Operations](https://docs.oracle.com/javase/tutorial/collections/streams/index.html).

## Map Interface Basic Operations

The basic operations of Map (put, get, containsKey, containsValue, size, and isEmpty) behave exactly like their counterparts in Hashtable. The [following program](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/Freq.java) generates a frequency table of the words found in its argument list. The frequency table maps each word to the number of times it occurs in the argument list.

import java.util.\*;

public class Freq {

public static void main(String[] args) {

Map<String, Integer> m = new HashMap<String, Integer>();

// Initialize frequency table from command line

for (String a : args) {

Integer freq = m.get(a);

m.put(a, (freq == null) ? 1 : freq + 1);

}

System.out.println(m.size() + " distinct words:");

System.out.println(m);

}

}

The only tricky thing about this program is the second argument of the put statement. That argument is a conditional expression that has the effect of setting the frequency to one if the word has never been seen before or one more than its current value if the word has already been seen. Try running this program with the command:

java Freq if it is to be it is up to me to delegate

The program yields the following output.

8 distinct words:

{to=3, delegate=1, be=1, it=2, up=1, if=1, me=1, is=2}

Suppose you'd prefer to see the frequency table in alphabetical order. All you have to do is change the implementation type of the Map from HashMap to TreeMap. Making this four-character change causes the program to generate the following output from the same command line.

8 distinct words:

{be=1, delegate=1, if=1, is=2, it=2, me=1, to=3, up=1}

Similarly, you could make the program print the frequency table in the order the words first appear on the command line simply by changing the implementation type of the map to LinkedHashMap. Doing so results in the following output.

8 distinct words:

{if=1, it=2, is=2, to=3, be=1, up=1, me=1, delegate=1}

This flexibility provides a potent illustration of the power of an interface-based framework.

Like the [Set](http://docs.oracle.com/javase/8/docs/api/java/util/Set.html)and [List](http://docs.oracle.com/javase/8/docs/api/java/util/List.html)interfaces, Map strengthens the requirements on the equals and hashCode methods so that two Map objects can be compared for logical equality without regard to their implementation types. Two Map instances are equal if they represent the same key-value mappings.

By convention, all general-purpose Map implementations provide constructors that take a Map object and initialize the new Map to contain all the key-value mappings in the specified Map. This standard Map conversion constructor is entirely analogous to the standard Collection constructor: It allows the caller to create a Map of a desired implementation type that initially contains all of the mappings in another Map, regardless of the other Map's implementation type. For example, suppose you have a Map, named m. The following one-liner creates a new HashMap initially containing all of the same key-value mappings as m.

Map<K, V> copy = new HashMap<K, V>(m);

## Map Interface Bulk Operations

The clear operation does exactly what you would think it could do: It removes all the mappings from the Map. The putAll operation is the Map analogue of the Collection interface's addAll operation. In addition to its obvious use of dumping one Map into another, it has a second, more subtle use. Suppose a Map is used to represent a collection of attribute-value pairs; the putAll operation, in combination with the Map conversion constructor, provides a neat way to implement attribute map creation with default values. The following is a static factory method that demonstrates this technique.

static <K, V> Map<K, V> newAttributeMap(Map<K, V>defaults, Map<K, V> overrides) {

Map<K, V> result = new HashMap<K, V>(defaults);

result.putAll(overrides);

return result;

}

## Collection Views

The Collection view methods allow a Map to be viewed as a Collection in these three ways:

* keySet — the Set of keys contained in the Map.
* values — The Collection of values contained in the Map. This Collection is not a Set, because multiple keys can map to the same value.
* entrySet — the Set of key-value pairs contained in the Map. The Map interface provides a small nested interface called Map.Entry, the type of the elements in this Set.

The Collection views provide the *only* means to iterate over a Map. This example illustrates the standard idiom for iterating over the keys in a Map with a for-each construct:

for (KeyType key : m.keySet())

System.out.println(key);

and with an iterator:

// Filter a map based on some

// property of its keys.

for (Iterator<Type> it = m.keySet().iterator(); it.hasNext(); )

if (it.next().isBogus())

it.remove();

The idiom for iterating over values is analogous. Following is the idiom for iterating over key-value pairs.

for (Map.Entry<KeyType, ValType> e : m.entrySet())

System.out.println(e.getKey() + ": " + e.getValue());

At first, many people worry that these idioms may be slow because the Map has to create a new Collection instance each time a Collection view operation is called. Rest easy: There's no reason that a Map cannot always return the same object each time it is asked for a given Collection view. This is precisely what all the Map implementations in java.util do.

With all three Collection views, calling an Iterator's remove operation removes the associated entry from the backing Map, assuming that the backing Map supports element removal to begin with. This is illustrated by the preceding filtering idiom.

With the entrySet view, it is also possible to change the value associated with a key by calling a Map.Entry's setValue method during iteration (again, assuming the Map supports value modification to begin with). Note that these are the *only* safe ways to modify a Map during iteration; the behavior is unspecified if the underlying Map is modified in any other way while the iteration is in progress.

The Collection views support element removal in all its many forms — remove, removeAll, retainAll, and clear operations, as well as the Iterator.remove operation. (Yet again, this assumes that the backing Map supports element removal.)

The Collection views *do not* support element addition under any circumstances. It would make no sense for the keySet and values views, and it's unnecessary for the entrySet view, because the backing Map's put and putAll methods provide the same functionality.

## Fancy Uses of Collection Views: Map Algebra

When applied to the Collection views, bulk operations (containsAll, removeAll, and retainAll) are surprisingly potent tools. For starters, suppose you want to know whether one Map is a submap of another — that is, whether the first Map contains all the key-value mappings in the second. The following idiom does the trick.

if (m1.entrySet().containsAll(m2.entrySet())) {

...

}

Along similar lines, suppose you want to know whether two Map objects contain mappings for all of the same keys.

if (m1.keySet().equals(m2.keySet())) {

...

}

Suppose you have a Map that represents a collection of attribute-value pairs, and two Sets representing required attributes and permissible attributes. (The permissible attributes include the required attributes.) The following snippet determines whether the attribute map conforms to these constraints and prints a detailed error message if it doesn't.

static <K, V> boolean validate(Map<K, V> attrMap, Set<K> requiredAttrs, Set<K>permittedAttrs) {

boolean valid = true;

Set<K> attrs = attrMap.keySet();

if (! attrs.containsAll(requiredAttrs)) {

Set<K> missing = new HashSet<K>(requiredAttrs);

missing.removeAll(attrs);

System.out.println("Missing attributes: " + missing);

valid = false;

}

if (! permittedAttrs.containsAll(attrs)) {

Set<K> illegal = new HashSet<K>(attrs);

illegal.removeAll(permittedAttrs);

System.out.println("Illegal attributes: " + illegal);

valid = false;

}

return valid;

}

Suppose you want to know all the keys common to two Map objects.

Set<KeyType>commonKeys = new HashSet<KeyType>(m1.keySet());

commonKeys.retainAll(m2.keySet());

A similar idiom gets you the common values.

All the idioms presented thus far have been nondestructive; that is, they don't modify the backing Map. Here are a few that do. Suppose you want to remove all of the key-value pairs that one Map has in common with another.

m1.entrySet().removeAll(m2.entrySet());

Suppose you want to remove from one Map all of the keys that have mappings in another.

m1.keySet().removeAll(m2.keySet());

What happens when you start mixing keys and values in the same bulk operation? Suppose you have a Map, managers, that maps each employee in a company to the employee's manager. We'll be deliberately vague about the types of the key and the value objects. It doesn't matter, as long as they're the same. Now suppose you want to know who all the "individual contributors" (or nonmanagers) are. The following snippet tells you exactly what you want to know.

Set<Employee> individualContributors = new HashSet<Employee>(managers.keySet());

individualContributors.removeAll(managers.values());

Suppose you want to fire all the employees who report directly to some manager, Simon.

Employee simon = ... ;

managers.values().removeAll(Collections.singleton(simon));

Note that this idiom makes use of Collections.singleton, a static factory method that returns an immutable Set with the single, specified element.

Once you've done this, you may have a bunch of employees whose managers no longer work for the company (if any of Simon's direct-reports were themselves managers). The following code will tell you which employees have managers who no longer works for the company.

Map<Employee, Employee> m = new HashMap<Employee, Employee>(managers);

m.values().removeAll(managers.keySet());

Set<Employee> slackers = m.keySet();

This example is a bit tricky. First, it makes a temporary copy of the Map, and it removes from the temporary copy all entries whose (manager) value is a key in the original Map. Remember that the original Map has an entry for each employee. Thus, the remaining entries in the temporary Map comprise all the entries from the original Map whose (manager) values are no longer employees. The keys in the temporary copy, then, represent precisely the employees that we're looking for.

There are many more idioms like the ones contained in this section, but it would be impractical and tedious to list them all. Once you get the hang of it, it's not that difficult to come up with the right one when you need it.

## Multimaps

A *multimap* is like a Map but it can map each key to multiple values. The Java Collections Framework doesn't include an interface for multimaps because they aren't used all that commonly. It's a fairly simple matter to use a Map whose values are List instances as a multimap. This technique is demonstrated in the next code example, which reads a word list containing one word per line (all lowercase) and prints out all the anagram groups that meet a size criterion. An *anagram group* is a bunch of words, all of which contain exactly the same letters but in a different order. The program takes two arguments on the command line: (1) the name of the dictionary file and (2) the minimum size of anagram group to print out. Anagram groups containing fewer words than the specified minimum are not printed.

There is a standard trick for finding anagram groups: For each word in the dictionary, alphabetize the letters in the word (that is, reorder the word's letters into alphabetical order) and put an entry into a multimap, mapping the alphabetized word to the original word. For example, the word bad causes an entry mapping abd into bad to be put into the multimap. A moment's reflection will show that all the words to which any given key maps form an anagram group. It's a simple matter to iterate over the keys in the multimap, printing out each anagram group that meets the size constraint.

[The following program](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/Anagrams.java) is a straightforward implementation of this technique.

import java.util.\*;

import java.io.\*;

public class Anagrams {

public static void main(String[] args) {

int minGroupSize = Integer.parseInt(args[1]);

// Read words from file and put into a simulated multimap

Map<String, List<String>> m = new HashMap<String, List<String>>();

try {

Scanner s = new Scanner(new File(args[0]));

while (s.hasNext()) {

String word = s.next();

String alpha = alphabetize(word);

List<String> l = m.get(alpha);

if (l == null)

m.put(alpha, l=new ArrayList<String>());

l.add(word);

}

} catch (IOException e) {

System.err.println(e);

System.exit(1);

}

// Print all permutation groups above size threshold

for (List<String> l : m.values())

if (l.size() >= minGroupSize)

System.out.println(l.size() + ": " + l);

}

private static String alphabetize(String s) {

char[] a = s.toCharArray();

Arrays.sort(a);

return new String(a);

}

}

Running this program on a 173,000-word dictionary file with a minimum anagram group size of eight produces the following output.

9: [estrin, inerts, insert, inters, niters, nitres, sinter,

triens, trines]

8: [lapse, leaps, pales, peals, pleas, salep, sepal, spale]

8: [aspers, parses, passer, prases, repass, spares, sparse,

spears]

10: [least, setal, slate, stale, steal, stela, taels, tales,

teals, tesla]

8: [enters, nester, renest, rentes, resent, tenser, ternes,

treens]

8: [arles, earls, lares, laser, lears, rales, reals, seral]

8: [earings, erasing, gainers, reagins, regains, reginas,

searing, seringa]

8: [peris, piers, pries, prise, ripes, speir, spier, spire]

12: [apers, apres, asper, pares, parse, pears, prase, presa,

rapes, reaps, spare, spear]

11: [alerts, alters, artels, estral, laster, ratels, salter,

slater, staler, stelar, talers]

9: [capers, crapes, escarp, pacers, parsec, recaps, scrape,

secpar, spacer]

9: [palest, palets, pastel, petals, plates, pleats, septal,

staple, tepals]

9: [anestri, antsier, nastier, ratines, retains, retinas,

retsina, stainer, stearin]

8: [ates, east, eats, etas, sate, seat, seta, teas]

8: [carets, cartes, caster, caters, crates, reacts, recast,

traces]

Many of these words seem a bit bogus, but that's not the program's fault; they're in the dictionary file. Here's the [dictionary file](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/dictionary.txt) we used. It was derived from the Public Domain ENABLE benchmark reference word list.

# Object Ordering

A List l may be sorted as follows.

Collections.sort(l);

If the List consists of String elements, it will be sorted into alphabetical order. If it consists of Date elements, it will be sorted into chronological order. How does this happen? String and Date both implement the [Comparable](http://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html) interface. Comparable implementations provide a *natural ordering* for a class, which allows objects of that class to be sorted automatically. The following table summarizes some of the more important Java platform classes that implement Comparable.

|  |  |
| --- | --- |
| **Classes Implementing Comparable** | |
| **Class** | **Natural Ordering** |
| Byte | Signed numerical |
| Character | Unsigned numerical |
| Long | Signed numerical |
| Integer | Signed numerical |
| Short | Signed numerical |
| Double | Signed numerical |
| Float | Signed numerical |
| BigInteger | Signed numerical |
| BigDecimal | Signed numerical |
| Boolean | Boolean.FALSE < Boolean.TRUE |
| File | System-dependent lexicographic on path name |
| String | Lexicographic |
| Date | Chronological |
| CollationKey | Locale-specific lexicographic |

If you try to sort a list, the elements of which do not implement Comparable, Collections.sort(list) will throw a [ClassCastException](http://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html). Similarly, Collections.sort(list, comparator) will throw a ClassCastException if you try to sort a list whose elements cannot be compared to one another using the comparator. Elements that can be compared to one another are called *mutually comparable*. Although elements of different types may be mutually comparable, none of the classes listed here permit interclass comparison.

This is all you really need to know about the Comparable interface if you just want to sort lists of comparable elements or to create sorted collections of them. The next section will be of interest to you if you want to implement your own Comparable type.

## Writing Your Own Comparable Types

The Comparable interface consists of the following method.

public interface Comparable<T> {

public int compareTo(T o);

}

The compareTo method compares the receiving object with the specified object and returns a negative integer, 0, or a positive integer depending on whether the receiving object is less than, equal to, or greater than the specified object. If the specified object cannot be compared to the receiving object, the method throws a ClassCastException.

The [following class representing a person's name](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/Name.java) implements Comparable.

import java.util.\*;

public class Name implements Comparable<Name> {

private final String firstName, lastName;

public Name(String firstName, String lastName) {

if (firstName == null || lastName == null)

throw new NullPointerException();

this.firstName = firstName;

this.lastName = lastName;

}

public String firstName() { return firstName; }

public String lastName() { return lastName; }

public boolean equals(Object o) {

if (!(o instanceof Name))

return false;

Name n = (Name) o;

return n.firstName.equals(firstName) && n.lastName.equals(lastName);

}

public int hashCode() {

return 31\*firstName.hashCode() + lastName.hashCode();

}

public String toString() {

return firstName + " " + lastName;

}

public int compareTo(Name n) {

int lastCmp = lastName.compareTo(n.lastName);

return (lastCmp != 0 ? lastCmp : firstName.compareTo(n.firstName));

}

}

To keep the preceding example short, the class is somewhat limited: It doesn't support middle names, it demands both a first and a last name, and it is not internationalized in any way. Nonetheless, it illustrates the following important points:

* Name objects are *immutable*. All other things being equal, immutable types are the way to go, especially for objects that will be used as elements in Sets or as keys in Maps. These collections will break if you modify their elements or keys while they're in the collection.
* The constructor checks its arguments for null. This ensures that all Name objects are well formed so that none of the other methods will ever throw a NullPointerException.
* The hashCode method is redefined. This is essential for any class that redefines the equals method. (Equal objects must have equal hash codes.)
* The equals method returns false if the specified object is null or of an inappropriate type. The compareTo method throws a runtime exception under these circumstances. Both of these behaviors are required by the general contracts of the respective methods.
* The toString method has been redefined so it prints the Name in human-readable form. This is always a good idea, especially for objects that are going to get put into collections. The various collection types' toString methods depend on the toString methods of their elements, keys, and values.

Since this section is about element ordering, let's talk a bit more about Name's compareTo method. It implements the standard name-ordering algorithm, where last names take precedence over first names. This is exactly what you want in a natural ordering. It would be very confusing indeed if the natural ordering were unnatural!

Take a look at how compareTo is implemented, because it's quite typical. First, you compare the most significant part of the object (in this case, the last name). Often, you can just use the natural ordering of the part's type. In this case, the part is a String and the natural (lexicographic) ordering is exactly what's called for. If the comparison results in anything other than zero, which represents equality, you're done: You just return the result. If the most significant parts are equal, you go on to compare the next most-significant parts. In this case, there are only two parts — first name and last name. If there were more parts, you'd proceed in the obvious fashion, comparing parts until you found two that weren't equal or you were comparing the least-significant parts, at which point you'd return the result of the comparison.

Just to show that it all works, here's [a program that builds a list of names and sorts them](https://docs.oracle.com/javase/tutorial/collections/interfaces/examples/NameSort.java).

import java.util.\*;

public class NameSort {

public static void main(String[] args) {

Name nameArray[] = {

new Name("John", "Smith"),

new Name("Karl", "Ng"),

new Name("Jeff", "Smith"),

new Name("Tom", "Rich")

};

List<Name> names = Arrays.asList(nameArray);

Collections.sort(names);

System.out.println(names);

}

}

If you run this program, here's what it prints.

[Karl Ng, Tom Rich, Jeff Smith, John Smith]

There are four restrictions on the behavior of the compareTo method, which we won't go into now because they're fairly technical and boring and are better left in the API documentation. It's really important that all classes that implement Comparable obey these restrictions, so read the documentation for Comparable if you're writing a class that implements it. Attempting to sort a list of objects that violate the restrictions has undefined behavior. Technically speaking, these restrictions ensure that the natural ordering is a *total order* on the objects of a class that implements it; this is necessary to ensure that sorting is well defined.

## Comparators

What if you want to sort some objects in an order other than their natural ordering? Or what if you want to sort some objects that don't implement Comparable? To do either of these things, you'll need to provide a [Comparator](http://docs.oracle.com/javase/8/docs/api/java/util/Comparator.html) — an object that encapsulates an ordering. Like the Comparable interface, the Comparator interface consists of a single method.

public interface Comparator<T> {

int compare(T o1, T o2);

}

The compare method compares its two arguments, returning a negative integer, 0, or a positive integer depending on whether the first argument is less than, equal to, or greater than the second. If either of the arguments has an inappropriate type for the Comparator, the compare method throws a ClassCastException.

Much of what was said about Comparable applies to Comparator as well. Writing a compare method is nearly identical to writing a compareTo method, except that the former gets both objects passed in as arguments. The compare method has to obey the same four technical restrictions as Comparable's compareTo method for the same reason — a Comparator must induce a total order on the objects it compares.

Suppose you have a class called Employee, as follows.

public class Employee implements Comparable<Employee> {

public Name name() { ... }

public int number() { ... }

public Date hireDate() { ... }

...

}

Let's assume that the natural ordering of Employee instances is Name ordering (as defined in the previous example) on employee name. Unfortunately, the boss has asked for a list of employees in order of seniority. This means we have to do some work, but not much. The following program will produce the required list.

import java.util.\*;

public class EmpSort {

static final Comparator<Employee> SENIORITY\_ORDER =

new Comparator<Employee>() {

public int compare(Employee e1, Employee e2) {

return e2.hireDate().compareTo(e1.hireDate());

}

};

// Employee database

static final Collection<Employee> employees = ... ;

public static void main(String[] args) {

List<Employee> e = new ArrayList<Employee>(employees);

Collections.sort(e, SENIORITY\_ORDER);

System.out.println(e);

}

}

The Comparator in the program is reasonably straightforward. It relies on the natural ordering of Date applied to the values returned by the hireDate accessor method. Note that the Comparator passes the hire date of its second argument to its first rather than vice versa. The reason is that the employee who was hired most recently is the least senior; sorting in the order of hire date would put the list in reverse seniority order. Another technique people sometimes use to achieve this effect is to maintain the argument order but to negate the result of the comparison.

// Don't do this!!

return -r1.hireDate().compareTo(r2.hireDate());

You should always use the former technique in favor of the latter because the latter is not guaranteed to work. The reason for this is that the compareTo method can return any negative int if its argument is less than the object on which it is invoked. There is one negative int that remains negative when negated, strange as it may seem.

-Integer.MIN\_VALUE == Integer.MIN\_VALUE

The Comparator in the preceding program works fine for sorting a List, but it does have one deficiency: It cannot be used to order a sorted collection, such as TreeSet, because it generates an ordering that is *not compatible with* equals. This means that this Comparator equates objects that the equals method does not. In particular, any two employees who were hired on the same date will compare as equal. When you're sorting a List, this doesn't matter; but when you're using the Comparator to order a sorted collection, it's fatal. If you use this Comparator to insert multiple employees hired on the same date into a TreeSet, only the first one will be added to the set; the second will be seen as a duplicate element and will be ignored.

To fix this problem, simply tweak the Comparator so that it produces an ordering that *is compatible with* equals. In other words, tweak it so that the only elements seen as equal when using compare are those that are also seen as equal when compared using equals. The way to do this is to perform a two-part comparison (as for Name), where the first part is the one we're interested in — in this case, the hire date — and the second part is an attribute that uniquely identifies the object. Here the employee number is the obvious attribute. This is the Comparator that results.

static final Comparator<Employee> SENIORITY\_ORDER =

new Comparator<Employee>() {

public int compare(Employee e1, Employee e2) {

int dateCmp = e2.hireDate().compareTo(e1.hireDate());

if (dateCmp != 0)

return dateCmp;

return (e1.number() < e2.number() ? -1 :

(e1.number() == e2.number() ? 0 : 1));

}

};

One last note: You might be tempted to replace the final return statement in the Comparator with the simpler:

return e1.number() - e2.number();

Don't do it unless you're *absolutely sure* no one will ever have a negative employee number! This trick does not work in general because the signed integer type is not big enough to represent the difference of two arbitrary signed integers. If i is a large positive integer and j is a large negative integer, i - j will overflow and will return a negative integer. The resulting comparator violates one of the four technical restrictions we keep talking about (transitivity) and produces horrible, subtle bugs. This is not a purely theoretical concern; people get burned by it.

# The SortedSet Interface

A [SortedSet](http://docs.oracle.com/javase/8/docs/api/java/util/SortedSet.html) is a [Set](http://docs.oracle.com/javase/8/docs/api/java/util/Set.html) that maintains its elements in ascending order, sorted according to the elements' natural ordering or according to a Comparator provided at SortedSet creation time. In addition to the normal Set operations, the SortedSet interface provides operations for the following:

* Range view — allows arbitrary range operations on the sorted set
* Endpoints — returns the first or last element in the sorted set
* Comparator access — returns the Comparator, if any, used to sort the set

The code for the SortedSet interface follows.

public interface SortedSet<E> extends Set<E> {

// Range-view

SortedSet<E> subSet(E fromElement, E toElement);

SortedSet<E> headSet(E toElement);

SortedSet<E> tailSet(E fromElement);

// Endpoints

E first();

E last();

// Comparator access

Comparator<? super E> comparator();

}

## Set Operations

The operations that SortedSet inherits from Set behave identically on sorted sets and normal sets with two exceptions:

* The Iterator returned by the iterator operation traverses the sorted set in order.
* The array returned by toArray contains the sorted set's elements in order.

Although the interface doesn't guarantee it, the toString method of the Java platform's SortedSet implementations returns a string containing all the elements of the sorted set, in order.

## Standard Constructors

By convention, all general-purpose Collection implementations provide a standard conversion constructor that takes a Collection; SortedSet implementations are no exception. In TreeSet, this constructor creates an instance that sorts its elements according to their natural ordering. This was probably a mistake. It would have been better to check dynamically to see whether the specified collection was a SortedSet instance and, if so, to sort the new TreeSet according to the same criterion (comparator or natural ordering). Because TreeSet took the approach that it did, it also provides a constructor that takes a SortedSet and returns a new TreeSet containing the same elements sorted according to the same criterion. Note that it is the compile-time type of the argument, not its runtime type, that determines which of these two constructors is invoked (and whether the sorting criterion is preserved).

SortedSet implementations also provide, by convention, a constructor that takes a Comparator and returns an empty set sorted according to the specified Comparator. If null is passed to this constructor, it returns a set that sorts its elements according to their natural ordering.

## Range-view Operations

The range-view operations are somewhat analogous to those provided by the List interface, but there is one big difference. Range views of a sorted set remain valid even if the backing sorted set is modified directly. This is feasible because the endpoints of a range view of a sorted set are absolute points in the element space rather than specific elements in the backing collection, as is the case for lists. A range-view of a sorted set is really just a window onto whatever portion of the set lies in the designated part of the element space. Changes to the range-view write back to the backing sorted set and vice versa. Thus, it's okay to use range-views on sorted sets for long periods of time, unlike range-views on lists.

Sorted sets provide three range-view operations. The first, subSet, takes two endpoints, like subList. Rather than indices, the endpoints are objects and must be comparable to the elements in the sorted set, using the Set's Comparator or the natural ordering of its elements, whichever the Set uses to order itself. Like subList, the range is half open, including its low endpoint but excluding the high one.

Thus, the following line of code tells you how many words between "doorbell" and "pickle", including "doorbell" but excluding "pickle", are contained in a SortedSet of strings called dictionary:

int count = dictionary.subSet("doorbell", "pickle").size();

In like manner, the following one-liner removes all the elements beginning with the letter f.

dictionary.subSet("f", "g").clear();

A similar trick can be used to print a table telling you how many words begin with each letter.

for (char ch = 'a'; ch <= 'z'; ) {

String from = String.valueOf(ch++);

String to = String.valueOf(ch);

System.out.println(from + ": " + dictionary.subSet(from, to).size());

}

Suppose you want to view a *closed interval*, which contains both of its endpoints, instead of an open interval. If the element type allows for the calculation of the successor of a given value in the element space, merely request the subSet from lowEndpoint to successor(highEndpoint). Although it isn't entirely obvious, the successor of a string s in String's natural ordering is s + "\0" — that is, s with a null character appended.

Thus, the following one-liner tells you how many words between "doorbell" and "pickle", including doorbell *and* pickle, are contained in the dictionary.

count = dictionary.subSet("doorbell", "pickle\0").size();

A similar technique can be used to view an *open interval*, which contains neither endpoint. The open-interval view from lowEndpoint to highEndpoint is the half-open interval from successor(lowEndpoint) to highEndpoint. Use the following to calculate the number of words between "doorbell" and "pickle", excluding both.

count = dictionary.subSet("doorbell\0", "pickle").size();

The SortedSet interface contains two more range-view operations — headSet and tailSet, both of which take a single Object argument. The former returns a view of the initial portion of the backing SortedSet, up to but not including the specified object. The latter returns a view of the final portion of the backing SortedSet, beginning with the specified object and continuing to the end of the backing SortedSet. Thus, the following code allows you to view the dictionary as two disjoint volumes (a-m and n-z).

SortedSet<String> volume1 = dictionary.headSet("n");

SortedSet<String> volume2 = dictionary.tailSet("n");

## Endpoint Operations

The SortedSet interface contains operations to return the first and last elements in the sorted set, not surprisingly called first and last. In addition to their obvious uses, last allows a workaround for a deficiency in the SortedSet interface. One thing you'd like to do with a SortedSet is to go into the interior of the Set and iterate forward or backward. It's easy enough to go forward from the interior: Just get a tailSet and iterate over it. Unfortunately, there's no easy way to go backward.

The following idiom obtains the first element that is less than a specified object o in the element space.

Object predecessor = ss.headSet(o).last();

This is a fine way to go one element backward from a point in the interior of a sorted set. It could be applied repeatedly to iterate backward, but this is very inefficient, requiring a lookup for each element returned.

## Comparator Accessor

# The SortedSet interface contains an accessor method called comparator that returns the Comparator used to sort the set, or null if the set is sorted according to the *natural ordering* of its elements. This method is provided The SortedMap Interface

A [SortedMap](http://docs.oracle.com/javase/8/docs/api/java/util/SortedMap.html) is a [Map](http://docs.oracle.com/javase/8/docs/api/java/util/Map.html) that maintains its entries in ascending order, sorted according to the keys' natural ordering, or according to a Comparator provided at the time of the SortedMap creation. Natural ordering and Comparators are discussed in the [Object Ordering](https://docs.oracle.com/javase/tutorial/collections/interfaces/order.html) section. The SortedMap interface provides operations for normal Map operations and for the following:

* Range view — performs arbitrary range operations on the sorted map
* Endpoints — returns the first or the last key in the sorted map
* Comparator access — returns the Comparator, if any, used to sort the map

The following interface is the Map analog of [SortedSet](http://docs.oracle.com/javase/8/docs/api/java/util/SortedSet.html).

public interface SortedMap<K, V> extends Map<K, V>{

Comparator<? super K> comparator();

SortedMap<K, V> subMap(K fromKey, K toKey);

SortedMap<K, V> headMap(K toKey);

SortedMap<K, V> tailMap(K fromKey);

K firstKey();

K lastKey();

}

## Map Operations

The operations SortedMap inherits from Map behave identically on sorted maps and normal maps with two exceptions:

* The Iterator returned by the iterator operation on any of the sorted map's Collection views traverse the collections in order.
* The arrays returned by the Collection views' toArray operations contain the keys, values, or entries in order.

Although it isn't guaranteed by the interface, the toString method of the Collection views in all the Java platform's SortedMap implementations returns a string containing all the elements of the view, in order.

## Standard Constructors

By convention, all general-purpose Map implementations provide a standard conversion constructor that takes a Map; SortedMap implementations are no exception. In TreeMap, this constructor creates an instance that orders its entries according to their keys' natural ordering. This was probably a mistake. It would have been better to check dynamically to see whether the specified Map instance was a SortedMap and, if so, to sort the new map according to the same criterion (comparator or natural ordering). Because TreeMap took the approach it did, it also provides a constructor that takes a SortedMap and returns a new TreeMap containing the same mappings as the given SortedMap, sorted according to the same criterion. Note that it is the compile-time type of the argument, not its runtime type, that determines whether the SortedMap constructor is invoked in preference to the ordinary map constructor.

SortedMap implementations also provide, by convention, a constructor that takes a Comparator and returns an empty map sorted according to the specified Comparator. If null is passed to this constructor, it returns a Map that sorts its mappings according to their keys' natural ordering.

## Comparison to SortedSet

Because this interface is a precise Map analog of SortedSet, all the idioms and code examples in [The SortedSet Interface](https://docs.oracle.com/javase/tutorial/collections/interfaces/sorted-set.html) section apply to SortedMap with only trivial modifications.