**FLUTTER**

# **RoadMap**

# **Install**

## **Installation the latest stable release of the Flutter SDK**

* Download Flutter SDK mới nhất từ homepage flutter
* Extract the zip file and place the contained flutter in the desired installation location for the Flutter SDK (for example, C:\src\flutter).

## **Update your path**

If you wish to run Flutter commands in the regular Windows console, take these steps to add Flutter to the PATH environment variable:

* From the Start search bar, enter ‘env’ and select **Edit environment variables for your account**.
* Under **User variables** check if there is an entry called **Path**:
  + If the entry exists, append the full path to flutter\bin using ; as a separator from existing values.
  + If the entry doesn’t exist, create a new user variable named Path with the full path to flutter\bin as its value.

## **Tại CMD or PowerShell**

Run command: flutter doctor để check các thành phần cần thiết, nếu thành phần nào báo X or ! thì cần xử lý thêm (install, update, run command…) cho đến khi nào tất check xanh là ok.

## **For Windows desktop development, you need the following in addition to the Flutter SDK:**

* [Visual Studio 2022](https://visualstudio.microsoft.com/downloads/) or [Visual Studio Build Tools 2022](https://visualstudio.microsoft.com/downloads/#build-tools-for-visual-studio-2022) When installing Visual Studio or only the Build Tools, you need the “Desktop development with C++” workload installed for building windows, including all of its default components.

## **Agree to Android Licenses**

Before you can use Flutter, you must agree to the licenses of the Android SDK platform. This step should be done after you have installed the tools listed above.

$ flutter doctor --android-licenses

## **Install Android Studio**

* Sau khi install xong, vào SDK Manager – Tab SDK Tools
  + Cài Android SDK Command-line Tools
  + Cài Google Play Service
  + Intel x86 Emulator Acceletator (HAXM Installation)
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Lỗi như hình trên – có thể do tên folder (user name) trên pc vi phạm quy tắc ko no space, no specials charactor

Flutter app can run on Android and IOS emulators with Android Studio, but ONLY on Apple machines (not Windows). So if you have Android Studio installed on Windows machine you won't have IOS emulator.

This info isn't obvious in Android Studio documentation, but you can find more details in Flutter installation guide:

macOS install (Flutter, Android Studio, emulators for Android and IOS)

Windows install (Flutter, Android Studio, emulator for Android)

So in your case the best way is to develop flutter apps on your Mac.

Setup the iOS simulator???

https://www.makeuseof.com/windows-10-install-ios-emulator/

* Tạo Virtual Device
  + Add Skin Samsung
    - Tải skin tại <https://developer.samsung.com/galaxy-emulator-skin>
    - Unzip skin file vào folder chỉ định
    - Trong màn hình Decive Manager click Create Device, New Hardwave Profile, Nhập các giá trị Screen Size và Resolution y như mô tả của skin từ <https://developer.samsung.com/galaxy-emulator-skin/galaxy-s.html> (tùy version device).

Kéo xuống dưới cùng có phần Default Skin, click … browser tới folder chứa skin

* Open AVD: Open Android Studio (khi đã xóa hết app, ko quản lý app nào), click More Action, chọn Virtual Device Manager, chọn máy ảo, click run máy ảo. Lúc này có thể close Android Studio, chỉ để lại AVD

## **Setup AVD không install Android Studio – ko khả thi**

You do not need Android Studio to create or run a virtual device. Just use sdkmanager and avdmanager from the Android SDK tools.

* ProcedureTo Install the JDK Software and Set Environment Variables JAVA\_HOME on a Windows System: <https://docs.oracle.com/cd/E19182-01/820-7851/inst_cli_jdk_javahome_t/index.html>

avdmanager create avd --name AndroidDevice01 --package "system-images;android-21;default;x86\_64"

Nơi lưu AVD: Đường dẫn mặc định: **C:\Users\<tên người dùng>\.android\avd**

## Run AVD Emulator without Android Studio

* Show list AVD trên hệ thống:

Run

cd ~/Android/Sdk/tools/bin && ./avdmanager list avd

OR

cd ~/Android/Sdk/tools && ./emulator -list-avds

Demo: C:\Users\Thinkpad T480s\./avdmanager list avd AppData\Local\Android\Sdk\tools>emulator -list-avds

PS C:\Users\Thinkpad T480s\AppData\Local\Android\Sdk\emulator> .\emulator -list-avds // cú pháp trên PS khác: phải thêm '.\'

* Copy name of the device you want to run and then: cd ~/Android/Sdk/tools && ./emulator -avd NAME\_OF\_YOUR\_DEVICE, nếu AVD nào báo lỗi 'PANIC: Missing emulator engine program for 'x86' CPU.' thì vào path ~/Android/Sdk/emulator

Demo: C:\Users\Thinkpad T480s\AppData\Local\Android\Sdk\emulator>.\emulator.exe -avd Pixel\_5\_API\_30

## **Kết nối Physical Device chưa được**

## **Smartface IDE - Develop iOS and Android apps on Windows, macOS or Linux. No more OS or hardware lock-in.**

**Install**

https://smartface.io/

**Using**

https://docs.smartface.io/smartface-getting-started/create-a-new-project

## **Install VS Code (if using VS Code)**

VS Code is a lightweight editor with complete Flutter app execution and debug support.

* Install the Flutter and Dart plugins

## **Code demo trên web**

<https://dart.dev/#try-dart>

https://dartpad.dev/?

# **VS Code**

Hot Reload – Run without Debugging – Ctrl + F5

Lệnh in debug vo Debug console: ngoài print() ra nên dùng debugPrint()

## **Setup trong Setting.json (tại path C:\Users\Thinkpad T480s\AppData\Roaming\Code\User\profiles\130c8c0a\settings.json)**

Bấm tổ hợp Ctrl +Shift + P, nhập setting.json, chọn dòng Open User Setting

* Auto fix code khi save:
* "editor.codeActionsOnSave": {"source.fixAll": true},
* Show link cấp các widget:

    "dart.previewFlutterUiGuides": true,

## **Định dạng code**

* Dấu ',' sau phần tử cuối cùng trong câu lệnh: nếu bỏ thì code phía sau nó sẽ dồn lên cùng dòng; nếu nhập thì sẽ xuống dòng tại vị trí đó

## **Xử Lý Lỗi**

* Run flutter doctor –vv hoặc các lệnh flutter từ cmd báo Error: Unable to find git in your PATH.

Chạy cmd: git config --global --add safe.directory '\*'

## **Using the Flutter inspector**

<https://docs.flutter.dev/tools/devtools/inspector#get-started>

### **Lỗi không show object lên giao diện:**

Một số nguyên nhân sau:

* Dò giá trị Height/width thấy bằng 0 (có thể do setup default của các widget) - setup lại cho phù hợp

## **Flutter Project Structure**

**Android – Nơi chứa code Android – viết Android Native code**

**Ios – Nơi chứa code Ios – viết Ios Native code**

**Lib – Nơi chứa toàn bộ code flutter (file .dart)**

**Test – Nơi viết test code**

**Pubspec.yaml**

Mỗi dự án Flutter bao gồm file pubspec.yaml. Nó nằm ở đầu cây dự án và chứa siêu dữ liệu về dự án mà công cụ Dart và Flutter cần biết. Pubspec được viết bằng YAML , mà con người có thể đọc được, nhưng hãy lưu ý rằng khoảng trắng (tab v dấu cách) mới quan trọng .

Tệp pubspec chỉ định các phụ thuộc mà dự án yêu cầu, chẳng hạn như các gói cụ thể (và phiên bản của chúng), phông chữ hoặc tệp hình ảnh. Nó cũng chỉ định các yêu cầu khác, chẳng hạn như sự phụ thuộc vào gói dành cho nhà phát triển (như gói thử nghiệm hoặc mô phỏng) hoặc các ràng buộc cụ thể đối với phiên bản SDK Flutter.

**Pubspec.lock**

Lần đầu tiên bạn xây dựng dự án của mình, nó sẽ tạo file pubspec.lock chứa phiên bản cụ thể của các gói được bao gồm. Điều này đảm bảo rằng bạn sẽ nhận được cùng một phiên bản vào lần tiếp theo dự án được xây dựng.

**analysis\_options.yaml**

**YAML is sensitive to whitespace.** Don’t use tabs in a YAML file, and use 2 spaces to denote each level of indentation.

Phân tích tĩnh cho phép tìm ra các vấn đề trước khi thực thi một dòng mã duy nhất. Đó là một công cụ mạnh mẽ được sử dụng để ngăn chặn lỗi và đảm bảo mã tuân thủ các hướng dẫn về kiểu dáng.Với sự trợ giúp của bộ phân tích, bạn có thể tìm ra những lỗi đơn giản như viết sai chính tả. Ví dụ, có thể đã có một dấu chấm phẩy không cần thiết bị đưa vào câu lệnh if một cách tình cờ

Rules được gán trong file này

## Shortcut

* Show Widget Tree (gồm các function, class nhưng ko bao gồm các properties): Ctrl + Shift + P 🡪 View: Show Flutter

Với các widget có icon ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAmCAMAAAHCVNilAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABLUExURQAAAACy9ABIhABRlgA9cUTD+EXE+jzC+gC//wBNjhK29QBWnkXE+wA5aUbE+gC1+ABQlABVnABDfEbF+UXE+wBMjAD//wAvV0fF+y2EZHEAAAAXdFJOUwD9////eOf/CP8c/9H/3f//7//71f8C4tngfAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAASdJREFUOE+tktlihSAQQ+2+2Jbb3f//0jKZg8zFqfWh5wFDEgGXyVgWDT7Kmabi4nvWpVU0UCmImYoivFW0fjdKZb2jMhvosMK4RtNBxsb0Im0OVt2mp7YpslLewpZ+AmRD6xjMHbz/cpFUmqinduQ27AEqg2vI/9w+gmFPJl4xOmyyWRB39DFH+xb3YB1zWd4xAPfgKsfqaM262tyLety+dil/6dEWeumV0V+D5GuYfWEfg3mnlOcHfSbmAdkG8w5+BSNHhz+HJING4Ikkg0qAIIVKgCCFSoAghUqAIOOGSoAkg0aEJINGhCSPECtflI8thLHbds4c/aEqNT5IMtR27rxNkEIzQPA79JzT37+0ce/t68sr9Q2SHSgGCHagGCDYgWJnnn4AXTA/J85CSLUAAAAASUVORK5CYII=) ta có thể click chọn, right click để thực hiện 1 số thao tác trên nó

* Tạo StatelessWidget: type 'stl' or 'stless'
* Tạo StatefulWidget: type 'stf' or 'stful'

## Check Version & Upgrade

Open Terminal / Command Prompt (Windows),

Check version: flutter --version

Upgrade: flutter upgrade

# **DART**

<https://dart.dev/tools/dart-devtools#1-start-the-target-app>

<https://dart.dev/tools/linter-rules/prefer_interpolation_to_compose_strings>

## Package trong Dart

Theo định nghĩa, một package trong Dart là một bộ sưu tập các tập tin Dart liên quan và được tổ chức theo một cấu trúc cụ thể¹. Một package có thể chứa các hàm, lớp, biến, kiểu dữ liệu, widget, plugin, hoặc bất kỳ đoạn code Dart nào có thể được tái sử dụng và chia sẻ. Một package cũng có thể phụ thuộc vào các package khác để sử dụng các chức năng của chúng.

Một package trong Dart có thể được phân loại thành ba loại chính²:

- Package Dart: là những package có thể được sử dụng ở cả môi trường web lẫn thiết bị di động. Ví dụ như [english\_words] là một package chứa khoảng 5000 từ tiếng Anh và có các chức năng cơ bản như danh từ, âm tiết, v.v.

- Package Flutter: là những package phụ thuộc vào framework Flutter và chỉ có thể được sử dụng trong môi trường thiết bị di động. Ví dụ như [fluro] là một custom router cho Flutter.

- Plugin Flutter: là những package phụ thuộc vào framework Flutter cũng như nền tảng cơ bản (Android SDK hoặc iOS SDK). Ví dụ như [camera] là một plugin dùng để tương tác với thiết bị camera.

Để sử dụng một package trong Dart, bạn cần phải thực hiện các bước sau³:

- Tìm kiếm và chọn một package phù hợp với nhu cầu của bạn trên [pub.dev](^4^), một máy chủ trực tuyến để lưu trữ và xuất bản các package Dart.

- Nhập tên và phiên bản của package vào file pubspec.yaml của dự án của bạn, trong phần dependencies. Ví dụ:

dependencies:

english\_words: ^3.1.5

- Chạy lệnh `flutter pub get` hoặc `dart pub get` để cài đặt package vào dự án của bạn.

- Nhập file Dart chính của package vào file code của bạn bằng lệnh `import`. Ví dụ:

import 'package:english\_words/english\_words.dart';

- Sử dụng các hàm, lớp, biến, hoặc widget của package theo ý muốn.

# **FLUTTER**

## Widget

Flutter là một framework phát triển ứng dụng di động và web sử dụng ngôn ngữ lập trình Dart. Trong Flutter, giao diện người dùng được xây dựng bằng cách kết hợp các widget. Widget là các thành phần cơ bản trong Flutter, và chúng được sắp xếp lại để tạo thành giao diện người dùng. Dưới đây là một số widget quan trọng trong Flutter:

* StatelessWidget: Đây là một widget không thay đổi trạng thái sau khi được xây dựng ban đầu. Nó được sử dụng cho các thành phần tĩnh của giao diện người dùng.
* StatefulWidget: Đây là một widget có thể thay đổi trạng thái sau khi được xây dựng. Nó được sử dụng cho các thành phần động của giao diện người dùng.
* MaterialApp là widget kế thừa các kiến trúc theo chuẩn design marterial (xem như html tag trong trang web)
* Scaffold: Widget này cung cấp cấu trúc cơ bản cho một màn hình, bao gồm AppBar, body và các thành phần khác. Scaffold là widget bao chứa toàn bộ code chúng ta vào trong nó (phủ đầy giao diện chúng ta, như thẻ body của html vậy thôi)
* AppBar: Widget này tạo một thanh đầu của ứng dụng, thường chứa tiêu đề, các biểu tượng thao tác và nút điều hướng.
* Container: Widget này tạo một hình chữ nhật có thể chứa các widget con và được sử dụng để tạo khoảng trống, định dạng và cài đặt kiểu cho các widget con.
* Text: Widget này hiển thị văn bản trên giao diện người dùng. Bạn có thể định dạng văn bản bằng cách sử dụng thuộc tính style.
* Image: Widget này hiển thị hình ảnh từ các nguồn như asset hoặc mạng.
* Column và Row: Đây là các widget chứa các widget con theo chiều dọc (Column) hoặc chiều ngang (Row). Chúng giúp bạn sắp xếp các widget con một cách linh hoạt.
* ListView: Widget này cho phép bạn tạo danh sách cuộn được tạo bằng cách xếp các widget con dọc theo trục chính.
* FlatButton, RaisedButton, IconButton: Các widget này tạo các nút tương tác, cho phép người dùng thực hiện các hành động khi nhấp vào.
* TextField: Widget này cho phép người dùng nhập dữ liệu văn bản.
* InkWell: Widget này tạo ra một vùng có hiệu ứng mực khi người dùng chạm vào, giúp tạo ra giao diện tương tác thú vị.
* GestureDetector: Widget này cho phép bạn bắt các sự kiện tương tác như chạm, vuốt, nhấn giữ và nhiều thứ khác.

Đây chỉ là một số ví dụ cơ bản về các widget trong Flutter. Flutter cung cấp một loạt các widget khác nhau để bạn có thể xây dựng các giao diện người dùng phong phú và linh hoạt.

## StatelessWidget & StatefulWidget

Trong Flutter, tất cả các widget đều thuộc một trong hai loại: StatelessWidget hoặc StatefulWidget.

**StatelessWidget:** Đây là loại widget mà trạng thái của nó không thay đổi sau khi được xây dựng ban đầu. Điều này có nghĩa là nếu bạn muốn thay đổi giao diện của widget này, bạn phải xây dựng một phiên bản mới của nó với dữ liệu mới. StatelessWidget thường được sử dụng cho các thành phần giao diện người dùng tĩnh và không thay đổi, như văn bản hiển thị, hình ảnh, biểu đồ, vv.

Hiểu nôm na là Widget tĩnh và nó không thể tự thay đổi được những gì mà nó hiển thị sau khi đã được Render xong.

Widget này cần 1 hàm Widget build(BuildContext context) để render dữ liệu lên màn hình. Hàm build chỉ được gọi 1 lần khi ứng dụng đang hoạt động, như vậy thì dữ liệu chỉ được render 1 và không thay đổi suốt quá trình sử dụng ứng dụng. Dữ liệu hiển thị bạn có thể hard code hoặc truyền thông qua hàm Constructors của class và dữ liệu này sẽ không thay đổi suốt quá trình hiển thị trên màn hình.

*Vậy đặt ra vấn đề Tôi muốn thay đổi text đang hiển thị trên màn hình thì làm thế nào?*

Tuy StatelessWidget không thể tự thay đổi được chính nó, nhưng khi Widget cha thay đổi thì StatelessWidget sẽ được khởi tạo lại.

Example:

class MyWidget extends StatelessWidget {

  final bool load\_state;

  const MyWidget(this.load\_state);

  @override

  Widget build(BuildContext context) { // render data output

    return load\_state

        ? Text('loading state $load\_state')

        : const CircularProgressIndicator();

  }

}

**StatefulWidget:** Đây là loại widget có trạng thái có thể thay đổi sau khi được xây dựng ban đầu. StatefulWidget được sử dụng cho các thành phần giao diện người dùng có thể tương tác và thay đổi dựa trên tương tác người dùng, thời gian hoặc dữ liệu thay đổi.

Khác với StatelessWidget thì StatefulWidget là 1 Widget động và nó có thể thay đổi những gì đang hiển thị bằng cách thay đổi State của chính nó.

Cấu trúc StatefulWidget
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* MyWidget là một widget con của StatefulWidget. Bằng cách kế thừa StatefulWidget, MyWidget cho phép bạn tạo một widget có khả năng thay đổi trạng thái.
* State<MyWidget> createState() => \_MyWidgetState(); - Tạo trạng thái cho MyWidget:

Hàm createState được ghi đè để tạo ra một đối tượng trạng thái tương ứng cho MyWidget. Trong trường hợp này, đối tượng trạng thái được tạo là \_MyWidgetState.

* \_MyWidgetState là một lớp con của State và chịu trách nhiệm quản lý trạng thái của MyWidget. Class \_ MyWidgetState sẽ overrides phương thức Widget build(BuildContext context) hàm này trả về Widget. Đây là nơi bạn định nghĩa UI mà class hiển thị. StatefulWidget quản lý trạng thái UI thông qua State, khi State thay đổi thì StatefulWidget sẽ render lại UI mà nó đang hiển thị.

Vậy câu hỏi đặt ra là Làm thế nào tôi có thể thay đổi được State của Statefull hay đơn giản là update dữ liệu đang hiển thị trên màn hình?

Câu trả lời này khá đơn giản. StatefulWidget cung cấp phương thức setState() để bạn có thể thay đổi State của class (chỉ có StatefulWidget) mới có setState()). Hiểu đơn giản là khi bạn muốn Update UI của StatefulWidget thì cần gọi phương thức setState() để thông báo cho StatefullWidget là tôi muốn bạn UpdateUI. Tất nhiên bạn có thể gọi setState() nhiều lần mỗi khi cần thay đổi UI trong vòng đời của ứng dụng.

\*Bản thân câu lệnh

setState(() {}); là thực hiện việc update UI.

Các lệnh được gọi trong thân nó là tác vụ tuỳ chọn theo các mục đích khác.

Ví dụ:

setState(() { // update value on UI and value of \_inputValue

                    \_inputValue = value;

                  });

Và đặc biệt, nên sử dụng StatefulWidget trong Widget con của ListView để các item của chúng có thể tự động cập nhật trạng thái mà không cần cả ListView thay đổi trạng thái.

Nhìn như này mình đoán sẽ nhiều bạn đặt câu hỏi Thế tại sao không dùng StatefulWidget vừa có thể hiển thị vừa có thể thay đổi dc UI việc gì phải dùng StatelessWidget. Thì đúng là như thế, nhưng các bạn lưu ý do StatelessWidget không có State nên việc render UI của nó nhẹ hơn và nhanh hơn rất nhiều. Các bạn cần tìm hiểu rõ về State để lựa chọn sử dụng giữa StatelessWidget và StatefulWidget để có thể dễ dàng trong việc viết code và tối ưu hiệu năng.

Example: 01

// MyWidgetFul extends StatefulWidget call method createState() return kieu State<StatefulWidget> cua MyWidgetFul\_state

class MyWidgetFul extends StatefulWidget {

  final bool loading; // Fields in a Widget subclass are always marked "final".

  const MyWidgetFul(this.loading);

  @override

  State<StatefulWidget> createState() {

    return MyWidgetFul\_state();

  }

}

// MyWidgetFul\_state lai extends nguoc ve State<MyWidgetFul>, call method build – render data output

class MyWidgetFul\_state extends State<MyWidgetFul> {

  late bool \_local\_load\_state;

  @override

  void initState() {

    // khoi tao gia tri ban dau, run truoc build function

    \_local\_load\_state = widget.loading;

  }

  @override

  Widget build(BuildContext context) { // This method is rerun every time setState method is called

    return \_local\_load\_state

        ? Text('StatefulWidget')

        : CircularProgressIndicator();

  }

}

Example: 02

class MyHomePage extends StatefulWidget {

  const MyHomePage({super.key, required this.title});

  final String title; // Fields in a Widget subclass are always marked "final".

  @override

  State<MyHomePage> createState() => \_MyHomePageState();

}

class \_MyHomePageState extends State<MyHomePage> {

  int \_counter = 0;

  void \_incrementCounter() {

    setState(() { // setState thông báo cho Flutter rằng có một thay đổi đã xảy ra trong State này, dẫn đến run lại phương thức build ở dưới để cập nhật hiển thị dựa trên các giá trị đã được cập nhật. Nếu chúng ta thay đổi giá trị của \_counter mà không gọi setState(), thì phương thức build sẽ ko run lại, do đó không có gì thay đổi trên giao diện hiển thị.

      \_counter++;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        backgroundColor: Theme.of(context).colorScheme.inversePrimary,

        title: Text(widget.title),

      ),

      body: Center(

        child: Column(

          children: <Widget>[

            const Text(

              'You have pushed the button this many times:',

            ),

            Text(

              '$\_counter',

              style: Theme.of(context).textTheme.headlineMedium,

            ),

          ],

        ),

      ),

      floatingActionButton: FloatingActionButton(

        onPressed: \_incrementCounter,

        tooltip: 'Increment',

        child: const Icon(Icons.add),

      ), // This trailing comma makes auto-formatting nicer for build methods.

    );

  }

## Truyền tham số cho widget

1. Khai báo variable làm tham số, định nghĩa hàm constructor với tham số

class PaddingAndMargin extends StatelessWidget {

// khai báo variable làm tham số, định nghĩa hàm constructor với tham số

  double pixel = 0;

  PaddingAndMargin(this.pixel);

  @override

  Widget build(BuildContext context) {

    return Card(

      margin: EdgeInsets.all(20.0),

      color: Colors.amber,

      child: Padding(

padding: EdgeInsets.symmetric(horizontal: pixel), // sử dụng tham số được truyền vào

child: Text('Flutter'),

      ),

    );

  }

}

//-----------------------------

1. Trong hàm main(): gọi hàm constructor PaddingAndMargin đã định nghĩa ở bước 1

 body: PaddingAndMargin(20),

## Quy tắc cơ bản khi dùng widget

* Chia nhỏ các tác vụ vào widget
* Tận dụng tối đa các widget build-in như Container, Text, Row, Column,…
* Tránh lồng nhiều lớp widget
* Dùng const khi có thể cho các object
* Áp dụng Material Design và Cupertino
* Tránh logic phức tạp trong build:

Hạn chế việc thực hiện các phép tính phức tạp, truy vấn cơ sở dữ liệu, gọi API mạng hay các xử lý lớn khác trong hàm build của widget. Hàm build được gọi lại nhiều lần trong quá trình render giao diện và có thể gây lag nếu chứa các thao tác tốn nhiều thời gian.

Việc tính toán phức tạp trong hàm build có thể làm chậm quá trình render giao diện, làm cho ứng dụng trở nên không mượt và không đáp ứng tốt, dẫn đến trải nghiệm người dùng kém.

Thay vì thực hiện logic phức tạp trong build, bạn nên thực hiện những việc như tính toán, truy vấn dữ liệu, gọi API mạng, và các xử lý phức tạp khác trước khi đến phần xây dựng giao diện. Kết quả của các xử lý này nên được lưu trong trạng thái của widget hoặc các biến tạm thời, và sau đó bạn chỉ cần sử dụng các giá trị đã tính toán trong hàm build.

Ví dụ, nếu bạn cần lấy dữ liệu từ cơ sở dữ liệu, hãy thực hiện việc này trong phương thức initState của StatefulWidget và lưu kết quả trong trạng thái. Sau đó, trong hàm build, bạn chỉ cần sử dụng dữ liệu đã lấy từ trạng thái mà không cần phải thực hiện truy vấn cơ sở dữ liệu trong mỗi lần render.

class MyWidget extends StatefulWidget {

  @override

  \_MyWidgetState createState() => \_MyWidgetState();

}

class \_MyWidgetState extends State<MyWidget> {

  List<Data> fetchedData = []; // lưu data lấy về từ method initState()

  @override

  void initState() {

    super.initState();

    fetchDataFromDatabase();

  }

  void fetchDataFromDatabase() async {

    // Logic lấy dữ liệu từ cơ sở dữ liệu

    // và lưu vào fetchedData

  }

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

      itemCount: fetchedData.length,

      itemBuilder: (context, index) {

        // Sử dụng fetchedData[index] để hiển thị dữ liệu

      },

    );

  }

}

* Thuộc tính child: nên đặt sau cùng trong list thuộc tính
* Định nghĩa các widget thành phần, gán vào biến bên ngoài, truyền vào widget cha bằng các biến này.

Định nghĩa, gán widget thành phần vào biến trước

* var stars = Row(
* mainAxisSize: MainAxisSize.min,
* children: [
* Icon(Icons.star, color: Colors.green[500]),
* Icon(Icons.star, color: Colors.green[500]),
* Icon(Icons.star, color: Colors.green[500]),
* const Icon(Icons.star, color: Colors.black),
* const Icon(Icons.star, color: Colors.black),
* ],
* );
* final ratings = Container(
* padding: const EdgeInsets.all(20),
* child: Row(
* mainAxisAlignment: MainAxisAlignment.spaceEvenly,
* children: [
* stars, // truyền biến starts ở trên vào đây
* const Text(
* '170 Reviews',
* style: TextStyle(…..
* ---------------------------------
* final leftColumn = Container(
* padding: const EdgeInsets.fromLTRB(20, 30, 20, 20),
* child: Column(
* children: [
* titleText,
* subTitle,
* ratings, // truyền biến ratings ở trên vào đây
* iconList,
* ],
* ),
* );

………………

## Quy tắc thiết kế layout – Rất quan trọng

https://docs.flutter.dev/ui/layout/constraints

"Constraints go down. Sizes go up. Parent sets position." là một nguyên tắc quan trọng trong Flutter khi bạn đang thiết kế giao diện. Nó có nghĩa:

"Constraints go down": Điều này đề cập đến việc các ràng buộc (constraints) về kích thước và vị trí của các widget con thường được chuyển từ widget cha xuống. Điều này có thể bao gồm giới hạn về kích thước tối đa, tối thiểu và các quy tắc khác liên quan đến vị trí.

"Sizes go up": Khi widget con được xác định về kích thước và vị trí dựa trên các ràng buộc từ widget cha, chúng thường cố gắng tăng kích thước của chính mình để phù hợp với ràng buộc đó. Điều này đảm bảo rằng các widget con có đủ không gian để hiển thị nội dung của họ.

"Parent sets position": Widget cha thường định vị và quyết định vị trí của các widget con trong giao diện. Widget con không tự do quyết định vị trí của mình mà phải tuân theo chỉ đạo của widget cha.

Tóm lại, nguyên tắc này giúp duy trì sự sắp xếp và kích thước chính xác của các phần tử trong giao diện Flutter bằng cách đảm bảo rằng các widget con hiểu và tuân theo các ràng buộc và chỉ đạo từ widget cha.

## MaterialApp class

MediaQuery

In Flutter, MediaQuery is a utility class that provides information about the current media or screen properties. It allows you to retrieve information such as the device's screen size, pixel density, orientation, and more. The primary purpose of MediaQuery is to help you create responsive and adaptive layouts by allowing your widgets to adapt their behavior based on the characteristics of the device.

Here are some common use cases and purposes of MediaQuery in Flutter:

* Responsive Layouts: You can use MediaQuery to obtain the device's screen size and adjust your widget layout accordingly. For example, you might want to display a different number of columns in a grid or change the font size based on the screen size.
* Orientation Handling: You can determine the current device orientation (portrait or landscape) using MediaQuery. This information is useful for adjusting the layout or behavior of your widgets based on the orientation.
* Text Scaling: You can use the MediaQuery.textScaleFactor property to adjust text size based on the user's system-wide text scaling settings.
* Platform-specific Adaptations: MediaQuery allows you to check the current platform (iOS or Android) and apply platform-specific adaptations to your UI.

## LayoutBuilder

Builds a widget tree that can depend on the parent widget's size.

Similar to the [Builder](https://api.flutter.dev/flutter/widgets/Builder-class.html) widget except that the framework calls the [builder](https://api.flutter.dev/flutter/widgets/ConstrainedLayoutBuilder/builder.html) function at layout time and provides the parent widget's constraints. This is useful when the parent constrains the child's size and doesn't depend on the child's intrinsic size. The [LayoutBuilder](https://api.flutter.dev/flutter/widgets/LayoutBuilder-class.html)'s final size will match its child's size.

If the child should be smaller than the parent, consider wrapping the child in an [Align](https://api.flutter.dev/flutter/widgets/Align-class.html) widget. If the child might want to be bigger, consider wrapping it in a [SingleChildScrollView](https://api.flutter.dev/flutter/widgets/SingleChildScrollView-class.html) or [OverflowBox](https://api.flutter.dev/flutter/widgets/OverflowBox-class.html).

 It has two parameters. build context and Boxconstrant. BuildContext refers to a widget. But box constraint is more important, it gives the width to the parent widget which is used to manage the child according to the size of the parent.

Note: The main difference between **Media Query** and **LayoutBuilder** is that Media Query uses the full context of the screen instead of the size of your particular widget. While the layout builder can determine the maximum width and height of any widget.

[LayoutBuilder](https://api.flutter.dev/flutter/widgets/LayoutBuilder/LayoutBuilder.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) builder([BuildContext](https://api.flutter.dev/flutter/widgets/BuildContext-class.html) context, [BoxConstraints](https://api.flutter.dev/flutter/rendering/BoxConstraints-class.html) constraints)})

Example

//---------------------------

class LayoutBuilder01 extends StatelessWidget {

  const LayoutBuilder01({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(title: const Text('LayoutBuilder01 Example')),

      body: LayoutBuilder(

        builder: (BuildContext context, BoxConstraints constraints) {

          if (constraints.maxWidth > 600) {

            return \_buildWideContainers();

          } else {

            return \_buildNormalContainer();

          }

        },

      ),

    );

  }

  Widget \_buildNormalContainer() {

    return Center(

      child: Container(

        height: 100.0,

        width: 100.0,

        color: Colors.red,

        child: const Text('Normal Container - constraints.maxWidth <= 600'),

      ),

    );

  }

  Widget \_buildWideContainers() {

    return Center(

      child: Row(

        mainAxisAlignment: MainAxisAlignment.spaceEvenly,

        children: <Widget>[

          const Text('Wide Containers - constraints.maxWidth > 600'),

          Container(

            height: 100.0,

            width: 100.0,

            color: Colors.red,

          ),

          Container(

            height: 100.0,

            width: 100.0,

            color: Colors.yellow,

          ),

        ],

      ),

    );

  }

}

// Demo using MediaQuery &

class LayoutBuilder02 extends StatefulWidget {

  const LayoutBuilder02({super.key});

  @override

  State<LayoutBuilder02> createState() => \_LayoutBuilder02State();

}

class \_LayoutBuilder02State extends State<LayoutBuilder02> {

  @override

  Widget build(BuildContext context) {

    return SafeArea(

      child: Scaffold(

        appBar: AppBar(

          title: const Text('LayoutBuilder02 Demo'),

          centerTitle: true,

        ),

        body: Container(

          /// Giving dimensions to parent Container

          /// using MediaQuery

          height: MediaQuery.of(context).size.height,

          width: MediaQuery.of(context).size.width,

          alignment: Alignment.center,

          child: LayoutBuilder(

            builder: (BuildContext ctx, BoxConstraints constraints) {

              // if the screen width >= 480 i.e Wide Screen

              if (constraints.maxWidth >= 480) {

                return Row(

                  mainAxisAlignment: MainAxisAlignment.spaceBetween,

                  children: <Widget>[

                    Container(

                      padding: const EdgeInsets.symmetric(horizontal: 8),

                      alignment: Alignment.center,

                      height: constraints.maxHeight \* 0.3,

                      margin: const EdgeInsets.fromLTRB(10.0, 0.0, 10.0, 0.0),

                      decoration: const BoxDecoration(

                        color: Colors.red,

                        borderRadius: BorderRadius.all(Radius.circular(10)),

                      ),

                      child: const Text(

                        'Left Wide Screen',

                        style: TextStyle(

                          fontSize: 14,

                          fontWeight: FontWeight.bold,

                          color: Colors.white,

                        ),

                      ),

                    ),

                    Container(

                      padding: const EdgeInsets.symmetric(horizontal: 8),

                      alignment: Alignment.center,

                      height: constraints.maxHeight \* 0.3,

                      margin: const EdgeInsets.fromLTRB(10.0, 0.0, 10.0, 0.0),

                      decoration: const BoxDecoration(

                        color: Colors.orange,

                        borderRadius: BorderRadius.all(Radius.circular(10)),

                      ),

                      child: const Text(

                        'Right Wide Screen',

                        style: TextStyle(

                          fontSize: 14,

                          fontWeight: FontWeight.bold,

                          color: Colors.white,

                        ),

                      ),

                    ),

                  ],

                );

                // If screen size is < 480

              } else {

                return Container(

                  alignment: Alignment.center,

                  height: constraints.maxHeight \* 0.3,

                  margin: const EdgeInsets.fromLTRB(10.0, 0.0, 10.0, 0.0),

                  decoration: const BoxDecoration(

                    color: Colors.cyan,

                    borderRadius: BorderRadius.all(Radius.circular(10)),

                  ),

                  child: const Text(

                    'Normal Screen',

                    style: TextStyle(

                      fontSize: 18,

                      fontWeight: FontWeight.bold,

                      color: Colors.white,

                    ),

                  ),

                );

              }

            },

          ),

        ),

      ),

    );

  }

}

// LayoutBuilder03 - constraints.maxHeight/maxWidth

class LayoutBuilder03 extends StatelessWidget {

  const LayoutBuilder03({Key? key}) : super(key: key);

  @override

  Widget build(BuildContext context) {

    return Scaffold(body: LayoutBuilder(builder: (context, constraints) {

      // Large screens (tablet on landscape mode, desktop, TV)

      if (constraints.maxWidth > 600) {

        return Row(

          children: [

            Column(

              children: [

                Container(

                  height: constraints.maxHeight \* 0.2,

                  width: constraints.maxWidth \* 0.75,

                  color: Colors.blueAccent,

                  child: const Center(

                    child: Text('Header'),

                  ),

                ),

                Container(

                  height: constraints.maxHeight \* 0.6,

                  width: constraints.maxWidth \* 0.75,

                  color: Colors.amber,

                  child: const Center(

                    child: Text('Main Content'),

                  ),

                ),

                Container(

                  height: constraints.maxHeight \* 0.2,

                  width: constraints.maxWidth \* 0.75,

                  color: Colors.lightGreen,

                  child: const Center(

                    child: Text('Footer'),

                  ),

                ),

              ],

            ),

            Container(

              width: constraints.maxWidth \* 0.25,

              height: constraints.maxHeight,

              color: Colors.pink,

              child: const Center(

                child: Text('Right Sidebar'),

              ),

            ),

          ],

        );

      }

      // Samll screens

      return Column(

        children: [

          Container(

            height: constraints.maxHeight \* 0.2,

            color: Colors.blue,

            child: const Center(

              child: Text('Header'),

            ),

          ),

          Container(

            height: constraints.maxHeight \* 0.6,

            color: Colors.amber,

            child: const Center(

              child: Text('Main Content'),

            ),

          ),

          Container(

            height: constraints.maxHeight \* 0.2,

            color: Colors.lightGreen,

            child: const Center(

              child: Text('Footer'),

            ),

          )

        ],

      );

    }));

  }

}

## Scaffold class

[Scaffold](https://api.flutter.dev/flutter/material/Scaffold/Scaffold.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [PreferredSizeWidget](https://api.flutter.dev/flutter/widgets/PreferredSizeWidget-class.html)? appBar, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? body, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? floatingActionButton, [FloatingActionButtonLocation](https://api.flutter.dev/flutter/material/FloatingActionButtonLocation-class.html)? floatingActionButtonLocation, [FloatingActionButtonAnimator](https://api.flutter.dev/flutter/material/FloatingActionButtonAnimator-class.html)? floatingActionButtonAnimator, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)>? persistentFooterButtons, [AlignmentDirectional](https://api.flutter.dev/flutter/painting/AlignmentDirectional-class.html) persistentFooterAlignment = AlignmentDirectional.centerEnd, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? drawer, [DrawerCallback](https://api.flutter.dev/flutter/material/DrawerCallback.html)? onDrawerChanged, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? endDrawer, [DrawerCallback](https://api.flutter.dev/flutter/material/DrawerCallback.html)? onEndDrawerChanged, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? bottomNavigationBar, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? bottomSheet, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? resizeToAvoidBottomInset, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) primary = true, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) drawerDragStartBehavior = DragStartBehavior.start, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) extendBody = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) extendBodyBehindAppBar = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? drawerScrimColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? drawerEdgeDragWidth, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) drawerEnableOpenDragGesture = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) endDrawerEnableOpenDragGesture = true, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId})

Creates a visual scaffold for Material Design widgets.

*Const*

### Some Properties Of Scaffold

* floatingActionButton: A floating action button is a circular icon button that hovers over content to promote a primary action in the application. Floating action buttons are most commonly used in the [Scaffold.floatingActionButton](https://api.flutter.dev/flutter/material/Scaffold/floatingActionButton.html) field.
* floatingActionButton: FloatingActionButton(
* onPressed: () {
* Navigator.push(context,
* MaterialPageRoute(builder: (context) => const Screen2()));
* },
* tooltip: 'FloatingActionButton',
* shape: const RoundedRectangleBorder(), // set hình dạng
* child: const Icon(Icons.add),
* ),
* // set vị trí của FloatingActionButton
* floatingActionButtonLocation: FloatingActionButtonLocation.centerFloat,
* );
* bottomNavigationBar: một thanh điều hướng dưới cùng (bottom navigation bar) cho màn hình của bạn. Thanh điều hướng dưới cùng thường được sử dụng để chuyển giữa các phần của ứng dụng hoặc màn hình khác nhau.

class Home2 extends StatefulWidget {

  const Home2({super.key});

  @override

  State<Home2> createState() => \_Home2State();

}

class \_Home2State extends State<Home2> {

  int \_selectedIndex = 0; // set index default khi load layout

  static const TextStyle optionStyle =

      TextStyle(fontSize: 30, fontWeight: FontWeight.bold);

  // List các option trên BottomNavigationBar

  static const List<Widget> \_widgetOptions = <Widget>[

    Text(

      'Index 0: Home',

      style: optionStyle,

    ),

    Text(

      'Index 1: Business',

      style: optionStyle,

    ),

    Text(

      'Index 2: School',

      style: optionStyle,

    ),

  ];

  void \_onItemTapped(int index) {

    setState(() {

      \_selectedIndex = index;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('BottomNavigationBar Sample 2'),

      ),

      body: Center(

// show object trong list \_widgetOptions ở trên. Khi onTap:

        // \_onItemTapped sẽ auto reload widget theo \_selectedIndex

        child: \_widgetOptions.elementAt(\_selectedIndex),

      ),

      bottomNavigationBar: BottomNavigationBar(

        items: const <BottomNavigationBarItem>[

          BottomNavigationBarItem(

              icon: Icon(Icons.home),

              label: 'Home',

              backgroundColor: Colors.red),

          BottomNavigationBarItem(

              icon: Icon(Icons.business),

              label: 'Business',

              backgroundColor: Colors.green),

          BottomNavigationBarItem(

              icon: Icon(Icons.school),

              label: 'School',

              backgroundColor: Colors.blue),

        ],

        currentIndex: \_selectedIndex, // set default selected index

        selectedItemColor: Colors.amber[800], // set color for selected item

        onTap:

            \_onItemTapped, // call function \_onItemTapped update \_selectedIndex

      ),

    );

  }

}

* Thuộc tính type: BottomNavigationBarType.shifting của BottomNavigationBar.

Thuộc tính type of BottomNavigationBarType có 2 value is fixed or shifting. Default is fixed (các items luôn fix tại đáy màn hình), if items > 3 auto switch to shifting - ko show label các items ko chọn, chỉ show lớn item đang focus. Nếu muốn dùng shifting thì phải set backgroundColor cho 1 or mỗi item

Nếu ko muốn BottomNavigationBarType auto switch thì set type: BottomNavigationBarType thủ công

(type: BottomNavigationBarType.shifting or fixed).

Nếu muốn show label của all items trong chế độ shifting thì set

showUnselectedLabels: true,

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('BottomNavigationBar Sample 2A'),

      ),

      body: Center(

        child: \_widgetOptions.elementAt(\_selectedIndex),

      ),

      bottomNavigationBar: BottomNavigationBar(

        /// set type of BottomNavigationBarType - fixed or shifting. Default is fixed, if item > 3 auto switch to shifting. Nếu muốn dùng shifting thì phải set backgroundColor cho 1 or mỗi item

        /// Nếu ko muốn BottomNavigationBarType auto switch thì set type: BottomNavigationBarType thủ công

        type: BottomNavigationBarType.shifting,

        showUnselectedLabels:

            true, // luôn show label của item ko được chọn trong chế độ shifting

        items: const <BottomNavigationBarItem>[

          BottomNavigationBarItem(

            icon: Icon(Icons.home),

            label: 'Home',

            backgroundColor: Colors.red,

          ),

          BottomNavigationBarItem(

            icon: Icon(Icons.business),

            label: 'Business',

            backgroundColor: Colors.green,

          ),

          BottomNavigationBarItem(

            icon: Icon(Icons.school),

            label: 'School',

            backgroundColor: Colors.purple,

          ),

          BottomNavigationBarItem(

            icon: Icon(Icons.settings),

            label: 'Settings',

            backgroundColor: Colors.pink,

          ),

        ],

        currentIndex: \_selectedIndex,

        selectedItemColor: Colors.amber[800],

        onTap: \_onItemTapped,

      ),

    );

  }

}

bottomNavigationBar: BottomNavigationBar - show page theo index - ko cần dùng Navigator

// Home3 - bottomNavigationBar: BottomNavigationBar - show page theo index - ko cần dùng Navigator

class Home3 extends StatefulWidget {

  const Home3({super.key});

  @override

  \_Home3State createState() => \_Home3State();

}

class \_Home3State extends State<Home3> {

  int \_selectedIndex = 0;

  static const List<Widget> \_pages = <Widget>[

    FirstPage(),

    SecondPage(),

    ThirdPage(),

  ];

  void \_onItemTapped(int index) {

    setState(() {

      \_selectedIndex = index;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('BottomNavigationBar Demo'),

      ),

      body: \_pages[

          \_selectedIndex], // show page theo index - ko cần dùng Navigator

      bottomNavigationBar: BottomNavigationBar(

        items: const <BottomNavigationBarItem>[

          // list các item trên BottomNavigationBar

          BottomNavigationBarItem(

            icon: Icon(Icons.home),

            label: 'Home',

          ),

          BottomNavigationBarItem(

            icon: Icon(Icons.business),

            label: 'Business',

          ),

          BottomNavigationBarItem(

            icon: Icon(Icons.school),

            label: 'School',

          ),

        ],

        currentIndex: \_selectedIndex, // set default selected index

        selectedItemColor: Colors.blue,

        onTap: \_onItemTapped,

      ),

    );

  }

}

class FirstPage extends StatelessWidget {

  const FirstPage({super.key});

  @override

  Widget build(BuildContext context) {

    return const Center(

      child: Text('Home Page'),

    );

  }

}

class SecondPage extends StatelessWidget {

  const SecondPage({super.key});

  @override

  Widget build(BuildContext context) {

    return const Center(

      child: Text('Business Page'),

    );

  }

}

class ThirdPage extends StatelessWidget {

  const ThirdPage({super.key});

  @override

  Widget build(BuildContext context) {

    return const Center(

      child: Text('School Page'),

    );

  }

}

bottomNavigationBar: NavigationBar

Home4 - bottomNavigationBar: NavigationBar

class Home4 extends StatefulWidget {

  const Home4({super.key});

  @override

  State<Home4> createState() => \_Home4State();

}

class \_Home4State extends State<Home4> {

  int currentPageIndex = 0;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      bottomNavigationBar: NavigationBar(

        onDestinationSelected: (int index) {

          // call function onDestinationSelected update currentPageIndex, render lại widget

          setState(() {

            currentPageIndex = index;

          });

        },

        indicatorColor: const Color.fromARGB(255, 249, 207, 153),

        selectedIndex: currentPageIndex, // set default selected index

        destinations: const <Widget>[

          // list các item trên NavigationBar

          NavigationDestination(

            selectedIcon: Icon(Icons.home),

            icon: Icon(Icons.home\_outlined),

            label: 'Home',

          ),

          NavigationDestination(

            icon: Icon(Icons.business),

            label: 'Business',

          ),

          NavigationDestination(

            selectedIcon: Icon(Icons.school),

            icon: Icon(Icons.school\_outlined),

            label: 'School',

          ),

        ],

      ),

      body: <Widget>[

        // body của Scaffold là list các page được định nghĩa bằng các Container

        Container(

          color: Colors.red,

          alignment: Alignment.center,

          child: const Text('Page 1'),

        ),

        Container(

          color: Colors.green,

          alignment: Alignment.center,

          child: const Text('Page 2'),

        ),

        Container(

          color: Colors.blue,

          alignment: Alignment.center,

          child: const Text('Page 3'),

        ),

      ][currentPageIndex],

    );

  }

}

* Thuộc tính persistentFooterButtons - list button fixed ở đáy màn hình

// Home5 - persistentFooterButtons

List<String> titles = <String>[

  'Cloud',

  'Beach',

  'Sunny',

];

class Home5 extends StatelessWidget {

  const Home5({super.key});

  @override

  Widget build(BuildContext context) {

    final ColorScheme colorScheme = Theme.of(context).colorScheme;

    final Color oddItemColor = colorScheme.primary.withOpacity(0.05);

    final Color evenItemColor = colorScheme.primary.withOpacity(0.15);

    const int tabsCount = 3;

    return DefaultTabController(

      // DefaultTabController - để tạo TabBar

      initialIndex: 0, // initialIndex - để chọn tab mặc định

      length: tabsCount, // length - số lượng tab

      child: Scaffold(

        persistentFooterButtons: [

          // persistentFooterButtons - tạo list các button fixed ở cuối màn hình

          ElevatedButton(

            onPressed: () {},

            child: const Text('Button 1'),

          ),

          ElevatedButton(

            onPressed: () {},

            child: const Text('Button 2'),

          ),

        ],

        persistentFooterAlignment: AlignmentDirectional

            .center, // set vị trí của persistentFooterButtons

        appBar: AppBar(

          title: const Text('AppBar Sample'),

          // This check specifies which nested Scrollable's scroll notification

          // should be listened to.

          //

          // When `ThemeData.useMaterial3` is true and scroll view has

          // scrolled underneath the app bar, this updates the app bar

          // background color and elevation.

          //

          // This sets `notification.depth == 1` to listen to the scroll

          // notification from the nested `ListView.builder`.

          notificationPredicate: (ScrollNotification notification) {

            return notification.depth == 1;

          },

          // The elevation value of the app bar when scroll view has

          // scrolled underneath the app bar.

          scrolledUnderElevation:

              10.0, // scrolledUnderElevation - độ nâng bóng của appbar khi scroll

          shadowColor: Theme.of(context).shadowColor,

          bottom: TabBar(

            // bottom của AppBar - tạo TabBar dưới AppBar

            tabs: <Widget>[

              Tab(

                icon: const Icon(Icons.cloud\_outlined),

                text: titles[0],

              ),

              Tab(

                icon: const Icon(Icons.beach\_access\_sharp),

                text: titles[1],

              ),

              Tab(

                icon: const Icon(Icons.brightness\_5\_sharp),

                text: titles[2],

              ),

            ],

          ),

        ),

        body: TabBarView(

          // body của Scaffold - tạo TabBarView cho TabBar

          children: <Widget>[

            ListView.builder(

              itemCount: 25,

              itemBuilder: (BuildContext context, int index) {

                return ListTile(

                  tileColor: index.isOdd ? oddItemColor : evenItemColor,

                  title: Text('${titles[0]} $index'),

                );

              },

            ),

            ListView.builder(

              itemCount: 25,

              itemBuilder: (BuildContext context, int index) {

                return ListTile(

                  tileColor: index.isOdd ? oddItemColor : evenItemColor,

                  title: Text('${titles[1]} $index'),

                );

              },

            ),

            ListView.builder(

              itemCount: 25,

              itemBuilder: (BuildContext context, int index) {

                return ListTile(

                  tileColor: index.isOdd ? oddItemColor : evenItemColor,

                  title: Text('${titles[2]} $index'),

                );

              },

            ),

          ],

        ),

      ),

    );

  }

}

* Thuộc tính bottomSheet - bottomSheet - cố định ở cuối màn hình

A persistent bottom sheet shows information that supplements the primary content of the app. A persistent bottom sheet remains visible even when the user interacts with other parts of the app.

// Home5A - bottomSheet - xem comment bên dưới

class Home5A extends StatelessWidget {

  const Home5A({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Home5A - bottomSheet'),

      ),

      body: const Center(

        child: Text('Your Screen Content'),

      ),

      bottomSheet: Container(

        // bottomSheet - cố định ở cuối màn hình

        padding: const EdgeInsets.all(16.0),

        color: Colors.blue,

        child: Row(

          mainAxisAlignment: MainAxisAlignment.spaceBetween,

          children: [

            const Text('This is a bottom sheet',

                style: TextStyle(color: Colors.white)),

            ElevatedButton(

              onPressed: () {

                // Xử lý khi nút trên bottom sheet được nhấn

              },

              child:

                  const Text('Action', style: TextStyle(color: Colors.white)),

            ),

          ],

        ),

      ),

    );

  }

}

- Hàm showModalBottomSheet - hiển thị bottom sheet, click ra ngoài bottom sheet để đóng

// Home6 - showModalBottomSheet -  - hiển thị bottom sheet, click ra ngoài bottom sheet để đóng bottom sheet

class Home6 extends StatelessWidget {

  const Home6({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Home6 - showModalBottomSheet'),

      ),

      body: const Center(

        child: Text('Your Screen Content'),

      ),

      floatingActionButton: FloatingActionButton(

        onPressed: () {

          // Hiển thị BottomSheet khi nhấn vào FloatingActionButton

          showModalBottomSheet(

            // showModalBottomSheet - hiển thị bottom sheet, click ra ngoài bottom sheet để đóng bottom sheet

            context: context,

            builder: (BuildContext context) {

              return const Padding(

                padding: EdgeInsets.all(16.0),

                child: Text(

                    'This is a BottomSheet - call function showModalBottomSheet'),

              );

            },

          );

        },

        child: const Icon(Icons.add),

      ),

    );

  }

}

- Hàm showBottomSheet - show bottom sheet trên 1 page mới, ko đóng được bottom sheet ở trang này

Trườn hợp này khi run sẽ xuất hiện lỗi FlutterError (No Scaffold widget found.

Home6A widgets require a Scaffold widget ancestor. Để xly this error phải đặt Scaffold ngoài widget này (widget cha của this widget)

// Home6A - showBottomSheet -  show bottom sheet trên 1 page mới, ko đóng được bottom sheet ở trang này

class Home6A extends StatelessWidget {

  const Home6A({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Bottom Sheet Demo'),

      ),

      body: Center(

        child: ElevatedButton(

          onPressed: () {

            // Khi nút được nhấn, hiển thị Bottom Sheet

            showBottomSheet(

              // show bottom sheet trên 1 page mới, ko đóng được bottom sheet ở trang này

              // lỗi FlutterError (No Scaffold widget found.

// Home6A widgets require a Scaffold widget ancestor. Để xly this error phải đặt Scaffold ngoài widget này (widget cha của this widget)

              context: context,

              builder: (context) {

                return Container(

                  height: 200,

                  color: Colors.blue,

                  child: const Center(

                    child: Text(

                      'This is a Bottom Sheet!',

                      style: TextStyle(color: Colors.white, fontSize: 20),

                    ),

                  ),

                );

              },

            );

          },

          child: const Text('Show Bottom Sheet'),

        ),

      ),

    );

  }

}

### Một số example bottomNavigationBar: NavigationDrawer

//----------------------------------------------------------------

// NavigationDrawer

// On top of Drawers, Navigation drawers offer a persistent and convenient way to switch between primary destinations in an app.

class NavigationDrawer01 extends StatefulWidget {

  const NavigationDrawer01({super.key});

  @override

  State<NavigationDrawer01> createState() => \_NavigationDrawer01State();

}

class \_NavigationDrawer01State extends State<NavigationDrawer01> {

  final PageController \_pageController = PageController();

  int \_currentIndex = 0;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text(

            'Bottom Navigation Drawer Demo - switch to corresponding page'),

      ),

      body: PageView(

        controller: \_pageController,

        onPageChanged: (index) {

          setState(() {

            \_currentIndex = index;

          });

        },

        children: const <Widget>[

          // children classes is defined in bottom

          HomePageContent(),

          SettingsPageContent(),

          AboutPageContent(),

        ],

      ),

      bottomNavigationBar: NavigationDrawer(

        // class NavigationDrawer is defined in bottom

        currentIndex: \_currentIndex,

        onTap: (index) {

          \_pageController.animateToPage(

            index,

            duration: const Duration(milliseconds: 300),

            curve: Curves.easeInOut,

          );

        },

      ),

    );

  }

}

class NavigationDrawer extends StatelessWidget {

  final int currentIndex;

  final Function(int) onTap;

  const NavigationDrawer(

      {super.key, required this.currentIndex, required this.onTap});

  @override

  Widget build(BuildContext context) {

    return BottomNavigationBar(

      currentIndex: currentIndex,

      onTap: onTap,

      items: const [

        BottomNavigationBarItem(

          icon: Icon(Icons.home),

          label: 'Home',

        ),

        BottomNavigationBarItem(

          icon: Icon(Icons.settings),

          label: 'Settings',

        ),

        BottomNavigationBarItem(

          icon: Icon(Icons.info),

          label: 'About',

        ),

      ],

    );

  }

}

class HomePageContent extends StatelessWidget {

  const HomePageContent({super.key});

  @override

  Widget build(BuildContext context) {

    return const Center(

      child: Text('Home Page Content'),

    );

  }

}

class SettingsPageContent extends StatelessWidget {

  const SettingsPageContent({super.key});

  @override

  Widget build(BuildContext context) {

    return const Center(

      child: Text('Settings Page Content'),

    );

  }

}

class AboutPageContent extends StatelessWidget {

  const AboutPageContent({super.key});

  @override

  Widget build(BuildContext context) {

    return const Center(

      child: Text('About Page Content'),

    );

  }

}

//

// Update contains in 1 page

class NavigationDrawer02 extends StatelessWidget {

  final GlobalKey<\_HomePageContentState> \_homePageKey = GlobalKey();

  NavigationDrawer02({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Bottom Navigation Drawer Demo - update only 1 page'),

      ),

      body: HomePageContentA(

          key: \_homePageKey), // class HomePageContentA is defined in bottom

      bottomNavigationBar: NavigationDrawerA(

          homePageKey:

              \_homePageKey), // class NavigationDrawerA is defined in bottom

    );

  }

}

class NavigationDrawerA extends StatelessWidget {

  final GlobalKey<\_HomePageContentState> homePageKey;

  const NavigationDrawerA({super.key, required this.homePageKey});

  @override

  Widget build(BuildContext context) {

    return BottomNavigationBar(

      onTap: (index) {

        // You can perform actions based on the tapped item index if needed

        // For example, you can update a state variable in the HomePageContent

        // and trigger a rebuild.

        homePageKey.currentState?.updateContent(index);

      },

      items: const [

        BottomNavigationBarItem(

          icon: Icon(Icons.home),

          label: 'Home',

        ),

        BottomNavigationBarItem(

          icon: Icon(Icons.settings),

          label: 'Settings',

        ),

        BottomNavigationBarItem(

          icon: Icon(Icons.info),

          label: 'About',

        ),

      ],

    );

  }

}

class HomePageContentA extends StatefulWidget {

  const HomePageContentA({Key? key}) : super(key: key);

  @override

  State<HomePageContentA> createState() => \_HomePageContentState();

}

class \_HomePageContentState extends State<HomePageContentA> {

  String content = 'Home Page Content';

  void updateContent(int index) {

    setState(() {

      // Update the content based on the tapped item index

      if (index == 1) {

        content = 'Settings Page Content';

      } else if (index == 2) {

        content = 'About Page Content';

      } else {

        content = 'Home Page Content';

      }

    });

  }

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Text(content),

    );

  }

}

### Một số example về properties drawer và endDrawer

//---------------------------

// // endDrawer - dựng list items on right side; drawer - dựng list items on left side

class Drawer01 extends StatelessWidget {

  const Drawer01({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Scaffold with endDrawer'),

      ),

      body: const Center(

        child: Text('Main Content'),

      ),

      // endDrawer - dựng list items on right side; drawer - dựng list items on left side

      endDrawer: Drawer(

        // The content of the endDrawer

        child: ListView(

          padding: EdgeInsets.zero,

          children: <Widget>[

            const DrawerHeader(

              decoration: BoxDecoration(

                color: Colors.blue,

              ),

              child: Text(

                'End Drawer Header',

                style: TextStyle(

                  color: Colors.white,

                  fontSize: 24,

                ),

              ),

            ),

            ListTile(

              title: const Text('Item 1'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

            ListTile(

              title: const Text('Item 2'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

          ],

        ),

      ),

      drawer: Drawer(

        // The content of the endDrawer

        child: ListView(

          padding: EdgeInsets.zero,

          children: <Widget>[

            const DrawerHeader(

              decoration: BoxDecoration(

                color: Colors.blue,

              ),

              child: Text(

                'Drawer Header',

                style: TextStyle(

                  color: Colors.white,

                  fontSize: 24,

                ),

              ),

            ),

            ListTile(

              title: const Text('Item 1'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

            ListTile(

              title: const Text('Item 2'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

          ],

        ),

      ),

    );

  }

}

//----------------------------------------------------------------

// Using Scaffold.of(context).openEndDrawer/openDrawer();

class Drawer02 extends StatelessWidget {

  const Drawer02({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Scaffold with openEndDrawer'),

      ),

      body: Center(

        /// Scaffold.of(context) requires a BuildContext from the subtree of the widget tree that includes the Scaffold. If the ElevatedButton is not within the subtree of the Scaffold, it won't be able to find the scaffold using Scaffold.of(context).

        child: Builder(builder: (context) {

          return Row(

            children: [

              ElevatedButton(

                onPressed: () {

                  // Open the end drawer programmatically

                  Scaffold.of(context).openEndDrawer();

                },

                child: const Text('Using openEndDrawer'),

              ),

              ElevatedButton(

                onPressed: () {

                  // Open the end drawer programmatically

                  Scaffold.of(context).openDrawer();

                },

                child: const Text('Using openDrawer'),

              ),

            ],

          );

        }),

      ),

      endDrawer: Drawer(

        // The content of the endDrawer

        child: ListView(

          padding: EdgeInsets.zero,

          children: <Widget>[

            const DrawerHeader(

              decoration: BoxDecoration(

                color: Colors.blue,

              ),

              child: Text(

                'End Drawer Header',

                style: TextStyle(

                  color: Colors.white,

                  fontSize: 24,

                ),

              ),

            ),

            ListTile(

              title: const Text('Item 1'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

            ListTile(

              title: const Text('Item 2'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

          ],

        ),

      ),

      drawer: Drawer(

        // The content of the endDrawer

        child: ListView(

          padding: EdgeInsets.zero,

          children: <Widget>[

            const DrawerHeader(

              decoration: BoxDecoration(

                color: Colors.blue,

              ),

              child: Text(

                'Drawer Header',

                style: TextStyle(

                  color: Colors.white,

                  fontSize: 24,

                ),

              ),

            ),

            ListTile(

              title: const Text('Item 1'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

            ListTile(

              title: const Text('Item 2'),

              onTap: () {

                // Handle item tap

                Navigator.pop(context); // Close the drawer

              },

            ),

          ],

        ),

      ),

    );

  }

}

//----------------------------------------------------------------

// Change content page corresponding item menu

class Drawer03 extends StatefulWidget {

  const Drawer03({super.key});

  @override

  State<Drawer03> createState() => \_Drawer03State();

}

class \_Drawer03State extends State<Drawer03> {

  String selectedPage = '';

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Drawer Example'),

      ),

      drawer: Drawer(

        child: ListView(

          padding: EdgeInsets.zero,

          children: <Widget>[

            const DrawerHeader(

              decoration: BoxDecoration(

                color: Colors.blue,

              ),

              child: Text(

                'Drawer Header',

                style: TextStyle(

                  color: Colors.white,

                  fontSize: 24,

                ),

              ),

            ),

            ListTile(

              leading: const Icon(Icons.message),

              title: const Text('Messages'),

              onTap: () {

                setState(() {

                  selectedPage = 'Messages';

                });

              },

            ),

            ListTile(

              leading: const Icon(Icons.account\_circle),

              title: const Text('Profile'),

              onTap: () {

                setState(() {

                  selectedPage = 'Profile';

                });

              },

            ),

            ListTile(

              leading: const Icon(Icons.settings),

              title: const Text('Settings'),

              onTap: () {

                setState(() {

                  selectedPage = 'Settings';

                });

              },

            ),

          ],

        ),

      ),

      body: Center(

        child: Text('Page: $selectedPage'),

      ),

    );

  }

}

### Some Properties Of AppBar

// AppBarExample1 - action: IconButton

class AppBarExample1 extends StatelessWidget {

  const AppBarExample1({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        leading: const Icon(Icons

            .chair), // widget hiển thị bên trái title (có thể là icon, button,...)

        title: const Text('AppBar Demo'),

        actions: <Widget>[

          IconButton(

            icon: const Icon(Icons.add\_alert),

            tooltip: 'Show Snackbar',

            onPressed: () {

              ScaffoldMessenger.of(context).showSnackBar(

                  const SnackBar(content: Text('This is a snackbar')));

            },

          ),

          Padding(

            // Padding - để tạo khoảng cách lề phải cho IconButton

            padding: const EdgeInsets.only(right: 30),

            child: IconButton(

              icon: const Icon(Icons.navigate\_next),

              tooltip: 'Go to the next page',

              onPressed: () {

                Navigator.push(context, MaterialPageRoute<void>(

                  builder: (BuildContext context) {

                    return Scaffold(

                      appBar: AppBar(

                        // automaticallyImplyLeading:false, // ẩn nút back trên appbar

                        leading: const Icon(Icons.cabin),

                        title: const Text('Next page'),

                      ),

                      body: const Center(

                        child: Text(

                          'This is the next page',

                          style: TextStyle(fontSize: 24),

                        ),

                      ),

                    );

                  },

                ));

              },

            ),

          ),

        ],

      ),

      body: const Center(

        child: Text(

          'This is the home page',

          style: TextStyle(fontSize: 24),

        ),

      ),

    );

  }

}

// AppBarExample2 -  bottom: TabBar

List<String> titles = <String>[

  'Cloud',

  'Beach',

  'Sunny',

];

class AppBarExample2 extends StatelessWidget {

  const AppBarExample2({super.key});

  @override

  Widget build(BuildContext context) {

    final ColorScheme colorScheme = Theme.of(context).colorScheme;

    final Color oddItemColor = colorScheme.primary.withOpacity(0.05);

    final Color evenItemColor = colorScheme.primary.withOpacity(0.15);

    const int tabsCount = 3;

    return DefaultTabController(

      // DefaultTabController - để tạo TabBar

      initialIndex: 0, // initialIndex - để chọn tab mặc định

      length: tabsCount, // length - số lượng tab

      child: Scaffold(

        appBar: AppBar(

          title: const Text('AppBar Sample'),

          // This check specifies which nested Scrollable's scroll notification

          // should be listened to.

          //

          // When `ThemeData.useMaterial3` is true and scroll view has

          // scrolled underneath the app bar, this updates the app bar

          // background color and elevation.

          //

          // This sets `notification.depth == 1` to listen to the scroll

          // notification from the nested `ListView.builder`.

          notificationPredicate: (ScrollNotification notification) {

            return notification.depth == 1;

          },

          // The elevation value of the app bar when scroll view has

          // scrolled underneath the app bar.

          scrolledUnderElevation:

              10.0, // scrolledUnderElevation - độ nâng bóng của appbar khi scroll

          shadowColor: Theme.of(context).shadowColor,

          bottom: TabBar(

            // bottom của AppBar - tạo TabBar dưới AppBar

            tabs: <Widget>[

              Tab(

                icon: const Icon(Icons.cloud\_outlined),

                text: titles[0],

              ),

              Tab(

                icon: const Icon(Icons.beach\_access\_sharp),

                text: titles[1],

              ),

              Tab(

                icon: const Icon(Icons.brightness\_5\_sharp),

                text: titles[2],

              ),

            ],

          ),

        ),

        body: TabBarView(

          // body của Scaffold - tạo TabBarView cho TabBar

          children: <Widget>[

            ListView.builder(

              itemCount: 25,

              itemBuilder: (BuildContext context, int index) {

                return ListTile(

                  tileColor: index.isOdd ? oddItemColor : evenItemColor,

                  title: Text('${titles[0]} $index'),

                );

              },

            ),

            ListView.builder(

              itemCount: 25,

              itemBuilder: (BuildContext context, int index) {

                return ListTile(

                  tileColor: index.isOdd ? oddItemColor : evenItemColor,

                  title: Text('${titles[1]} $index'),

                );

              },

            ),

            ListView.builder(

              itemCount: 25,

              itemBuilder: (BuildContext context, int index) {

                return ListTile(

                  tileColor: index.isOdd ? oddItemColor : evenItemColor,

                  title: Text('${titles[2]} $index'),

                );

              },

            ),

          ],

        ),

      ),

    );

  }

}

## [Text](https://api.flutter.dev/flutter/widgets/Text-class.html) widget

[Text](https://api.flutter.dev/flutter/widgets/Text/Text.html)([String](https://api.flutter.dev/flutter/dart-core/String-class.html) data, {[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? style, [StrutStyle](https://api.flutter.dev/flutter/painting/StrutStyle-class.html)? strutStyle, [TextAlign](https://api.flutter.dev/flutter/dart-ui/TextAlign.html)? textAlign, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [Locale](https://api.flutter.dev/flutter/dart-ui/Locale-class.html)? locale, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? softWrap, [TextOverflow](https://api.flutter.dev/flutter/painting/TextOverflow.html)? overflow, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? textScaleFactor, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? maxLines, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticsLabel, [TextWidthBasis](https://api.flutter.dev/flutter/painting/TextWidthBasis.html)? textWidthBasis, [TextHeightBehavior](https://api.flutter.dev/flutter/dart-ui/TextHeightBehavior-class.html)? textHeightBehavior, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectionColor})

A run of text with a single style.

The Text widget displays a string of text with single style. The string might break across multiple lines or might all be displayed on the same line depending on the layout constraints.

### Một số properties

Widget build(BuildContext context) {

    return const Text(

      'Tiện ích Văn bản hiển thị một chuỗi văn bản với một kiểu duy nhất. Chuỗi có thể ngắt trên nhiều dòng hoặc tất cả có thể được hiển thị trên cùng một dòng tùy thuộc vào các ràng buộc về bố cục.',

      textAlign: TextAlign.left,

      maxLines: 2, // show tối đa bao nhiêu dòng

      overflow: TextOverflow.ellipsis, // kiểu báo hiệu khi nội dung text vượt quá khung container

      textScaleFactor: 2.0, // thay đổi kích thước font theo tỉ lệ so với fontsize gốc

      style: TextStyle(fontWeight: FontWeight.bold), // thay đổi text style

    );

  }

Widget build(BuildContext context) {

// Using the TextSpan Text.rich constructor, the Text widget can display a paragraph with differently styled TextSpans. The sample that follows displays "Hello beautiful world" with different styles for each word.

// TextSpan widget có tính chất đệ quy và nó có thể bao gồm các TextSpan khác

    return const Text.rich(

      style: TextStyle(fontSize: 20 \* 1.5),

      TextSpan(

        text: 'Hello', // default text style

        children: <TextSpan>[ // mỗi TextSpan áp dụng style riêng

          TextSpan(

              text: ' beautiful ',

              style: TextStyle(fontStyle: FontStyle.italic)),

          TextSpan(

              text: 'world', style: TextStyle(fontWeight: FontWeight.bold)),

        ],

      ),

    );

  }

### Selection

Text is not selectable by default. To make a Text selectable, one can wrap a subtree with a SelectionArea widget. To exclude a part of a subtree under SelectionArea from selection, once can also wrap that part of the subtree with SelectionContainer.disabled.

 Widget build(BuildContext context) {

    return MaterialApp(

      home: Scaffold(

        appBar: AppBar(title: const Text('SelectionContainer.disabled Sample')),

        body: const Center(

          child: SelectionArea( // SelectionArea – cho phép selection text

            child: Column(

              mainAxisAlignment: MainAxisAlignment.center,

              children: <Widget>[

                Text('Selectable text'),

                SelectionContainer.disabled(child: Text('Non-selectable text')), // SelectionContainer.disabled – ko cho phép selection object này

                Text('Selectable text'),

              ],

            ),

          ),

        ),

      ),

    );

  }

### style: TextStyle

 style: TextStyle(

fontFamily: 'Roboto' // nếu mặc định Flutter ko hổ trợ thì phải setup font theo hướng dẫn bên dưới

fontSize: 50,

          fontWeight: FontWeight.bold, // từ w100(normal) đến w900(bold)

          wordSpacing: 0.5, // space giữa các word

          letterSpacing: 1, // space giữa các letter

          decoration: TextDecoration.lineThrough, // gạch ngang dòng text

          decorationColor: Colors.red, // màu lằn kẻ

          fontStyle: FontStyle.italic, // italic or normal

// một số cách set color

decorationColor: Colors.red, // Colors.ten\_color

          color: Colors.greenAccent, // Colors.ten\_color\_biến\_thể

          backgroundColor: Color.fromARGB(255, 243, 103, 145), // nhập mã ARGB

          color: Color(0xFF3366FF)), // nhập mã ARGB theo hexa (0xAARRGGBB)

// Set độ trong suốt text - Using the RichText constructor, the Text widget can display a paragraph with differently styled TextSpans.

  Widget build(BuildContext context) {

    return RichText(

      text: TextSpan(

        style: const TextStyle(fontSize: 20),

        children: <TextSpan>[

          TextSpan(

            text: "You don't have the votes.\n",

            style: TextStyle(color: Colors.black.withOpacity(0.6)),

          ),

          TextSpan(

            text: "You don't have the votes!\n",

            style: TextStyle(color: Colors.black.withOpacity(0.8)),

          ),

          TextSpan(

            text:

                "You're gonna need congressional approval and you don't have the votes!\n",

            style: TextStyle(color: Colors.black.withOpacity(1.0)),

          ),

        ],

      ),

    );

  }

### Định nghĩa fontSize trong MartialApp widget qua TextTheme

* Định nghĩa trong MartialApp qua TextTheme
* void main() {
* runApp(MaterialApp( // MaterialApp là widget build-in kế thừa các kiến trúc theo chuẩn design marterial
* theme: ThemeData(
* //fontFamily: 'Playfair Display',
* textTheme: const TextTheme(
* bodyLarge: TextStyle(fontSize: 18.0),
* bodyMedium: TextStyle(fontSize: 26.0),
* bodySmall: TextStyle(fontSize: 26.0),
* // ...  // and so on for every text style
* ),
* Áp dụng fontSize cho object
* TextSpan(
* text: "You don't have the votes!\n",
* style: TextStyle(
* color: Colors.black.withOpacity(0.8),
* fontSize: Theme.of(context).textTheme.bodyLarge?.fontSize), // gọi lại định nghĩa ở trên MaterialApp
* ),

### Dùng TextTheme thiết lập TextStyle cho cả ứng dụng

 Widget build(BuildContext context) {

    return MaterialApp(

      theme: ThemeData(

        textTheme: const TextTheme(

          bodyMedium: TextStyle( // văn bản thông thường dùn thuộc tính bodyMedium

              fontFamily: 'Roboto',

              fontSize: 30,

              color: Colors.green,

              fontWeight: FontWeight.bold), // Font chữ mặc định

        ),

      ),

      home: HomeScreen(),

    );

  }

### DefaultTextStyle

DefaultTextStyle trong Flutter được sử dụng để thiết lập một TextStyle mặc định cho một nhóm widget con trong cây giao diện. Khi bạn bọc một hoặc nhiều widget con bên trong DefaultTextStyle, các widget đó sẽ thừa hưởng các thuộc tính của TextStyle được thiết lập trong DefaultTextStyle, trừ khi bạn ghi đè thuộc tính trong widget con.

DefaultTextStyle có thể hữu ích khi bạn muốn áp dụng cùng một TextStyle cho nhiều widget con, mà không cần phải đặt lại TextStyle cho từng widget. Thay vì chỉnh sửa từng widget riêng lẻ, bạn chỉ cần thiết lập DefaultTextStyle bao ngoài chúng.

 body: const Center(

          child: DefaultTextStyle( // áp dụng TextStyle cho các object trong child: Column phía dưới

            style: TextStyle(

              fontSize: 30,

              fontWeight: FontWeight.w500,

              color: Color.fromARGB(255, 183, 12, 225),

            ),

            child: Column(

              mainAxisAlignment: MainAxisAlignment.center,

              children: [

                Text('Hello'),

                Text('World'),

                Text('Flutter'),

              ],

            ),

          ),

### Use a custom font

* Import the font files: tạo folder fonts trong project
* Declare the font in the pubspec.yaml – chú ý: khoảng cách thụt dòng phải chính xác
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* Use a font in a specific widget.

### Kiểm tra properties TextStyle với các method getParagraphStyle() và getTextStyle()

void printText\_Para\_Style({required BuildContext context}) {

  TextStyle textStyle = DefaultTextStyle.of(context).style;

  List<String> listA = textStyle.getParagraphStyle().toString().split(',');

  List<String> listB = textStyle.getTextStyle().toString().split(',');

  print('getParagraphStyle:\n');

  for (var style in listA) {

    // Kiểm tra các thuộc tính của style để xem nó có chứa từ 'unspecified' hay không

    if (!style.contains('unspecified')) {

      print(style.toString());

    }

  }

  print('----------------');

  print('getTextStyle:\n');

  for (var style in listB) {

    // Kiểm tra các thuộc tính của style để xem nó có chứa từ 'unspecified' hay không

    if (!style.contains('unspecified')) {

      print(style.toString());

    }

  }

}

### Padding & Margin

 Widget build(BuildContext context) {

    return Card(

      margin: EdgeInsets.all(20.0),

      margin: EdgeInsets.fromLTRB(50, 50, 30, 50),

      margin: EdgeInsets.symmetric(horizontal: 50),

      color: Colors.amber,

      child: Padding(

        padding: EdgeInsets.all(10.0), // set cùng value cho 4 cạnh

        padding: EdgeInsets.fromLTRB(10, 10, 20,20), // set value cho từng cạnh: Left - Top - Right - Bottom

        padding: EdgeInsets.only(left: 30), // set value cho các cạnh chỉ định

        padding: EdgeInsets.only(left: 30, bottom: 30),

        padding: EdgeInsets.symmetric(horizontal: pixel), // set value 2 cạnh đối xứng (symmetric)

        padding: EdgeInsets.symmetric(horizontal: 10, vertical: 40),

        // child: Text('Flutter self-taught'),

        child: Text('Flutter'),

      ),

    );

  }

}

Một số ngữ cảnh sử dụng padding

1. Trong widget cha để căn lề nội dung của các widget con:

Container(

            padding: EdgeInsets.all(16.0), // Khoảng cách xung quanh nội dung

            child: Text('Hello, world!'),

          )),

 ListView(

          padding: EdgeInsets.symmetric(vertical: 16.0), // Lề ở cả hai phía dọc

          children: [

            ListTile(title: Text('Item 1')),

            ListTile(title: Text('Item 2')),

            // ...

          ],

        )

1. Trong widget Card để tạo lề cho các chi tiết bên trong:

 Card(

          margin: EdgeInsets.all(16.0), // Khoảng cách xung quanh thẻ

          child: Column(

            children: [

              ListTile(title: Text('Title')),

              Padding(

                padding: EdgeInsets.all(16.0), // Lề cho nội dung bên trong

                child: Text('Content'),

              ),

            ],

          ),

        )

## Image

[Image](https://api.flutter.dev/flutter/widgets/Image/Image.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)> image, [ImageFrameBuilder](https://api.flutter.dev/flutter/widgets/ImageFrameBuilder.html)? frameBuilder, [ImageLoadingBuilder](https://api.flutter.dev/flutter/widgets/ImageLoadingBuilder.html)? loadingBuilder, [ImageErrorWidgetBuilder](https://api.flutter.dev/flutter/widgets/ImageErrorWidgetBuilder.html)? errorBuilder, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticLabel, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) excludeFromSemantics = false, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [Animation](https://api.flutter.dev/flutter/animation/Animation-class.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? opacity, [BlendMode](https://api.flutter.dev/flutter/dart-ui/BlendMode.html)? colorBlendMode, [BoxFit](https://api.flutter.dev/flutter/painting/BoxFit.html)? fit, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = Alignment.center, [ImageRepeat](https://api.flutter.dev/flutter/painting/ImageRepeat.html) repeat = ImageRepeat.noRepeat, [Rect](https://api.flutter.dev/flutter/dart-ui/Rect-class.html)? centerSlice, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) matchTextDirection = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) gaplessPlayback = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isAntiAlias = false, [FilterQuality](https://api.flutter.dev/flutter/dart-ui/FilterQuality.html) filterQuality = FilterQuality.low})

A widget that displays an image.

Example

 Widget build(BuildContext context) {

    return Column(

      children: [

        Image(

          image: FileImage(File('assets/Lion.jpg')),

          height: 200,

        ),

        const Image(

          image: AssetImage('assets/image\_a.webp'),

          height: 200,

        ),

        const Image(

          image: NetworkImage(

              'https://flutter.github.io/assets-for-api-docs/assets/widgets/owl.jpg'),

          height: 200,

        ),

      ],

    );

  }

Several constructors are provided for the various ways that an image can be specified:

Image.asset, for obtaining an image from an AssetBundle using a key.

* Tạo folder chứa image (example /assets tại root folder)
* Khai báo trong file pubspec.yaml
* assets:
* - assets/ # Khai báo path tổng quát cho all file
* - assets/image3.jpg # Khai báo riêng cho từng file
* - assets/image2.jpg
* - assets/image1.png
* Truy cập
* children: [
* Image.asset('assets/image1.png', width: 150, height: 150),
* Image.asset('assets/image2.jpg', width: 150, height: 150),
* Image.asset('assets/image3.jpg', width: 150, height: 150),
* Image.asset('assets/fish.png', width: 150, height: 150),
* ],

Image.network, for obtaining an image from a URL.

 Widget build(BuildContext context) {

    return Row(

      mainAxisAlignment: MainAxisAlignment.spaceEvenly,

      children: [

        const Image(

            width: 150,

            height: 150,

            image: NetworkImage(// Fetches the given URL from the network

                'https://flutter.github.io/assets-for-api-docs/assets/widgets/owl.jpg')),

        Image.network(

            // Image.network for a shorthand of an Image widget backed by NetworkImage.

            'https://flutter.github.io/assets-for-api-docs/assets/widgets/owl-2.jpg',

            width: 150,

            height: 150),

      ],

    );

  }

}

Image.file, for obtaining an image from a File.

import 'dart:io'; // tham chiếu cho object File

import 'package:flutter/material.dart';

class MyFileImageWidget extends StatelessWidget {

  final File imageFile; // phải import 'dart:io'

  MyFileImageWidget(this.imageFile);

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      home: Scaffold(

        appBar: AppBar(

          title: Text('File Image Example'),

        ),

        body: Center(

          child: Image.file(imageFile),

        ),

      ),

    );

  }

}

void main() {

  runApp(MyFileImageWidget(File('/path/to/your/image.jpg')));

}

Image.memory, for obtaining an image from a Uint8List.

The following image formats are supported: JPEG, PNG, GIF, Animated GIF, WebP, Animated WebP, BMP, and WBMP. Additional formats may be supported by the underlying platform. Flutter will attempt to call platform API to decode unrecognized formats, and if the platform API supports decoding the image Flutter will be able to render it.

To automatically perform pixel-density-aware asset resolution, specify the image using an AssetImage and make sure that a MaterialApp, WidgetsApp, or MediaQuery widget exists above the Image widget in the widget tree.

The image is painted using paintImage, which describes the meanings of the various fields on this class in more detail.

### Một số thuộc tính của widget Image

* Mức ưu tiên các properties set kích thước ảnh: có cảnh hưởng lẫn nhau nhưng ko được lớn hơn kích thước set với width/height
* Scale: ko ưu tiên bằng width/height. Thay đổi kích thước ảnh, default = 1, scale càng lớn ảnh càng nhỏ và ngược lại
* cacheWidth/cacheHeight: cung cấp kích thước ước tính của hình ảnh. Các giá trị này có thể giúp Flutter tối ưu hóa việc đọc và hiển thị hình ảnh từ cache, đặc biệt khi kích thước hiển thị không cần phải giống với kích thước gốc của hình ảnh.
* semanticLabel property: A Semantic description of the image. Used to provide a description of the image to TalkBack on Android, and VoiceOver on iOS.

TalkBack là một tính năng trợ năng tích hợp sẵn trên Android, được thiết kế để giúp đọc nội dung trên màn hình cho người dùng. Cụ thể, những mục, nội dung mà người dùng chạm vào sẽ được đọc thành tiếng khi tính năng này được bật.

TalkBack sẽ rất hữu ích với những người khiếm thị hoặc trong những tình huống mà người dùng không thể nhìn vào màn hình, nhưng vẫn muốn nắm bắt được nội dung đang hiển thị trên đó. Do vậy, nếu bạn hoàn toàn có thể nhìn và đọc nội dung trên màn hình thiết bị hoàn toàn bình thường, có thể tắt tính năng này đi chỉ với một vài thao tác đơn giản.

* opacity: độ trong suốt của ảnh – value = 1 is 100%, set < 1.

Trường hợp animation tĩnh - phải truyền bằng An animation that is always stopped at a given value như sau:

opacity: const AlwaysStoppedAnimation(0.7),

* color & colorBlendMode: trộn màu cho ảnh: color - màu muốn trộn với ảnh, colorBlendMode – kiểu trộn

Example

 child: Column(

            mainAxisAlignment: MainAxisAlignment.center,

            children: [

              Image.asset(

                'assets/bear.jpg',

                width: 200,

                height: 200,

                color: Colors.yellow[500], // set màu trộn

                colorBlendMode: BlendMode.color, // set kiểu trộn

              ),

              SizedBox(height: 10),

              Image.asset(

                'assets/bear.jpg',

                width: 200,

                height: 200,

                color: Colors.yellow[500],

                colorBlendMode: BlendMode.colorBurn,

              ),

              SizedBox(height: 10),

              Image.asset(

                'assets/bear.jpg',

                width: 200,

                height: 200,

                color: Colors.yellow[500],

                colorBlendMode: BlendMode.difference,

              ),

            ],

          ),

* fit: Thuộc tính fit của widget Image trong Flutter có nhiều giá trị khác nhau để điều chỉnh cách hình ảnh được hiển thị trong không gian hiển thị. Dưới đây là mô tả về tất cả các giá trị của thuộc tính fit

(Để test các fit value phải đặt image trong 1 widget cha như Container, set border trước)

1. **BoxFit.fill:** Hình ảnh sẽ được kéo dãn để che đậy toàn bộ không gian hiển thị mà có thể làm biến dạng hình ảnh nếu tỷ lệ khung hình không khớp.
2. **BoxFit.contain:** Hình ảnh sẽ được co lại hoặc kéo dãn sao cho nó phù hợp vừa vặn trong không gian hiển thị mà vẫn giữ nguyên tỷ lệ khung hình ban đầu.
3. **BoxFit.cover:** Hình ảnh sẽ được co lại hoặc kéo dãn sao cho nó che đậy toàn bộ không gian hiển thị mà vẫn giữ nguyên tỷ lệ khung hình ban đầu. Một phần của hình ảnh có thể bị cắt bỏ để vừa vặn.
4. **BoxFit.fitWidth:** Hình ảnh sẽ được kéo dãn chiều ngang để vừa vặn với chiều rộng của không gian hiển thị, giữ nguyên tỷ lệ khung hình.
5. **BoxFit.fitHeight:** Hình ảnh sẽ được kéo dãn chiều cao để vừa vặn với chiều cao của không gian hiển thị, giữ nguyên tỷ lệ khung hình.
6. **BoxFit.none:** Hình ảnh sẽ được hiển thị với kích thước thực tế của nó mà không điều chỉnh.
7. **BoxFit.scaleDown:** Hình ảnh sẽ được hiển thị như thường, nhưng nó sẽ co lại (nếu cần) để không vượt qua kích thước gốc của hình ảnh.

Mỗi giá trị của **fit** mang ý nghĩa và ứng dụng khác nhau tùy thuộc vào thiết kế giao diện cụ thể của bạn và cách bạn muốn hiển thị hình ảnh.

* - Top of Form
* alignment: căn lề cho image theo container (Để test các alignment value phải đặt image trong 1 widget cha như Container, set border trước)

Example

  children: [

              Container(

                width: 300,

                height: 200,

                decoration: BoxDecoration(

                  border: Border.all(color: Colors.blue, width: 2.0),

                ),

                child: Image.asset(

                  'assets/bear.jpg',

                  // width: 150,

                  // height: 150,

                  scale:

                      4.0, // size gốc ảnh > size container: set width/height thì ảnh tự bung ra full size container --> phải set qua scale

                  // fit: BoxFit.scaleDown,

                  alignment: Alignment.bottomCenter,

                ),

              ),

              SizedBox(height: 10),

              Container(

                width: 300,

                height: 200,

                decoration: BoxDecoration(

                  border: Border.all(color: Colors.blue, width: 2.0),

                ),

                child: Image.asset(

                  'assets/bear.jpg',

                  scale: 4,

                  alignment: Alignment.topRight,

                ),

              ),

              SizedBox(height: 10),

              Container(

                width: 300,

                height: 200,

                decoration: BoxDecoration(

                  border: Border.all(color: Colors.blue, width: 2.0),

                ),

                child: Image.asset(

                  'assets/bear.jpg',

                  scale: 4,

                  alignment: Alignment.centerRight,

                ),

              ),

* repeate: show lặp ảnh trong container

## Icon widget

[Icon](https://api.flutter.dev/flutter/widgets/Icon/Icon.html)([IconData](https://api.flutter.dev/flutter/widgets/IconData-class.html)? icon, {[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? size, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? fill, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? weight, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? grade, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? opticalSize, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Shadow](https://api.flutter.dev/flutter/dart-ui/Shadow-class.html)>? shadows, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticLabel, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection})

Hiển thị hình ảnh các icon cơ bản trong *IconData* class.

Tra cứu thư viện icons tại: https://fonts.google.com/icons

Example

class MyIconWidget2 extends StatelessWidget {

  const MyIconWidget2({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      home: Scaffold(

        appBar: AppBar(

          title: const Text('Icon Widget Demo'),

        ),

        body: Column(

          children: [

            const Row(children: [

//Hiển thị Icon đơn giản

              SizedBox(

                height: 50,

                child: Text('Icon đơn giản'),

              ),

              Icon(

                Icons.star,

                color: Colors.yellow,

                size: 60.0,

              ),

            ]),

//Icon trong Button

            Row(children: [

              const SizedBox(

                height: 20,

                child: Text('Icon trong Button'),

              ),

              ElevatedButton.icon(

                onPressed: () {},

                icon: Icon(Icons.add),

                label: Text('Add'),

              ),

            ]),

// Icon cùng dòng với text

            const Row(children: [

              SizedBox(

                height: 20,

                child: Text(

                  'Icon cùng dòng với text',

                ),

              ),

              Row(

                children: [

                  Icon(Icons.email, color: Colors.blue),

                  SizedBox(width: 5),

                  Text('nmson2504@gmail.com'),

                ],

              ),

            ]),

            //

            /\*

            Đặt ListTile trực tiếp vào Row sẽ gây lỗi:

            Exception caught by scheduler library ═════════════════════════════════

Updated layout information required for RenderParagraph#b0f3f NEEDS-LAYOUT NEEDS-PAINT to calculate semantics.

'package:flutter/src/rendering/object.dart':

object.dart:1

Failed assertion: line 3457 pos 12: '!\_needsLayout'

           const Row(

              children: [

                Text('Icon trong ListTile'),

                ListTile(

                  leading: Icon(Icons.account\_circle),

                  title: Text('John Doe'),

                  subtitle: Text('Software Engineer'),

                  trailing: Icon(Icons.arrow\_forward),

                ),

              ],

            ), \*/

 // Icon trong ListTitle

            const Row(

              children: [

                Expanded(

                  child: Column(

                    children: [

                      Text('Icon trong ListTile'),

                      ListTile(

                        leading: Icon(Icons.account\_circle),

                        title: Text('John Doe'),

                        subtitle: Text('Software Engineer'),

                        trailing: Icon(Icons.arrow\_forward),

                      ),

                    ],

                  ),

                ),

              ],

            ),

// Icon trong nền 1 object

            Row(children: [

              const Text('Icon trong nền 1 object'),

              // Icon trong nền 1 object

              Container(

                width: 100,

                height: 100,

                decoration: const BoxDecoration(

                  color: Colors.blue,

                  shape: BoxShape.circle,

                ),

                child: const Icon(

                  Icons.ac\_unit,

                  color: Colors.white,

                  size: 20.0,

                ),

              ),

            ]),

// Icon cho 1 hành động

            Row(children: [

              const Text('Icon cho 1 hành động'),

              // Icon cho 1 hành động

              GestureDetector(

                onTap: () {

                  // Hành động khi người dùng chạm vào icon

                },

                child: const Icon(Icons.touch\_app),

              )

            ])

          ],

        ),

      ),

    );

  }

}

## Button

Trong Flutter, có một số loại button khác nhau mà bạn có thể sử dụng để tạo các tương tác người dùng khác nhau. Dưới đây là một số loại button phổ biến trong Flutter:

1. **ElevatedButton**: Đây là một loại button trung tính, có hiệu ứng độ nổi bật để làm nổi bật trước mặt. Nó thường được sử dụng cho các hành động quan trọng.
2. **TextButton**: Đây là một loại button văn bản đơn giản, thường được sử dụng cho các tương tác ít quan trọng hơn.
3. **OutlinedButton**: Loại button này có viền xung quanh và không có màu nền. Nó thường được sử dụng khi bạn muốn tạo ra các hành động như "Cancel" hoặc "Dismiss".
4. **IconButton**: Đây là một loại button có biểu tượng bên trong. Nó thường được sử dụng để thực hiện các hành động cụ thể.
5. **FloatingActionButton**: Đây là một button hình tròn nổi bật thường được đặt ở góc dưới bên phải màn hình. Nó thường được sử dụng cho các hành động chính trong ứng dụng.

[TextButton](https://api.flutter.dev/flutter/material/TextButton/TextButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onPressed, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onLongPress, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onHover, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)? style, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [MaterialStatesController](https://api.flutter.dev/flutter/material/MaterialStatesController-class.html)? statesController, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? isSemanticButton = true, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) child})

Create a TextButton.

[TextButton.icon](https://api.flutter.dev/flutter/material/TextButton/TextButton.icon.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onPressed, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onLongPress, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onHover, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)? style, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? autofocus, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html)? clipBehavior, [MaterialStatesController](https://api.flutter.dev/flutter/material/MaterialStatesController-class.html)? statesController, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) icon, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) label})

Create a text button from a pair of widgets that serve as the button's icon and label.

Định dạng button

Constructor của [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)?

[ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle/ButtonStyle.html)({[MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)?>? textStyle, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? backgroundColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? foregroundColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? shadowColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? surfaceTintColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)?>? elevation, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)?>? padding, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)?>? minimumSize, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)?>? fixedSize, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)?>? maximumSize, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? iconColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)?>? iconSize, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)?>? side, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)?>? shape, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)?>? mouseCursor, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? tapTargetSize, [Duration](https://api.flutter.dev/flutter/dart-core/Duration-class.html)? animationDuration, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? alignment, [InteractiveInkFeatureFactory](https://api.flutter.dev/flutter/material/InteractiveInkFeatureFactory-class.html)? splashFactory})

Create a [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html) constant

Implement:

style: **const** ButtonStyle(

backgroundColor: MaterialStatePropertyAll<Color>(Colors.green),

),

Or static method

[styleFrom](https://api.flutter.dev/flutter/material/ElevatedButton/styleFrom.html)({[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? foregroundColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? disabledForegroundColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? disabledBackgroundColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? textStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)? minimumSize, [Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)? fixedSize, [Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)? maximumSize, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? shape, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? enabledMouseCursor, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? disabledMouseCursor, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? tapTargetSize, [Duration](https://api.flutter.dev/flutter/dart-core/Duration-class.html)? animationDuration, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? alignment, [InteractiveInkFeatureFactory](https://api.flutter.dev/flutter/material/InteractiveInkFeatureFactory-class.html)? splashFactory, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? primary, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? onPrimary, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? onSurface}) → [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)

Implement:

style: ElevatedButton.styleFrom(textStyle: const TextStyle(fontSize: 20));

Sử dụng style: TextButton.styleFrom có thể giúp bạn giữ mã ngắn gọn hơn bằng cách tạo ra các cấu hình tập trung. Trong khi đó, style: const ButtonStyle(...) tạo ra một đối tượng ButtonStyle riêng lẻ trong cùng một câu lệnh, có thể làm cho mã trông phân tán hơn.

Dưới đây là 1 số example code cùng với các properties của button

Example 1 - TextButton

//

Widget build(BuildContext context) {

    return Scaffold(body: Center(

      child: FloatingActionButton(onPressed: () {

        showDialog(

            context: context,

            builder: (ctxt) => new  AlertDialog(

                  title: Text("Text Dialog"),

                ));

      }),

    ));

  }

//

class MyAppImpl extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(title: const Text('Alert Dialog Example')),

        body: Center(

          child: TextButton(

            onPressed: () {

              showDialog(

                  context: context,

                  builder: (ctxt) => new AlertDialog(

                        title: Text("Text Dialog"),

                      ));

            },

            child: Text('Text Button'),

          ),

        ));

  }

}

Example 2 - ElevatedButton

class MyAppImpl3 extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(title: const Text('Test Properties Example 2')),

        body: Center(

          child: ElevatedButton.icon(

            style: ElevatedButton.styleFrom(

              backgroundColor: // màu nền button

                  Color.fromARGB(255, 250, 253, 66), // cũ là primary

              foregroundColor: // màu chữ button

                  Color.fromARGB(163, 14, 246, 2), // cũ là onPrimary

              side: const BorderSide( // viền button

                // viền button

                color: Colors.blue,

                width: 2.0,

              ),

              shape: const RoundedRectangleBorder( // tạo định dạng bo góc cho button

                borderRadius: BorderRadius.horizontal(

                  left: Radius.circular(20), // Bán kính cho góc trái

                  right: Radius.circular(30), // Bán kính cho góc phải),

                ),

              ),

            ),

            onHover: (value) { // rê chuột lên

              print('onHover: .......');

            },

            onLongPress: () { // click giữ button

              // ấn giữ button

              print('onLongPress:.........');

            },

            onPressed: () { // click

              print('onPressed - ElevatedButton');

              // Lấy chủ đề hiện tại

            },

// child: Text('Elevated Button'), // khi dùng button.icon thì thuộc tính child: sẽ bị thay thế bằng 2 thuộc tính icon: và label:

            label: const Text('Elevated Button Icon'),

            icon: const Icon(

              Icons.abc,

              size: 30,

              color: Colors.redAccent,

            ),

          ),

        ));

  }

}

Example 3 - ElevatedButton

class MyAppImpl1 extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(title: const Text('Test Properties Example')),

        body: Center(

          child: ElevatedButton(

            style: ElevatedButton.styleFrom(

              backgroundColor:

                  Color.fromARGB(255, 250, 253, 66), // cũ là primary

              foregroundColor: Color.fromARGB(163, 14, 246, 2),

              disabledBackgroundColor: Color.fromARGB(255, 223, 234, 238), // để show hiệu ứng này thì phải disable button bằng lệnh: onPressed: null,

              disabledForegroundColor: const Color.fromARGB(221, 42, 29, 29),

              //  minimumSize: Size(110, 20),

              // maximumSize: Size(160, 20)

              padding: EdgeInsets.all(30),

              elevation: 10, // độ nổi (elevation) 3D so với nền

              shadowColor:

                  Colors.blue, // phải set elevation > 0 mới có tác dụng

              side: BorderSide(

                // viền button

                color: Colors.blue,

                width: 2.0,

              ),

              shape: RoundedRectangleBorder(

                borderRadius: BorderRadius.circular(

                    20), // Đặt hình dáng thành hình tròn với bán kính 20

              ),

            ),

            // onPressed: null, // disable button

            child: Text('Elevated Button'),

          ),

        ));

  }

}

Xử lý lỗi "FlutterError (No MaterialLocalizations found…" click button (run app rồi vẫn chưa báo lỗi):

// Khi widget return ko có MaterialApp và void main() gọi …

class MyButtonAppError1 extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

        home: Scaffold(

            appBar: AppBar(title: const Text('Alert Dialog Example')),

            body: Center(

              child: FloatingActionButton(onPressed: () {

                // Hiển thị hộp thoại khi button được nhấn

                showDialog(

                    context: context,

                    builder: (ctxt) => new AlertDialog(

                          title: const Text("Text Dialog"),

                        ));

              }),

              // child: Text('Hiển thị Hộp thoại'),

            )));

  }

}

// file main.dart – void main() gọi:

void main() {

  runApp(MyButtonAppError1());

}

// Click button sẽ báo lỗi: "FlutterError (No MaterialLocalizations found…"

// Giải pháp: tách MartialApp ra nằm ở widget cha (widget gọi widget chứa các thành phần con của MaterialApp)

// return MaterialApp ở widget cha

class MyButtonApp1 extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return MaterialApp(home: MyAppImpl());

  }

}

class MyAppImpl extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(title: const Text('Alert Dialog Example')),

        body: Center(

          child: TextButton(

            onPressed: () {

              showDialog(

                  context: context,

                  builder: (ctxt) => new AlertDialog(

                        title: Text("Text Dialog"),

                      ));

            },

            child: Text('Text Button'),

          ),

        ));

  }

}

// void main() gọi widget cha:  runApp(MyButtonApp1());

// Hoặc: gọi trực tiếp widget con như sau: runApp(MaterialApp(home: MyAppImpl()));

### BackButton class

[BackButton](https://api.flutter.dev/flutter/material/BackButton/BackButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)? style, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onPressed})

Creates an [IconButton](https://api.flutter.dev/flutter/material/IconButton-class.html) with the appropriate "back" icon for the current target platform.

*const*

A Material Design back icon button.

A [BackButton](https://api.flutter.dev/flutter/material/BackButton-class.html) is an [IconButton](https://api.flutter.dev/flutter/material/IconButton-class.html) with a "back" icon appropriate for the current [TargetPlatform](https://api.flutter.dev/flutter/foundation/TargetPlatform.html). When pressed, the back button calls [Navigator.maybePop](https://api.flutter.dev/flutter/widgets/Navigator/maybePop.html) to return to the previous route unless a custom [onPressed](https://api.flutter.dev/flutter/material/BackButton/onPressed.html) callback is provided.

### CloseButton class

[CloseButton](https://api.flutter.dev/flutter/material/CloseButton/CloseButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onPressed, [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)? style})

Creates a Material Design close icon button.

*const*

A Material Design close icon button.

A CloseButton is an IconButton with a "close" icon. When pressed, the close button calls Navigator.maybePop to return to the previous route.

## PopupMenuButton

[PopupMenuButton](https://api.flutter.dev/flutter/material/PopupMenuButton/PopupMenuButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [PopupMenuItemBuilder](https://api.flutter.dev/flutter/material/PopupMenuItemBuilder.html)<T> itemBuilder, T? initialValue, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onOpened, [PopupMenuItemSelected](https://api.flutter.dev/flutter/material/PopupMenuItemSelected.html)<T>? onSelected, [PopupMenuCanceled](https://api.flutter.dev/flutter/material/PopupMenuCanceled.html)? onCanceled, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? tooltip, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html) padding = const EdgeInsets.all(8.0), [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? icon, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? iconSize, [Offset](https://api.flutter.dev/flutter/dart-ui/Offset-class.html) offset = Offset.zero, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) enabled = true, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [BoxConstraints](https://api.flutter.dev/flutter/rendering/BoxConstraints-class.html)? constraints, [PopupMenuPosition](https://api.flutter.dev/flutter/material/PopupMenuPosition.html)? position, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none})

Creates a button that shows a popup menu.

Displays a menu when pressed and calls onSelected when the menu is dismissed because an item was selected. The value passed to onSelected is the value of the selected menu item.

One of child or icon may be provided, but not both. If icon is provided, then PopupMenuButton behaves like an IconButton.

If both are null, then a standard overflow icon is created (depending on the platform).

Mặc định PopupMenuButton là dấu 3 chấm

Example 1

class PupupMenuButton1 extends StatelessWidget {

  const PupupMenuButton1({super.key});

  @override

  Widget build(BuildContext context) {

    return PopupMenuButton<String>(

      // required PopupMenuItemBuilder<T> itemBuilder

      itemBuilder: (BuildContext context) {

        return <String>['Option 1', 'Option 2', 'Option 3']

            .map((String choice) {

          return PopupMenuItem<String>(

            value:

                choice, // The value that will be returned by [showMenu] if this entry is selected.

            child: Text(choice),

          );

        }).toList();

      },

      initialValue: 'Option 2', // choice value mặc định

      tooltip: 'Click vào', // tooltip khi on hover icon popup menu

      // icon: const Icon(Icons.abc), // icon của popup menu, mặc định là dấu 3 chấm

      onSelected: (String choice) {

        debugPrint('You selected: $choice');

      },

      // child: tương đương thuộc tính icon: của PopupMenuButton (ko phải child của PopupMenuItem)

      // One of child or icon may be provided, but not both

      child: const Icon(Icons.access\_alarms),

    );

  }

}

Example 2

class \_PupupMenuButton3State extends State<PupupMenuButton3> {

List<IconData> listIcon = [Icons.alarm, Icons.mail, Icons.cabin];

  List<String> listItem = ['Option 1', 'Option 2', 'Option 3'];

  @override

  Widget build(BuildContext context) {

    return PopupMenuButton<String>(

      // required PopupMenuItemBuilder<T> itemBuilder

      itemBuilder:

          // Không cần tham số context

          (\_) {

        return listItem.map((String choice) {

          return PopupMenuItem<String>(

            value:

                choice, // The value that will be returned by [showMenu] if this entry is selected.

            child: Row(

              children: [

                Icon(listIcon[listItem.indexOf(choice)]),

                Text(choice),

              ],

            ),

          );

        }).toList();

      },

      initialValue: 'Option 2', // choice value mặc định

      tooltip: 'Click vào', // tooltip khi on hover icon popup menu

      // icon: const Icon(Icons.abc), // icon của popup menu, mặc định là dấu 3 chấm

      onSelected: (String choice) {

        debugPrint('You selected: $choice');

        // index =

        //     -1; // ko hiểu sao index load lần đầu xong giữ value cao nhất luôn - phải reset lại sau mõi lần click

      },

    );

  }

}

Example 3

// This is the type used by the popup menu below.

enum SampleItem { itemOne, itemTwo, itemThree }

class \_PopupMenuButton2State extends State<PopupMenuButton2> {

  SampleItem? selectedMenu;

  // phải convert enum -> list rồi mới .map được

  final List<SampleItem> listSampleItem = SampleItem.values.toList();

  @override

  Widget build(BuildContext context) {

    return PopupMenuButton<SampleItem>(

        initialValue: selectedMenu,

        // Callback that sets the selected popup menu item.

        onSelected: (SampleItem item) {

          setState(() {

            selectedMenu = item;

            debugPrint('$selectedMenu');

          });

        },

        itemBuilder: (\_) {

          return listSampleItem.map((SampleItem item) {

            return PopupMenuItem<SampleItem>(

              value: item,

              child: Text(item.name),

            );

          }).toList();

        });

  }

}

# Updating to MenuAnchor

There is a Material 3 component, MenuAnchor that is preferred for applications that are configured for Material 3 (see ThemeData.useMaterial3). The MenuAnchor widget's visuals are a little bit different, see the Material 3 spec at m3.material.io/components/menus/guidelines for more details.

## MenuAnchor

[MenuAnchor](https://api.flutter.dev/flutter/material/MenuAnchor/MenuAnchor.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [MenuController](https://api.flutter.dev/flutter/material/MenuController-class.html)? controller, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? childFocusNode, [MenuStyle](https://api.flutter.dev/flutter/material/MenuStyle-class.html)? style, [Offset](https://api.flutter.dev/flutter/dart-ui/Offset-class.html)? alignmentOffset = Offset.zero, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) anchorTapClosesMenu = false, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onOpen, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onClose, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) crossAxisUnconstrained = true, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> menuChildren, [MenuAnchorChildBuilder](https://api.flutter.dev/flutter/material/MenuAnchorChildBuilder.html)? builder, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a const [MenuAnchor](https://api.flutter.dev/flutter/material/MenuAnchor-class.html).

menuChildren: list các menu item, có thể là [MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton-class.html) or/and SubmenuButton

child: label của MenuAnchor

builder: thuộc tính này là một hàm callback, để tạo một widget chứa nút hoặc phần giao diện người dùng mà khi được nhấn, nó sẽ kích hoạt hiển thị menu hoặc đóng menu.

Một widget được sử dụng để đánh dấu "điểm gốc" cho một tập hợp các submenu, vùng hình chữ nhật được sử dụng để định vị menu, điều này có thể thực hiện bằng cách sử dụng vị trí cụ thể hoặc bằng cách sử dụng alignment.

Khi tạo menu bằng MenuBar hoặc SubmenuButton, không cần sử dụng MenuAnchor, vì chúng cung cấp điều này bên trong.

MenuAnchor được thiết kế để là một giao diện có mức độ thấp hơn so với MenuBar, được sử dụng trong các tình huống mà MenuBar không thích hợp hoặc để xây dựng các widget hoặc vùng màn hình có submenu

### [MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton/MenuItemButton.html)

[MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton/MenuItemButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onPressed, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onHover, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) requestFocusOnHover = true, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [MenuSerializableShortcut](https://api.flutter.dev/flutter/widgets/MenuSerializableShortcut-mixin.html)? shortcut, [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)? style, [MaterialStatesController](https://api.flutter.dev/flutter/material/MaterialStatesController-class.html)? statesController, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? leadingIcon, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? trailingIcon, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) closeOnActivate = true, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a const [MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton-class.html).

onPressed: hàm xử lý khi click vào item menu

shortcut: shortcut của item menu

child: label của item menu

 MenuAnchor(

          childFocusNode: \_buttonFocusNode,

          // required - menuChildren: (of MenuAnchor) A list of children containing the menu items

          menuChildren: <Widget>[

            MenuItemButton(

              child: Text(MenuEntry.about.label),

              onPressed: () => \_activate(MenuEntry.about),

            ),

            if (\_showingMessage)

              MenuItemButton(

                onPressed: () => \_activate(MenuEntry.hideMessage),

                shortcut: MenuEntry.hideMessage.shortcut,

                child: Text(MenuEntry.hideMessage.label),

              ),

            if (!\_showingMessage)

              MenuItemButton(

                //

                onPressed: () => \_activate(MenuEntry.showMessage),

                shortcut: MenuEntry.showMessage.shortcut,

                child: Text(MenuEntry.showMessage.label),

              ),

### SubmenuButton

[SubmenuButton](https://api.flutter.dev/flutter/material/SubmenuButton/SubmenuButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onHover, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onOpen, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onClose, [MenuController](https://api.flutter.dev/flutter/material/MenuController-class.html)? controller, [ButtonStyle](https://api.flutter.dev/flutter/material/ButtonStyle-class.html)? style, [MenuStyle](https://api.flutter.dev/flutter/material/MenuStyle-class.html)? menuStyle, [Offset](https://api.flutter.dev/flutter/dart-ui/Offset-class.html)? alignmentOffset, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [MaterialStatesController](https://api.flutter.dev/flutter/material/MaterialStatesController-class.html)? statesController, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? leadingIcon, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? trailingIcon, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> menuChildren, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a const [SubmenuButton](https://api.flutter.dev/flutter/material/SubmenuButton-class.html).

A menu button that displays a cascading menu.

It can be used as part of a [MenuBar](https://api.flutter.dev/flutter/material/MenuBar-class.html), or as a standalone widget.

This widget represents a menu item that has a submenu. Like the leaf [MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton-class.html), it shows a label with an optional leading or trailing icon, but additionally shows an arrow icon showing that it has a submenu.

menuChildren: list các menu item, có thể là [MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton-class.html) or/and SubmenuButton

child: label của [SubmenuButton](https://api.flutter.dev/flutter/material/SubmenuButton-class.html)

    SubmenuButton(

              menuChildren: <Widget>[

                // required - menuChildren: (of SubmenuButton) A list of children containing the menu items

                MenuItemButton(

                  onPressed: () => \_activate(

                      MenuEntry.colorRed), // hàm xử lý khi click vào item menu

                  shortcut:

                      MenuEntry.colorRed.shortcut, // shortcut của item menu

                  child: Text(MenuEntry.colorRed.label), // label của item menu

                ),

                MenuItemButton(

                  onPressed: () => \_activate(MenuEntry.colorGreen),

                  shortcut: MenuEntry.colorGreen.shortcut,

                  child: Text(MenuEntry.colorGreen.label),

                ),

                MenuItemButton(

                  onPressed: () => \_activate(MenuEntry.colorBlue),

                  shortcut: MenuEntry.colorBlue.shortcut,

                  child: Text(MenuEntry.colorBlue.label),

                ),

              ],

              child: const Text(

                  'Background Color'), // required - child: The widget to display as the button. (child là con trục tiếp của SubmenuButton ở trên, ko nằm trong menuChildren)

            ),

### MenuAcceleratorLabel

A widget that draws the label text for a menu item (typically a [MenuItemButton](https://api.flutter.dev/flutter/material/MenuItemButton-class.html) or [SubmenuButton](https://api.flutter.dev/flutter/material/SubmenuButton-class.html)) and renders its child with information about the currently active keyboard accelerator.

(Nhập '&X' - Đánh dấu gạch chân ký tự shortcut cho menu item khi bấm phím Alt)

To use the accelerators, press the Alt key to see which letters are underlined in the menu bar, and then press the appropriate letter. Accelerators are not supported on macOS or iOS since those platforms don't support them natively, so this demo will only show a regular Material menu bar on those platforms.

   SubmenuButton(

                    menuChildren: <Widget>[

                      MenuItemButton(

                        onPressed: () {

                          ScaffoldMessenger.of(context).showSnackBar(

                            const SnackBar(

                              content: Text('Magnify!'),

                            ),

                          );

                        },

                        child: const MenuAcceleratorLabel('&Magnify'),

                      ),

                      MenuItemButton(

                        onPressed: () {

                          ScaffoldMessenger.of(context).showSnackBar(

                            const SnackBar(

                              content: Text('Minify!'),

                            ),

                          );

                        },

                        child: const MenuAcceleratorLabel(

                            'Mi&nify'), // &N - phím tắt: Alt + N

                      ),

                    ],

                    child: const MenuAcceleratorLabel('&View'),

                  ),

Example 1

enum SampleItem { itemOne, itemTwo, itemThree }

class \_MenuAnchor1State extends State<MenuAnchor1> {

  SampleItem? selectedMenu;

  @override

  Widget build(BuildContext context) {

    return Center(

      child: MenuAnchor(

        // buider: định nghĩa widget để kích hoạt(click) vào show menu ra

        builder:

            (BuildContext context, MenuController controller, Widget? child) {

          return IconButton(

            onPressed: () {

              if (controller.isOpen) {

                controller.close();

              } else {

                controller.open();

              }

            },

            icon: const Icon(Icons.more\_vert\_rounded),

            tooltip: 'Show menu',

          );

        },

        // menuChildren: A list of children containing the menu items

        menuChildren: List<MenuItemButton>.generate(

          3,

          (int index) => MenuItemButton(

            onPressed: () =>

                setState(() => selectedMenu = SampleItem.values[index]),

             child: Text(selectedMenu?.name ?? 'Item $index'), // selectedMenu?.name là null, thì Text sẽ hiển thị 'Item $index', ngược lại nó sẽ hiển thị giá trị của selectedMenu.name

          ),

        ),

      ),

    );

  }

Example 2

enum EnumItem { item1, item2, item3 }

class \_MenuAnchor0State extends State<MenuAnchor0> {

  EnumItem?

      selectedMenu; // phải đặt ngoài hàm build thì mới update value khi onPressed trên item

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Row(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          MenuAnchor(

            // buider: định nghĩa widget để kích hoạt(click) vào show menu ra

            builder: (BuildContext context, MenuController controller,

                Widget? child) {

              return IconButton(

                onPressed: () {

                  if (controller.isOpen) {

                    controller.close();

                  } else {

                    controller.open();

                  }

                },

                icon: const Icon(Icons.more\_vert\_rounded),

                tooltip: 'Show menu',

              );

            },

            // menuChildren: A list of children containing the menu items

            menuChildren: [

              MenuItemButton(

                onPressed: () {

                  setState(() {

                    selectedMenu = EnumItem.item1;

                    debugPrint('$selectedMenu');

                  });

                },

                child: const Text('Item 1'),

              ),

              MenuItemButton(

                onPressed: () {

                  setState(() {

                    selectedMenu = EnumItem.item2;

                    debugPrint('$selectedMenu');

                  });

                },

                child: const Text('Item 2'),

              ),

              MenuItemButton(

                onPressed: () {

                  setState(() {

                    selectedMenu = EnumItem.item3;

                    debugPrint('$selectedMenu');

                  });

                },

                child: const Text('Item 3'),

              ),

            ],

          ),

          const SizedBox(height: 20),

          Text(

            'Mục đã chọn: ${selectedMenu?.name ?? "Chưa chọn"}', // nếu selectedMenu = null thì in "Chưa chọn"

            style: const TextStyle(fontSize: 18),

          ),

        ],

      ),

    );

  }

}

## MenuBar

[MenuBar](https://api.flutter.dev/flutter/material/MenuBar/MenuBar.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [MenuStyle](https://api.flutter.dev/flutter/material/MenuStyle-class.html)? style, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [MenuController](https://api.flutter.dev/flutter/material/MenuController-class.html)? controller, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children})

Creates a const [MenuBar](https://api.flutter.dev/flutter/material/MenuBar-class.html).

A menu bar that manages cascading child menus.

This is a Material Design menu bar that typically resides above the main body of an application (but can go anywhere) that defines a menu system for invoking callbacks in response to user selection of a menu item.

The items are identified with an enum value, and the shortcuts are registered globally with the ShortcutRegistry.

## TabBar

[TabBar](https://api.flutter.dev/flutter/material/TabBar/TabBar.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> tabs, [TabController](https://api.flutter.dev/flutter/material/TabController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isScrollable = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? indicatorColor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) automaticIndicatorColorAdjustment = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) indicatorWeight = 2.0, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html) indicatorPadding = EdgeInsets.zero, [Decoration](https://api.flutter.dev/flutter/painting/Decoration-class.html)? indicator, [TabBarIndicatorSize](https://api.flutter.dev/flutter/material/TabBarIndicatorSize.html)? indicatorSize, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? dividerColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? labelColor, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? labelStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? labelPadding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? unselectedLabelColor, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? unselectedLabelStyle, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[int](https://api.flutter.dev/flutter/dart-core/int-class.html)>? onTap, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [InteractiveInkFeatureFactory](https://api.flutter.dev/flutter/material/InteractiveInkFeatureFactory-class.html)? splashFactory, [BorderRadius](https://api.flutter.dev/flutter/painting/BorderRadius-class.html)? splashBorderRadius, [TabAlignment](https://api.flutter.dev/flutter/material/TabAlignment.html)? tabAlignment})

Creates a Material Design primary tab bar.

*const*

[TabBar.secondary](https://api.flutter.dev/flutter/material/TabBar/TabBar.secondary.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> tabs, [TabController](https://api.flutter.dev/flutter/material/TabController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isScrollable = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? indicatorColor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) automaticIndicatorColorAdjustment = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) indicatorWeight = 2.0, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html) indicatorPadding = EdgeInsets.zero, [Decoration](https://api.flutter.dev/flutter/painting/Decoration-class.html)? indicator, [TabBarIndicatorSize](https://api.flutter.dev/flutter/material/TabBarIndicatorSize.html)? indicatorSize, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? dividerColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? labelColor, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? labelStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? labelPadding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? unselectedLabelColor, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? unselectedLabelStyle, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[int](https://api.flutter.dev/flutter/dart-core/int-class.html)>? onTap, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [InteractiveInkFeatureFactory](https://api.flutter.dev/flutter/material/InteractiveInkFeatureFactory-class.html)? splashFactory, [BorderRadius](https://api.flutter.dev/flutter/painting/BorderRadius-class.html)? splashBorderRadius, [TabAlignment](https://api.flutter.dev/flutter/material/TabAlignment.html)? tabAlignment})

Creates a Material Design secondary tab bar.

*const*

Primary tabs are placed at the top of the content pane under a top app bar. They display the main content destinations.

Typically created as the [AppBar.bottom](https://api.flutter.dev/flutter/material/AppBar/bottom.html) part of an [AppBar](https://api.flutter.dev/flutter/material/AppBar-class.html) and in conjunction with a [TabBarView](https://api.flutter.dev/flutter/material/TabBarView-class.html)

If a [TabController](https://api.flutter.dev/flutter/material/TabController-class.html) is not provided, then a [DefaultTabController](https://api.flutter.dev/flutter/material/DefaultTabController-class.html) ancestor must be provided instead. The tab controller's [TabController.length](https://api.flutter.dev/flutter/material/TabController/length.html) must equal the length of the [tabs](https://api.flutter.dev/flutter/material/TabBar/tabs.html) list and the length of the [TabBarView.children](https://api.flutter.dev/flutter/material/TabBarView/children.html) list.

// Home1 - Use DefaultTabController

class Home1 extends StatelessWidget {

  const Home1({super.key});

  @override

  Widget build(BuildContext context) {

    return DefaultTabController(

      // DefaultTabController ancestor must be provided instead if TabController is not provided

      initialIndex: 0, // initial index of the tab

      length: 3, // length of tabs list

      child: Scaffold(

        appBar: AppBar(

          title: const Text('TabBar Sample'),

          // The tab controller's TabController.length must equal the length of the TabBar.tabs and the length of the TabBarView.children list.

          bottom: const TabBar(

            // Typically TabBar created as the AppBar.bottom

            tabs: <Widget>[

              Tab(

                icon: Icon(Icons.cloud\_outlined),

              ),

              Tab(

                icon: Icon(Icons.beach\_access\_sharp),

              ),

              Tab(

                icon: Icon(Icons.brightness\_5\_sharp),

              ),

            ],

          ),

        ),

        body: const TabBarView(

          children: <Widget>[

            Center(

              child: Text("It's cloudy here"),

            ),

            Center(

              child: Text("It's rainy here"),

            ),

            Center(

              child: Text("It's sunny here"),

            ),

          ],

        ),

      ),

    );

  }

}

// Home2 - User TabController

class Home2 extends StatefulWidget {

  const Home2({super.key});

  @override

  State<Home2> createState() => \_Home2State();

}

/// [AnimationController]s can be created with `vsync: this` because of [TickerProviderStateMixin].

class \_Home2State extends State<Home2> with TickerProviderStateMixin {

  late final TabController \_tabController;

  @override

  void initState() {

    super.initState();

    \_tabController =

        TabController(length: 3, vsync: this); // setup the tab controller

  }

  /// \_tabController.dispose();: The TabController is an object that manages the state of a TabBar and TabBarView. It should be disposed of when it's no longer needed to release any resources it may be holding.

  /// super.dispose();: This calls the dispose method of the superclass (State) to ensure that any additional cleanup required by the superclass is performed.

  @override

  void dispose() {

    \_tabController.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('TabBar Sample'),

        bottom: TabBar(

          controller:

              \_tabController, // set TabBar.controller and TabBarView.controller (below) when using TabController

          tabs: const <Widget>[

            Tab(

              icon: Icon(Icons.cloud\_outlined),

              text: 'data.cloud\_outlined',

            ),

            Tab(

              icon: Icon(Icons.beach\_access\_sharp),

              text: 'data.beach\_access\_sharp',

            ),

            Tab(

              icon: Icon(Icons.brightness\_5\_sharp),

              text: 'data.brightness\_5\_sharp',

            ),

          ],

        ),

      ),

      body: TabBarView(

        controller: \_tabController,

        children: const <Widget>[

          Center(

            child: Text("It's cloudy here"),

          ),

          Center(

            child: Text("It's rainy here"),

          ),

          Center(

            child: Text("It's sunny here"),

          ),

        ],

      ),

    );

  }

}

// Home3 -

// This sample showcases nested Material 3 TabBars. It consists of a primary TabBar with nested a secondary TabBar. The primary TabBar uses a DefaultTabController while the secondary TabBar uses a TabController.

class Home3 extends StatelessWidget {

  const Home3({super.key});

  @override

  Widget build(BuildContext context) {

    return DefaultTabController(

      initialIndex: 1,

      length: 3,

      child: Scaffold(

        appBar: AppBar(

          title: const Text('Primary and secondary TabBar'),

          bottom: const TabBar(

            dividerColor: Color.fromARGB(0, 57, 60, 238),

            tabs: <Widget>[

              Tab(

                text: 'Flights',

                icon: Icon(Icons.flight),

              ),

              Tab(

                text: 'Trips',

                icon: Icon(Icons.luggage),

              ),

              Tab(

                text: 'Explore',

                icon: Icon(Icons.explore),

              ),

            ],

          ),

        ),

        body: const TabBarView(

          children: <Widget>[

            NestedTabBar('Flights'), // NestedTabBar definition below

            NestedTabBar('Trips'),

            NestedTabBar('Explore'),

          ],

        ),

      ),

    );

  }

}

class NestedTabBar extends StatefulWidget {

  const NestedTabBar(this.outerTab, {super.key});

  final String outerTab;

  @override

  State<NestedTabBar> createState() => \_NestedTabBarState();

}

class \_NestedTabBarState extends State<NestedTabBar>

    with TickerProviderStateMixin {

  late final TabController \_tabController;

  @override

  void initState() {

    super.initState();

    \_tabController =

        TabController(length: 2, vsync: this); // setup the tab controller

  }

  /// \_tabController.dispose();: The TabController is an object that manages the state of a TabBar and TabBarView. It should be disposed of when it's no longer needed to release any resources it may be holding.

  /// super.dispose();: This calls the dispose method of the superclass (State) to ensure that any additional cleanup required by the superclass is performed.

  @override

  void dispose() {

    \_tabController.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Column(

      children: <Widget>[

        TabBar.secondary(

          // first child is the TabBar

          // set TabBar.secondary

          controller:

              \_tabController, // set TabBar.controller and TabBarView.controller (below) when using TabController

          tabs: const <Widget>[

            Tab(text: 'Overview'),

            Tab(text: 'Specifications'),

          ],

        ),

        Expanded(

          // second child is the TabBarView

          child: TabBarView(

            controller: \_tabController,

            children: <Widget>[

              Card(

                margin: const EdgeInsets.all(16.0),

                ///Trong Flutter, thuộc tính widget được sử dụng để tham chiếu đến widget hiện tại trong lớp State của một widget StatefulWidget cụ thể. Nó tham chiếu đến instance của widget mà State đang quản lý. Điều này xảy ra vì lớp State và widget là một cặp - mỗi lần bạn tạo một widget StatefulWidget, một State object riêng biệt được tạo và gắn liền với widget đó.

                ///Trong trường hợp của mã Flutter bạn đã cung cấp, khi bạn tạo một NestedTabBar, widget đó được tạo và có một State object tương ứng được tạo. Do đó, trong phương thức build của NestedTabBar, bạn có thể sử dụng widget để tham chiếu đến widget hiện tại, và widget.outerTab để truy cập giá trị của thuộc tính outerTab đã được cung cấp qua hàm khởi tạo.

                /// Khi bạn tạo một NestedTabBar, bạn cung cấp một giá trị outerTab thông qua hàm khởi tạo, và giá trị này được lưu trong thuộc tính outerTab của widget. Sau đó, trong phần build, bạn sử dụng widget.outerTab để truy cập giá trị outerTab đó và hiển thị nó trong văn bản.

                child: Center(child: Text('${widget.outerTab}: Overview tab')),

              ),

              Card(

                margin: const EdgeInsets.all(16.0),

                child: Center(

                    child: Text('${widget.outerTab}: Specifications tab')),

              ),

            ],

          ),

        ),

      ],

    );

  }

}

## SnackBar

A lightweight message with an optional action which briefly displays at the bottom of the screen.

To display a snack bar, call ScaffoldMessenger.of(context).showSnackBar(), passing an instance of SnackBar that describes the message.

To control how long the SnackBar remains visible, specify a duration.

SnackBar sẽ không tự động biến mất khi TalkBack (Android) hoặc VoiceOver (iOS) được bật. Điều này được điều khiển bởi AccessibilityFeatures.accessibleNavigation.

 MenuItemButton(

                        onPressed: () {

                          ScaffoldMessenger.of(context).showSnackBar(

                            const SnackBar(

                                content: Text('Saved!'),

                                duration: Duration(

                                    seconds:

                                        1)), // show 1s (chỉ chấp nhận int). Default 4s

                          );

                        },

                        child: const MenuAcceleratorLabel(

                            '&Save'), // &S - phím tắt: Alt + S

                      ),

                      MenuItemButton(

                        onPressed: () {

                          ScaffoldMessenger.of(context).showSnackBar(

                            const SnackBar(

                              content: Text('Quit!'),

                              duration: Duration(

                                  milliseconds: 500), // 0.5s. Default 4s

                            ),

                          );

                        },

                        child: const MenuAcceleratorLabel('&Quit'),

                      ),

Example 2

  child: ElevatedButton(

        child: const Text('Show Snackbar'),

        onPressed: () {

          ScaffoldMessenger.of(context).showSnackBar(

            SnackBar(

              content: const Text('Awesome Snackbar!'),

              action: SnackBarAction(

                // action button

                label: 'Action',

                onPressed: () {

                  // Code to execute.

                },

              ),

            ),

          );

        },

      ),

Example 3

 child: ElevatedButton(

        child: const Text('Show Snackbar'),

        onPressed: () {

          ScaffoldMessenger.of(context).showSnackBar(

            SnackBar(

              action: SnackBarAction(

                label: 'Action',

                onPressed: () {

                  // Code to execute.

                },

              ),

              content: const Text('Awesome SnackBar!'),

              duration: const Duration(

                  milliseconds: 1500), // SnackBar display duration.

              // width:250.0, // Width of the SnackBar. //  Width and margin can not be used together

              padding: const EdgeInsets.symmetric(

                horizontal: 20.0, // Inner padding for SnackBar content.

              ),

              margin: const EdgeInsets.all(

                  20), //  Width and margin can not be used together

              behavior: SnackBarBehavior.floating,

              shape: RoundedRectangleBorder(

                borderRadius: BorderRadius.circular(10.0),

              ),

            ),

          );

        },

      ),

## DropDownButton

[DropdownButton](https://api.flutter.dev/flutter/material/DropdownButton/DropdownButton.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[DropdownMenuItem](https://api.flutter.dev/flutter/material/DropdownMenuItem-class.html)<T>>? items, [DropdownButtonBuilder](https://api.flutter.dev/flutter/material/DropdownButtonBuilder.html)? selectedItemBuilder, T? value, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? hint, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? disabledHint, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<T?>? onChanged, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onTap, [int](https://api.flutter.dev/flutter/dart-core/int-class.html) elevation = 8, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? style, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? underline, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? icon, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? iconDisabledColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? iconEnabledColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) iconSize = 24.0, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isDense = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isExpanded = false, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? itemHeight = kMinInteractiveDimension, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? dropdownColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? menuMaxHeight, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = AlignmentDirectional.centerStart, [BorderRadius](https://api.flutter.dev/flutter/painting/BorderRadius-class.html)? borderRadius, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding})

Creates a dropdown button.

A DropDownButton is a material design button. The DropDownButton is a widget that we can use to select one unique value from a set of values. It lets the user select one value from a number of items. The default value shows the currently selected value. We can even include a down arrow icon on the list. On clicking the DropDownButton it opens a list of items, from which the user can select the desired option.

(DropdownMenu that is preferred for applications that are configured for Material 3)

Example 1

class \_MyDropDownButton0State extends State<MyDropDownButton0> {

  String selectedOption = 'Option 1'; // Giá trị mặc định được chọn

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          DropdownButton<String>(

            value: selectedOption, // set value mặc định

            onChanged: (String? newValue) {

              // required ValueChanged<T?>? onChanged - xử lý event khi click chọn thay đổi item

              setState(() {

                selectedOption = newValue!;

              });

            },

            //  required List<DropdownMenuItem<T>>? items - define various items that are to be defined in dropdown menu/list

            items: <String>['Option 1', 'Option 2', 'Option 3']

                .map<DropdownMenuItem<String>>((String value) {

              return DropdownMenuItem<String>(

                value: value,

                child: Text(value),

              );

            }).toList(),

          ),

          Container(

            alignment: Alignment.bottomRight,

            child: Text(

              'Bạn đã chọn: $selectedOption',

              style: const TextStyle(fontSize: 18),

            ),

          ),

        ],

      ),

    );

  }

}

Example 2

class MyDropDownButton1 extends StatefulWidget {

  const MyDropDownButton1({super.key});

  @override

  State<MyDropDownButton1> createState() => \_MyDropDownButton1();

}

const List<String> list = <String>['One', 'Two', 'Three', 'Four'];

String dropdownValue = list.first;

class \_MyDropDownButton1 extends State<MyDropDownButton1> {

  String selectedOption = dropdownValue; // Giá trị mặc định được chọn

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        children: [

          DropdownButton<String>(

            value: dropdownValue,

            icon: const Icon(Icons.arrow\_downward),

            elevation: 16,

            style: const TextStyle(color: Colors.deepPurple),

            underline: Container(

              height: 2,

              color: Colors.deepPurpleAccent,

            ),

            disabledHint: const Text('still disable'),

            hint: const Text('click choice option'),

            // onChanged: (null), // dropdown button will be disabled

            onChanged: (String? value) {

              // This is called when the user selects an item.

              setState(() {

                dropdownValue = value!;

                selectedOption = value;

              });

            },

            items: list.map<DropdownMenuItem<String>>((String value) {

              return DropdownMenuItem<String>(

                value: value,

                child: Text(value),

              );

            }).toList(),

          ),

          Container(

            alignment: Alignment.bottomRight,

            child: Text(

              'Bạn đã chọn: $selectedOption',

              style: const TextStyle(fontSize: 18),

            ),

          ),

        ],

      ),

    );

  }

}

## [DropdownMenu](https://api.flutter.dev/flutter/material/DropdownMenu/DropdownMenu.html)

[DropdownMenu](https://api.flutter.dev/flutter/material/DropdownMenu/DropdownMenu.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) enabled = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? menuHeight, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? leadingIcon, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? trailingIcon, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? label, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? hintText, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? helperText, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? errorText, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? selectedTrailingIcon, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) enableFilter = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) enableSearch = true, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? textStyle, [InputDecorationTheme](https://api.flutter.dev/flutter/material/InputDecorationTheme-class.html)? inputDecorationTheme, [MenuStyle](https://api.flutter.dev/flutter/material/MenuStyle-class.html)? menuStyle, [TextEditingController](https://api.flutter.dev/flutter/widgets/TextEditingController-class.html)? controller, T? initialSelection, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<T?>? onSelected, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? requestFocusOnTap, required [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[DropdownMenuEntry](https://api.flutter.dev/flutter/material/DropdownMenuEntry-class.html)<T>> dropdownMenuEntries})

Creates a const [DropdownMenu](https://api.flutter.dev/flutter/material/DropdownMenu-class.html).

A dropdown menu that can be opened from a TextField. The selected menu item is displayed in that field.

This widget is used to help people make a choice from a menu and put the selected item into the text input field. People can also filter the list based on the text input or search one item in the menu list.

The menu is composed of a list of DropdownMenuEntrys. People can provide information, such as: label, leading icon or trailing icon for each entry. The TextField will be updated based on the selection from the menu entries. The text field will stay empty if the selected entry is disabled.

The dropdown menu can be traversed by pressing the up or down key. During the process, the corresponding item will be highlighted and the text field will be updated. Disabled items will be skipped during traversal.

The menu can be scrollable if not all items in the list are displayed at once.

Example 1

class DropDownMenu0 extends StatefulWidget {

  const DropDownMenu0({super.key});

  @override

  State<DropDownMenu0> createState() => \_DropDownMenu0State();

}

String selectedOption = 'Option 1';

class \_DropDownMenu0State extends State<DropDownMenu0> {

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          DropdownMenu<String>(

            requestFocusOnTap: true, // để input text được trên virtual device

            initialSelection:

                selectedOption, // T? initialSelection - giá trị default

            onSelected: (String? newValue) {

              setState(() {

                selectedOption = newValue!;

              });

            },

            // required List<DropdownMenuEntry<T>> dropdownMenuEntries - build list items

            dropdownMenuEntries: <String>['Option 1', 'Option 2', 'Option 3']

                .map<DropdownMenuEntry<String>>((String value) {

              return DropdownMenuEntry<String>(value: value, label: value);

            }).toList(),

          ),

          Text(

            'Bạn đã chọn: $selectedOption',

            style: const TextStyle(fontSize: 18),

          ),

        ],

      ),

    );

  }

}

Example 2

class DropDownMenu1 extends StatefulWidget {

  const DropDownMenu1({super.key});

  @override

  State<DropDownMenu1> createState() => \_DropDownMenu1State();

}

const List<String> list = <String>['One', 'Two', 'Three', 'Four'];

class \_DropDownMenu1State extends State<DropDownMenu1> {

  String dropdownValue = list.first;

  int index = -1;

  @override

  Widget build(BuildContext context) {

    return DropdownMenu<String>(

      requestFocusOnTap: true, // để input text được trên virtual device

      initialSelection: list.first, // T? initialSelection - giá trị default

      label: const Text('Select item'), // Label cho DropdownMenu box

      leadingIcon: const Icon(

          Icons.select\_all), // icon ngay trước(liền trái) DropdownMenu box

      onSelected: (String? value) {

        // This is called when the user selects an item.

        setState(() {

          dropdownValue = value!;

        });

      },

      // required List<DropdownMenuEntry<T>> dropdownMenuEntries - build list items

      dropdownMenuEntries: list.map<DropdownMenuEntry<String>>((String value) {

        if (index < \_iconList.length - 1) {

          index++; // Lấy giá trị index và tăng nó sau đó

        }

        return DropdownMenuEntry<String>(

            value:

                value, // This value must be unique across all entries in a [DropdownMenu].

            label: value, // The label displayed in the center of the menu item.

            leadingIcon:

                Icon(\_iconList[index]), // icon ngay trước(liền trái) item

            trailingIcon:

                const Icon(Icons.check\_outlined)); // icon sát lề phải item

      }).toList(),

    );

  }

}

## Slider

[Slider](https://api.flutter.dev/flutter/material/Slider/Slider.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [double](https://api.flutter.dev/flutter/dart-core/double-class.html) value, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? secondaryTrackValue, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? onChanged, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? onChangeStart, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? onChangeEnd, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) min = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) max = 1.0, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? divisions, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? label, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? secondaryActiveColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? thumbColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [SemanticFormatterCallback](https://api.flutter.dev/flutter/material/SemanticFormatterCallback.html)? semanticFormatterCallback, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [SliderInteraction](https://api.flutter.dev/flutter/material/SliderInteraction.html)? allowedInteraction})

Creates a Material Design slider.

*const*

[Slider.adaptive](https://api.flutter.dev/flutter/material/Slider/Slider.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [double](https://api.flutter.dev/flutter/dart-core/double-class.html) value, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? secondaryTrackValue, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? onChanged, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? onChangeStart, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)>? onChangeEnd, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) min = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) max = 1.0, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? divisions, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? label, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? secondaryActiveColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? thumbColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [SemanticFormatterCallback](https://api.flutter.dev/flutter/material/SemanticFormatterCallback.html)? semanticFormatterCallback, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [SliderInteraction](https://api.flutter.dev/flutter/material/SliderInteraction.html)? allowedInteraction})

Creates an adaptive [Slider](https://api.flutter.dev/flutter/material/Slider-class.html) based on the target platform, following Material design's [Cross-platform guidelines](https://material.io/design/platform-guidance/cross-platform-adaptation.html).

Slider là một widget trong Flutter cho phép người dùng chọn giá trị từ một khoảng đã cho bằng cách trượt qua một dải giá trị. Nó thường được sử dụng để điều chỉnh các giá trị như âm lượng, độ sáng, hay bất kỳ giá trị nào có thể nằm trong một khoảng liên tục.

Slider cung cấp cho người dùng một thanh trượt mà họ có thể kéo qua trái hoặc phải để chọn giá trị trong khoảng đã cho. Khi giá trị thay đổi, một hàm gọi lại (callback) được gọi để thông báo về thay đổi này.

class \_SliderExampleState extends State<SliderExample> {

// định nghĩa biến lưu giá trị ban đầu

  var \_sliderValue = 0.0;

  double \_currentSliderValue = 20.0;

  double \_currentSliderValue1 = 20.0;

  @override

  Widget build(BuildContext context) {

    return Column(

      children: [

        const Divider(),

        Slider(

          value: \_sliderValue,

          min: 0,

          max: 100,

          divisions: 20, // chia space trượt ra bao nhiêu phần

          label: \_sliderValue.round().toString(), // phải set divisions: mới có tác dụng

          onChanged: (newValue) {

            setState(() {

              \_sliderValue = newValue;

            });

          },

        ),

        const Divider(),

        Slider(

          value: \_currentSliderValue,

          max: 100,

          divisions: 10, // chia space trượt ra bao nhiêu phần

          label: \_currentSliderValue.round().toString(),

          onChanged: (double value) {

            setState(() {

              \_currentSliderValue = value;

            });

          },

        ),

        const Divider(),

        Slider(

          value: \_currentSliderValue1,

          max: 100,

          divisions: 10, // chia space trượt ra bao nhiêu phần

          label: \_currentSliderValue1.round().toString(),

          onChanged: (double value) {

            setState(() {

              \_currentSliderValue1 = value;

            });

          },

          thumbColor: Colors.amber, // color of nút

          activeColor: Colors.blue, // Màu của vùng slider đã chọn

          inactiveColor: Colors.grey, // Màu của vùng slider chưa chọn

      ],

    );

  }

}

## Center

[Center](https://api.flutter.dev/flutter/widgets/Center/Center.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? widthFactor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? heightFactor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Center là một widget đặt widget con duy nhất của nó tại trung tâm của nó.

Center và Align khá giống nhau, chúng chỉ có duy nhất một widget con, nhưng Align cho phép bạn tùy biến vị trí của widget con bên trong nó.

Nếu tham số widthFactor không được chỉ định thì chiều rộng của Center sẽ lớn nhất có thể, ngược lại chiều rộng của Center bằng chiều rộng của child nhân với widthFactor. Tham số heightFactor cũng có hành vi tương tự đối với chiều cao của Center. Như vậy theo mặc định kích thước của Center sẽ lớn nhất có thể.

return Container(

      decoration: BoxDecoration(

        border: Border.all(

          color: Colors.black,

          width: 2.0,

        ),

      ),

      child: Center(

        widthFactor: 3, // width = width object con \* widthFactor

        heightFactor: 5, // height = height object con \* heightFactor

        child: ElevatedButton(

          onPressed: () {},

          child: const Text('Hello, World!'),

        ),

      ),

    );

## Container

[Container](https://api.flutter.dev/flutter/widgets/Container/Container.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? alignment, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [Decoration](https://api.flutter.dev/flutter/painting/Decoration-class.html)? decoration, [Decoration](https://api.flutter.dev/flutter/painting/Decoration-class.html)? foregroundDecoration, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height, [BoxConstraints](https://api.flutter.dev/flutter/rendering/BoxConstraints-class.html)? constraints, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? margin, [Matrix4](https://api.flutter.dev/flutter/vector_math_64/Matrix4-class.html)? transform, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? transformAlignment, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none})

Container trong Flutter được sử dụng để tạo một khung chứa (container) để bao bọc và tổ chức các widget con bên trong. Nó cung cấp nhiều thuộc tính cho phép adds padding, margins, borders, background color, or other decorations to a widget.. Mục đích chính của việc sử dụng widget Container là để thiết lập và tùy chỉnh hình dáng và vị trí của các phần tử trong giao diện ứng dụng của bạn.

// Set color nền - border – corlor border qua decoration: BoxDecoration

  child: Container(

                  decoration: BoxDecoration(

                      color: const Color.fromARGB(255, 246, 235, 201),// màu nền

                      border: Border.all(

                        color: Colors.red, // Màu của viền

                        width: 1.5, // Độ dày của viền

                      )),

                  // color: const Color.fromRGBO(239, 184, 184, 1),

                  child: Text('Item $index')));

        }));

// Container còn thường được wrap ngoài các widget khác để decor cho nó

* Height, Width:
  + Default: nếu ko có child - bao phủ full screen; nếu có child - tự động kéo vừa kích thước object con
  + Nếu set width, height: container giữ cứng kích thước này.(nếu nó là con của widget khác, nếu nó là root widget thì nó sẽ bung full screen)
* Nếu Container được chỉ định child, và không được chỉ định width, height, constraints và alignment nó sẽ định kích thước của nó nhỏ nhất có thể. Tuy nhiên nếu Container được chỉ định child và alignment nhưng không được chỉ định width, height, constraints nó sẽ định kích thước của nó lớn nhất có thể.

Widget build(BuildContext context) {

    return MaterialApp(

        home: Scaffold(

      appBar: AppBar(title: Text('Flutter Container')),

      body: Container(

        color: Colors.amberAccent,

        width: 400,

        height: 400,

        child: Text('This is container'),

      ),

    ));

  }

* Constraints:

thuộc tính constraints của widget Container được sử dụng để xác định các ràng buộc về kích thước của widget. Bằng cách sử dụng constraints, bạn có thể giới hạn kích thước tối đa và tối thiểu của một widget Container.

(khác với width, height là set cứng size)

 constraints: const BoxConstraints(

          maxHeight: 200, maxWidth: 200, minHeight: 100, minWidth: 100),

* alignment: set vị trí object con so với container theo các value constant or hệ (x,y) như ảnh dưới: gốc toạ độ (0,0) nằm giữa màn hình

![](data:image/jpeg;base64,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)

  alignment: Alignment.centerLeft, // alignment object con so với khung container = constant

  alignment: Alignment(-1, -1), // alignment object con so với khung container = (x,y)

set vị trí object con so với container theo hệ FractionalOffset(x,y): x chạy từ left to right (0 -> 1), y chạy từ top to bottom (0 ->1)
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  alignment: FractionalOffset(0.25, 0.25),

* padding & margin:

padding: EdgeInsets.all(20), // padding object con với khung container. nếu có gán alignment thì padding += alignment

margin: EdgeInsets.all(20), // margin của container này với object cha chứa nó

* child: chứa nội dung trong container
* decoration: các thuộc tính định dạng container nâng cao.
* decoration: BoxDecoration(
* color: const Color.fromARGB(255, 43, 221, 90).withOpacity(
* 0.3), // ko thể set color cùng lúc với color trước đó của container (chỉ có thể chọn 1 trong 2)
* border: Border.all(
* width: 2,
* color: Colors.red,
* ),
* borderRadius: BorderRadius.circular(20), // or borderRadius: const BorderRadius.all(Radius.circular(20)),
* shape: BoxShape.circle,
* /\*
* Lưu ý khi sử dụng BoxShape.circle và borderRadius cùng lúc sẽ báo lỗi
* Exception has occurred.
* \_AssertionError
* ('package:flutter/src/painting/box\_decoration.dart': Failed assertion: line 128 pos 12: 'shape != BoxShape.circle || borderRadius == null': is not true.)
* --> bỏ set 1 trong 2
* \*/
* boxShadow: const [
* BoxShadow(
* color: Color.fromARGB(255, 109, 239, 22), // Màu của bóng
* offset: Offset(3, 3), // Vị trí tương đối của bóng (ngang, dọc)
* blurRadius: 20, // Độ mờ của bóng
* spreadRadius: 0, // Độ lan tỏa của bóng
* ),
* ],
* backgroundBlendMode: BlendMode.exclusion, // Chế độ blend – trộn màu
* image: const DecorationImage( // set ảnh nền
* image: AssetImage('assets/image3.jpg'), // Đường dẫn hình ảnh
* fit: BoxFit
* .cover, // Cách hình ảnh được hiển thị (cover, contain, ...)
* ),

// gradient: hiệu ứng loang màu. Có 3 loại: SweepGradient, RadialGradient và LinearGradient

gradient: SweepGradient(

* colors: [Colors.red, Colors.blue],
* center: Alignment.center, // Điểm tâm gradient
* startAngle: 0, // Góc bắt đầu gradient (độ)
* endAngle: 3.14, // Góc kết thúc gradient (độ)
* ),
* // or
* gradient: RadialGradient(
* colors: [Colors.yellow, Colors.orange],
* center: Alignment.center, // Điểm tâm gradient
* radius: 0.8, // Bán kính gradient
* ),
* // or
* gradient: LinearGradient(
* colors: [
* Colors.blue,
* Colors.purple
* ], // Danh sách màu tạo gradient
* begin: Alignment.topLeft, // Điểm bắt đầu gradient
* end: Alignment.bottomRight, // Điểm kết thúc gradient
* ),
* ),

## Card

[Card](https://api.flutter.dev/flutter/material/Card/Card.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) borderOnForeground = true, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? margin, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html)? clipBehavior, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) semanticContainer = true})

Creates a Material Design card.

A Material Design card: a panel with slightly rounded corners and an elevation shadow.

A card is a sheet of Material used to represent some related information, for example an album, a geographical location, a meal, contact details, etc.

Card contains related nuggets of information and can be composed from almost any widget, but is often used with ListTile. Card has a single child, but its child can be a column, row, list, grid, or other widget that supports multiple children. By default, a Card shrinks its size to 0 by 0 pixels. You can use SizedBox to constrain the size of a card.

Example 1 – trong Card chứa các container khác

 Widget build(BuildContext context) {

    return Center(

      child: Card(

        child: Column(

          mainAxisSize: MainAxisSize.min,

          children: <Widget>[

            const ListTile(

              leading: Icon(Icons.album),

              title: Text('The Enchanted Nightingale'),

              subtitle: Text('Music by Julie Gable. Lyrics by Sidney Stein.'),

            ),

            Row(

              mainAxisAlignment: MainAxisAlignment.end,

              children: <Widget>[

                TextButton(

                  child: const Text('BUY TICKETS'),

                  onPressed: () {/\* ... \*/},

                ),

                const SizedBox(width: 10),

                TextButton(

                  child: const Text('LISTEN'),

                  onPressed: () {/\* ... \*/},

                ),

                const SizedBox(width: 10),

              ],

            ),

          ],

        ),

      ),

    );

Example 2 – Container chứa nhiều Card

Các thuộc tính

Nếu muốn tuỳ biến kích thước của Card hãy đặt nó trong một Container hoặc SizedBox.

 Widget build(BuildContext context) {

    return Column(

      children: [

        Card(

          margin: EdgeInsets.all(50),

          color: Color.fromARGB(255, 200, 245, 201),

          shadowColor: Color.fromARGB(255, 139, 96, 130),

          surfaceTintColor: Colors

              .amber, // trộn với color:, 3 thuộc tính color - surfaceTintColor - elevation có ảnh hưởng lẫn nhau

          elevation: 30,

          // shape: RoundedRectangleBorder(borderRadius: BorderRadius.circular(50)),

          //  shape: BeveledRectangleBorder(borderRadius: BorderRadius.circular(20)),

          shape: StadiumBorder(side: BorderSide(width: 2)), // kiểu border

          child: Column(

            mainAxisSize: MainAxisSize.min,

            children: <Widget>[

              ListTile(

                leading: Icon(Icons.album, color: Colors.cyan, size: 45),

                title: Text(

                  "Let's Talk About Love",

                  style: TextStyle(fontSize: 20),

                ),

                subtitle: Text('Modern Talking Album'),

              ),

            ],

          ),

        ),

        // Nếu bạn muốn tuỳ biến kích thước của Card hãy đặt nó trong một Container hoặc SizedBox.

        SizedBox(

          width: 500,

          height: 200,

          child: Card(

            margin: EdgeInsets.all(50),

            color: Color.fromARGB(255, 200, 245, 201),

            shadowColor: Color.fromARGB(255, 139, 96, 130),

            surfaceTintColor: Colors

                .amber, // trộn với color:, 3 thuộc tính color - surfaceTintColor - elevation có ảnh hưởng lẫn nhau

            elevation: 50,

// shape: kiểu border – có các cách cài đặt sau

            // shape: RoundedRectangleBorder(borderRadius: BorderRadius.circular(50)),

            //  shape: BeveledRectangleBorder(borderRadius: BorderRadius.circular(20)),

            shape: StadiumBorder(side: BorderSide(width: 2)), // kiểu border

            /\*

            borderOnForeground của widget Card được sử dụng để xác định liệu viền của Card có được vẽ lên phần nền của các phần tử con bên trong hay không. Nếu bạn đặt borderOnForeground thành true, viền của Card sẽ được vẽ đè lên nền của các phần tử con. Nếu bạn đặt nó thành false, nền của các phần tử con sẽ được đè lên phía trên viền của Card. (phải set màu nền, viền cho các object liên quan mới test được)

             \*/

            borderOnForeground: false, //

            child: Column(

              mainAxisSize: MainAxisSize.min,

              children: <Widget>[

// dùng ListTileTheme để setup định dạng cho ListTile

                ListTileTheme(

                  shape: RoundedRectangleBorder(

                    borderRadius: BorderRadius.circular(10.0),

                    side: BorderSide(

                        color: Color.fromARGB(255, 79, 22, 236), width: 2.0),

                  ),

                  child: ListTile(

                    tileColor: const Color.fromARGB(255, 243, 33, 180),

                    leading: Icon(Icons.album, color: Colors.cyan, size: 45),

                    title: Text(

                      "Let's Talk About Love",

                      style: TextStyle(fontSize: 20),

                    ),

                    subtitle: Text('Modern Talking Album'),

                  ),

                ),

              ],

            ),

          ),

        ),

      ],

    );

  }

Property color được sử dụng để sét đặt mầu nền cho Card.

Nếu property này là null thì CardTheme.color của ThemeData.cardTheme được sử dụng. Nếu CardTheme.color cũng null thì ThemeData.cardColor sẽ được sử dụng.

elevation là toạ độ theo trục Z của Card, nó có ảnh hưởng tới kích thước của bóng đổ (shadow) của Card.

Nếu property này null thì CardTheme.elevation của ThemeData.cardTheme được sử dụng. Nếu CardTheme.elevation cũng null thì giá trị mặc định là 1.0.

Property shape được sử dụng để định nghĩa hình dạng đường viền của Card.

Nếu property này là null thì CardTheme.shape của ThemeData.cardTheme sẽ được sử dụng. Nếu CardTheme.shape cũng null thì hình dạng sẽ là RoundedRectangleBorder với bán kính góc tròn là 4.0.

## Wrap

[Wrap](https://api.flutter.dev/flutter/widgets/Wrap/Wrap.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) direction = Axis.horizontal, [WrapAlignment](https://api.flutter.dev/flutter/rendering/WrapAlignment.html) alignment = WrapAlignment.start, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) spacing = 0.0, [WrapAlignment](https://api.flutter.dev/flutter/rendering/WrapAlignment.html) runAlignment = WrapAlignment.start, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) runSpacing = 0.0, [WrapCrossAlignment](https://api.flutter.dev/flutter/rendering/WrapCrossAlignment.html) crossAxisAlignment = WrapCrossAlignment.start, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [VerticalDirection](https://api.flutter.dev/flutter/painting/VerticalDirection.html) verticalDirection = VerticalDirection.down, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[]})

Widget này gần tương tự với [**Flex**](https://api.flutter.dev/flutter/widgets/Flex-class.html)(lớp cha của Row và Column), nhưng khác ở điểm có thể tự sắp xếp các widget con sang cột / hàng mới tuỳ vào kích thước còn lại.

 Widget build(BuildContext context) {

    return Wrap(

      direction:

          Axis.vertical, // phương ngang hay dọc. default is Axis.horizontal

      // textDirection: TextDirection.rtl, // chiều xếp childs object .ltr or rtl

      verticalDirection: VerticalDirection

          .down, // chiều xếp childs object up - up to down; down - up to down

      alignment: WrapAlignment

          .spaceAround, // cách xếp đặt vị trí các elements của range chưa được lấp đầy (thường là range cuối)

      crossAxisAlignment: WrapCrossAlignment

          .center, // cách gióng hàng theo phuong crossAxis của 1 range

      spacing: 8.0, // gap between adjacent chips

      runSpacing: 4.0, // gap between lines

      children: <Widget>[

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('A')),

          label: const Text('Hamilton'),

        ),

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('B')),

          label: const Text('Lafayette-nmson'),

        ),

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('C')),

          label: const Text('Mulligan'),

        ),

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('D')),

          label: const Text('Laurens'),

        ),

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('E')),

          label: const Text('LafayetteS'),

        ),

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('F')),

          label: const Text('MulliganS'),

        ),

        Chip(

          avatar: CircleAvatar(

              backgroundColor: Colors.blue.shade900, child: const Text('G')),

          label: const Text('LaurensS'),

        ),

      ],

    );

  }

## ColoredBox

[ColoredBox](https://api.flutter.dev/flutter/widgets/ColoredBox/ColoredBox.html)({required [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html) color, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key})

A widget that paints its area with a specified Color and then draws its child on top of that color.

\*The issue is that you are using a **Column** without any height constraints, and it's being placed inside a **ColoredBox**. The **ColoredBox** doesn't provide constraints to its child, and therefore, the **Column** tries to take as much vertical space as it needs, leading to the overflow error.

 Widget build(BuildContext context) {

    return const ColoredBox(

      color: Colors.red,

      child: SizedBox(

        width: 100,

        height: 100,

        child: Text('Hello'),

      ),

    );

  }

## Align

[Align](https://api.flutter.dev/flutter/widgets/Align/Align.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = Alignment.center, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? widthFactor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? heightFactor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates an alignment widget.

*Const*

Align widget dùng căn chỉnh object con bên trong nó và tùy chọn thay đổi kích thước dựa trên kích thước của object con.

 child: Column(

        children: [

          Container(

            decoration: BoxDecoration(

                color: const Color.fromARGB(255, 233, 244, 199),

                border: Border.all(color: Colors.black, width: 2)),

            // height: 200.0,

            // width: 200.0,

            // color: const Color.fromARGB(255, 233, 244, 199),

            child: const Align(

              alignment: Alignment.bottomLeft,

              // widthFactor: 3 - width container = 3 \* width FlutterLogo

              // 2 thuộc tính height/width của container phải not set

              widthFactor: 2,

              heightFactor: 2,

              child: FlutterLogo(

                size: 100,

              ),

            ),

          ),

          Container(

            decoration: BoxDecoration(

                color: const Color.fromARGB(255, 233, 244, 199),

                border: Border.all(color: Colors.black, width: 2)),

            height: 200.0,

            width: 200.0,

            child: const Align(

              alignment:

                  Alignment(0.2, 0.6), // truyền value double Alignment(x, y)

              child: FlutterLogo(

                size: 50,

              ),

            ),

          ),

          Container(

            decoration: BoxDecoration(

                color: const Color.fromARGB(255, 233, 244, 199),

                border: Border.all(color: Colors.black, width: 2)),

            // height: 200.0,

            // width: 200.0,

            child: const Align(

              alignment: FractionalOffset(

                  0.5, 0.6), // truyền value double Alignment(x, y)

              child: FlutterLogo(

                size: 50,

              ),

            ),

          ),

        ],

      ),

Trong Flutter, Alignment là một lớp được sử dụng để xác định vị trí tương đối của một điểm trong một hộp chứa. Các giá trị mà bạn cung cấp cho Alignment xác định vị trí theo một hệ tọa độ 2D với tâm là (0, 0) ở giữa và phạm vi từ -1 đến 1 trong mỗi chiều.

Trong trường hợp của bạn, alignment: Alignment(0.2, 0.6) có nghĩa là bạn đang xác định một điểm nằm ở 20% khoảng cách từ trái đến phải của hộp chứa và 60% khoảng cách từ trên xuống đáy của hộp chứa.

Để biểu diễn trực quan hơn, hãy tưởng tượng hộp chứa có kích thước width: 100 và height: 100. Khi bạn đặt alignment: Alignment(0.2, 0.6), điểm được đặt ở vị trí x = 20 (20% của 100) và y = 60 (60% của 100) trên hộp chứa này.

Tóm lại, Alignment(0.2, 0.6) định nghĩa vị trí tương đối của một điểm bên trong một hộp chứa và dựa trên hệ tọa độ có phạm vi từ -1 đến 1.

 // Set toạ độ theo Alignment(x, y)

/// The top left corner.

  static const Alignment topLeft = Alignment(-1.0, -1.0);

  /// The center point along the top edge.

  static const Alignment topCenter = Alignment(0.0, -1.0);

  /// The top right corner.

  static const Alignment topRight = Alignment(1.0, -1.0);

  /// The center point along the left edge.

  static const Alignment centerLeft = Alignment(-1.0, 0.0);

  /// The center point, both horizontally and vertically.

  static const Alignment center = Alignment(0.0, 0.0);

  /// The center point along the right edge.

  static const Alignment centerRight = Alignment(1.0, 0.0);

  /// The bottom left corner.

  static const Alignment bottomLeft = Alignment(-1.0, 1.0);

  /// The center point along the bottom edge.

  static const Alignment bottomCenter = Alignment(0.0, 1.0);

  /// The bottom right corner.

  static const Alignment bottomRight = Alignment(1.0, 1.0);

//----------------------------------------------

// Set toạ độ theo FractionalOffset(x, y)

  /// The top left corner.

  static const FractionalOffset topLeft = FractionalOffset(0.0, 0.0);

  /// The center point along the top edge.

  static const FractionalOffset topCenter = FractionalOffset(0.5, 0.0);

  /// The top right corner.

  static const FractionalOffset topRight = FractionalOffset(1.0, 0.0);

  /// The center point along the left edge.

  static const FractionalOffset centerLeft = FractionalOffset(0.0, 0.5);

  /// The center point, both horizontally and vertically.

  static const FractionalOffset center = FractionalOffset(0.5, 0.5);

  /// The center point along the right edge.

  static const FractionalOffset centerRight = FractionalOffset(1.0, 0.5);

  /// The bottom left corner.

  static const FractionalOffset bottomLeft = FractionalOffset(0.0, 1.0);

  /// The center point along the bottom edge.

  static const FractionalOffset bottomCenter = FractionalOffset(0.5, 1.0);

  /// The bottom right corner.

  static const FractionalOffset bottomRight = FractionalOffset(1.0, 1.0);

## SizedBox

[SizedBox](https://api.flutter.dev/flutter/widgets/SizedBox/SizedBox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a fixed size box. The [width](https://api.flutter.dev/flutter/widgets/SizedBox/width.html) and [height](https://api.flutter.dev/flutter/widgets/SizedBox/height.html) parameters can be null to indicate that the size of the box should not be constrained in the corresponding dimension.

*const*

[SizedBox.expand](https://api.flutter.dev/flutter/widgets/SizedBox/SizedBox.expand.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a box that will become as large as its parent allows.

*const*

[SizedBox.fromSize](https://api.flutter.dev/flutter/widgets/SizedBox/SizedBox.fromSize.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html)? size})

Creates a box with the specified size.

[SizedBox.shrink](https://api.flutter.dev/flutter/widgets/SizedBox/SizedBox.shrink.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a box that will become as small as its parent allows.

*const*

[SizedBox.square](https://api.flutter.dev/flutter/widgets/SizedBox/SizedBox.square.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? dimension})

Creates a box whose [width](https://api.flutter.dev/flutter/widgets/SizedBox/width.html) and [height](https://api.flutter.dev/flutter/widgets/SizedBox/height.html) are equal.

*const*

SizedBox là một hộp trong suốt, khác với Container bạn không thể thiết lập kiểu dáng cho nó (chẳng hạn mầu nền, margin, padding,...). Nếu bạn chỉ định một kích thước cụ thể cho SizedBox, kích thước đó cũng sẽ được áp dụng cho widget con của nó. Ngược lại nếu chiều rộng của SizedBox không được chỉ định hoặc null thì widget con của sẽ có chiều rộng theo thiết lập riêng hoặc bằng 0 (nếu không được thiết lập). Với chiều cao cũng có hành vi tương tự.

Tất cả các tham số tham gia vào việc tạo ra một SizedBox như width, height, size, child đều là các tuỳ chọn (Không bắt buộc).

return MaterialApp(

      home: Scaffold(

          appBar: AppBar(title: const Text('Flutter SizedBox')),

          body: SizedBox(

            width: 300,

            height: double

                .maxFinite, // double.infinity - giá trị vô cực, full hết màn hình

            /\*

            cực âm: double.negativeInfinity, double.minPositive

            cực dương: double.infinity, double.maxFinite

             \*/

            child: Container(

              color: Colors.blue,

              child: const Center(

                child: Text('SizedBox Example'),

              ),

            ),

          )),

    );

  }

Một ứng dụng thường được sử dụng là chèn SizedBox vào làm khoảng cách giữa các object khác

  Widget build(BuildContext context) {

    return MaterialApp(

      home: Scaffold(

        appBar: AppBar(title: const Text('Flutter SizedBox Space')),

        body: const Row(children: [

          Text(

            'text 001',

            style: TextStyle(backgroundColor: Colors.deepOrange),

          ),

          SizedBox(

            width: 10,

          ),

          Text(

            'text 011',

            style: TextStyle(backgroundColor: Colors.deepOrange),

          ),

          SizedBox(

            width: 10,

          ),

          Text(

            'text 101',

            style: TextStyle(backgroundColor: Colors.deepOrange),

          ),

          SizedBox(

            width: 10,

          ),

          Text(

            'text 111',

            style: TextStyle(backgroundColor: Colors.deepOrange),

          ),

        ]),

      ),

    );

  }

Constructor SizedBox.expand được sử dụng để tạo ra một SizedBox với kích thước lớn nhất theo chỉ định từ widget cha của nó.

 Widget build(BuildContext context) {

    return Scaffold(

      body: SizedBox.expand(

        child: Container(

          color: blue,

          child: const Column(

            children: [

              Text('Hello!'),

              Text('Goodbye!'),

            ],

          ),

        ),

      ),

    );

  }

Constructor SizedBox.shrink được sử dụng để tạo ra một SizedBox với kích thước nhỏ nhất theo chỉ định từ widget cha của nó.

 Widget build(BuildContext context) {

    return MaterialApp(

      home: Scaffold(

          appBar: AppBar(title: const Text('Flutter SizedBox 2')),

          body: ConstrainedBox(

              constraints: const BoxConstraints(

                // Min: 80x20 - ghi đè lên các thuộc tính tương đương của object con

                // \*Nếu ko set values cặp thuộc tính minWidth/minHeight thì object con sẽ ko show ra

                minWidth: 200.0,

                minHeight: 200.0,

              ),

              child: SizedBox.shrink(

                child: ElevatedButton(

                    child: const Text('Button'),

                    onPressed: () {},

                    style: ElevatedButton.styleFrom(

                        backgroundColor:

                            Color.fromARGB(255, 250, 253, 66), // cũ là primary

                        foregroundColor: Color.fromARGB(163, 14, 246, 2),

                        fixedSize: const Size(300, 300), // ko tác dụng

                        minimumSize: Size(200, 200))), // ko tác dụng

              ))),

    );

  }

}

Constructor SizedBox.fromSize được sử dụng để tạo một SIzedBox với kích thước được chỉ định thông qua tham số tuỳ chọn - size.

 home: Scaffold(

            appBar: AppBar(title: const Text('Flutter SizedBox.fromSize')),

            body: SizedBox.fromSize(

              size: const Size(200, 200),

              child: ElevatedButton(

                  onPressed: () {},

                  style: ElevatedButton.styleFrom(

                    backgroundColor: const Color.fromARGB(255, 250, 253, 66), // cũ là primary

                  ),

                  child: const Text('Button SizedBox.fromSize')),

            )));

## FittedBox

[FittedBox](https://api.flutter.dev/flutter/widgets/FittedBox/FittedBox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [BoxFit](https://api.flutter.dev/flutter/painting/BoxFit.html) fit = BoxFit.contain, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = Alignment.center, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a widget that scales and positions its child within itself according to [fit](https://api.flutter.dev/flutter/widgets/FittedBox/fit.html).

FittedBox là một widget trong Flutter được sử dụng để điều chỉnh và điều tiết kích thước của widget con để vừa vặn trong một không gian đã cho. Nó thường được sử dụng để tỷ lệ hoặc căn chỉnh nội dung con trong một không gian bố trí.

\*Text ko đặt trong FittedBox – quá dài sẽ auto xuống dòng; Đặt trong FittedBox – điều chỉnh kích thước font sao cho vừa 1 dòng (nếu ko xuống dòng bằng '\n')

\* FittedBox chỉ có thể điều chỉnh kích thước widget con bị GIỚI HẠN (có chiều rộng và chiều cao non-infinite, nếu set infinite sẽ văng lỗi).

Khi đặt một widget con vào FittedBox, FittedBox sẽ tự động điều chỉnh kích thước của widget con để phù hợp với các giá trị của thuộc tính fit:

class FittedBoxExample extends StatelessWidget {

  const FittedBoxExample({super.key});

  @override

  Widget build(BuildContext context) {

    return Column(

      children: [

        Container(

          height: 200,

          width: 300,

          color: Colors.blue,

          child: FittedBox(

            // TRY THIS: Try changing the fit types to see how they change the way

            // the placeholder fits into the container.

            fit: BoxFit.fitHeight,

            child: Image.asset('assets/lion.jpg'),

          ),

        ),

        Container(

          height: 200,

          width: 300,

          color: Colors.blue,

          child: FittedBox(

            fit: BoxFit.fill,

            child: Image.asset('assets/lion.jpg'),

          ),

        ),

        // Container(

        //   height: 200,

        //   width: 300,

        //   color: Colors.blue,

        //   child: FittedBox(

        //     fit: BoxFit.scaleDown,

        //     child: Image.asset('assets/lion.jpg'),

        //   ),

        // ),

        Container(

          height: 200,

          width: 300,

          color: Colors.blue,

          child: FittedBox(

            fit: BoxFit.contain, // lấn sang các space lân cận: fitWidth, cover

            child: Image.asset('assets/lion.jpg'),

          ),

        ),

      ],

    );

  }

}

## ConstrainedBox

[ConstrainedBox](https://api.flutter.dev/flutter/widgets/ConstrainedBox/ConstrainedBox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [BoxConstraints](https://api.flutter.dev/flutter/rendering/BoxConstraints-class.html) constraints, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a widget that imposes additional constraints on its child.

ConstrainedBox là một widget trong Flutter được sử dụng để giới hạn kích thước của widget con bên trong nó. Bạn có thể sử dụng ConstrainedBox để đặt giới hạn về chiều rộng, chiều cao hoặc cả hai cho widget con.

Nếu ConstrainedBox ở vị trí root(ko là con của widget nào) sẽ không set 4 tham số width, height được do bị ràng buộc từ screen áp xuống – phải wrap ConstrainedBox bằng container cha trước.

Ghi đè lên các thuộc tính tương đương của object con

Widget build(BuildContext context) {

    return MaterialApp(

      home: Scaffold(

          appBar: AppBar(title: const Text('Flutter SizedBox 2')),

          body: ConstrainedBox(

            constraints: const BoxConstraints(

              minWidth: 100, // Chiều rộng tối thiểu

              maxWidth: 200, // Chiều rộng tối đa

              minHeight: 50, // Chiều cao tối thiểu

              maxHeight: 150, // Chiều cao tối đa

            ),

            child: Container(

              color: Colors.blue,

              child: const Center(

                child: Text('ConstrainedBox Example'),

              ),

            ),

          )),

    );

  }

\*Nếu ko set values cặp thuộc tính minWidth/minHeight thì object con sẽ ko show ra

## BoxConstraints class

[BoxConstraints](https://api.flutter.dev/flutter/rendering/BoxConstraints/BoxConstraints.html)({[double](https://api.flutter.dev/flutter/dart-core/double-class.html) minWidth = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) maxWidth = double.infinity, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) minHeight = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) maxHeight = double.infinity})

Creates box constraints with the given constraints.

*const*

[BoxConstraints.expand](https://api.flutter.dev/flutter/rendering/BoxConstraints/BoxConstraints.expand.html)({[double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height})

Creates box constraints that expand to fill another box constraints.

*const*

[BoxConstraints.loose](https://api.flutter.dev/flutter/rendering/BoxConstraints/BoxConstraints.loose.html)([Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html) size)

Creates box constraints that forbid sizes larger than the given size.

[BoxConstraints.tight](https://api.flutter.dev/flutter/rendering/BoxConstraints/BoxConstraints.tight.html)([Size](https://api.flutter.dev/flutter/dart-ui/Size-class.html) size)

Creates box constraints that is respected only by the given size.

[BoxConstraints.tightFor](https://api.flutter.dev/flutter/rendering/BoxConstraints/BoxConstraints.tightFor.html)({[double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height})

Creates box constraints that require the given width or height.

*const*

[BoxConstraints.tightForFinite](https://api.flutter.dev/flutter/rendering/BoxConstraints/BoxConstraints.tightForFinite.html)({[double](https://api.flutter.dev/flutter/dart-core/double-class.html) width = double.infinity, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) height = double.infinity})

Creates box constraints that require the given width or height, except if they are infinite.

*const*

## UnconstrainedBox

[UnconstrainedBox](https://api.flutter.dev/flutter/widgets/UnconstrainedBox/UnconstrainedBox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = Alignment.center, [Axis](https://api.flutter.dev/flutter/painting/Axis.html)? constrainedAxis, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none})

Creates a widget that imposes no constraints on its child, allowing it to render at its "natural" size. If the child overflows the parents constraints, a warning will be given in debug mode.

Ngược lại với ConstrainedBox, UnconstrainedBox không bị ràng buộc bởi screen

Widget build(BuildContext context) {

    return UnconstrainedBox(

      child: Container(color: red, width: 20, height: 50),

    );

  }

// ConstrainedBox ở vị trí root - sẽ bị screen áp full screen xuống, child ko set kích thước được

Widget build(BuildContext context) {

    return ConstrainedBox(

      constraints: const BoxConstraints(

        minWidth: 70,

        minHeight: 70,

        maxWidth: 150,

        maxHeight: 150,

      ),

      child: Container(color: red, width: 10, height: 100),

    );

  }

// UnconstrainedBox ở vị trí root - ko bị ràng buộc của screen áp xuống , child có set kích thước tuỳ ý

Widget build(BuildContext context) {

    return UnconstrainedBox(

      child: Container(color: red, width: 20, height: 50),

    );

  }

## OverflowBox

[OverflowBox](https://api.flutter.dev/flutter/widgets/OverflowBox/OverflowBox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = Alignment.center, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? minWidth, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? maxWidth, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? minHeight, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? maxHeight, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a widget that lets its child overflow itself.

OverflowBox is similar to UnconstrainedBox, and the difference is that it won't display any warnings if the child overflow fit the space.'

In this case the Container is 4000 pixels wide, and is too big to fit in the OverflowBox, but the OverflowBox simply shows as much as it can, with no warnings given.

(Tuy set width/height overflow ko báo lỗi sọc vàng, nhưng set với giá trị double.infinity thì app sẽ văng lỗi, treo ko render ra UI được. UnconstrainedBox cũng văng lỗi khi set double.infinity )

 Widget build(BuildContext context) {

    return OverflowBox(

      minWidth: 0,

      minHeight: 0,

      maxWidth: double.infinity,

      maxHeight: double.infinity,

      child: Container(color: red, width: 4000, height: 50),

    );

  }

## LimitedBox

[LimitedBox](https://api.flutter.dev/flutter/widgets/LimitedBox/LimitedBox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) maxWidth = double.infinity, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) maxHeight = double.infinity, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a box that limits its size only when it's unconstrained.

Creates a box that limits its size only when it's unconstrained – Chỉ áp dụng giới hạn kích thước khi có unconstrained áp xuống nó (Điều này giải thích sự khác biệt giữa LimitedBox và ConstrainedBox)

/\*

Trường hợp này sẽ ko có lỗi, vì khi LimitedBox nhận được một kích thước không giới hạn từ UnconstrainedBox, nó truyền giới hạn chiều rộng tối đa là 100 xuống cho con của nó.

Nếu bạn thay thế UnconstrainedBox bằng một Center widget, LimitedBox sẽ không áp dụng giới hạn nữa (vì giới hạn của nó chỉ được áp dụng khi nó nhận được ràng buộc vô hạn), và chiều rộng của Container có thể tăng lên vượt quá 100.

\*/

 Widget build(BuildContext context) {

    return UnconstrainedBox(

      child: LimitedBox(

        maxWidth: 100,

        child: Container(

          color: Colors.red,

          width: double.infinity,

          height: 100,

        ),

      ),

    );

  }

}

## RotatedBox class

A widget that rotates its child by a integral number of quarter turns.

Unlike [Transform](https://api.flutter.dev/flutter/widgets/Transform-class.html), which applies a transform just prior to painting, this object applies its rotation prior to layout, which means the entire rotated box consumes only as much space as required by the rotated child.

(RotatedBox xoay object làm thay đổi layout, Transform ko ảnh hưởng layout)

RotateBox Example

//---------------

class RotatedBoxDemo extends StatefulWidget {

  const RotatedBoxDemo({super.key});

  @override

  State<RotatedBoxDemo> createState() => \_RotatedBoxDemoState();

}

class \_RotatedBoxDemoState extends State<RotatedBoxDemo> {

// Variable to track the number of rotations

// Rotations back clockwise using negative numbers

  int rotations = 0;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('RotatedBox Demo'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.end,

          children: [

            const Text(

                'Text line 1 -  Rotate the child by the specified number of turns'),

            const Text(

                'Text line 2 -  Rotate the child by the specified number of turns'),

            const Text(

                'Text line 3 - Rotate the child by the specified number of turns'),

            const SizedBox(

              height: 20,

            ),

            RotatedBox(

              quarterTurns:

                  rotations, // Rotate the child by the specified number of turns

              child: Container(

                color: Colors.amber,

                width: 100,

                height: 50,

                child: const Center(

                  child: Text(

                    'Rotated Object',

                    style: TextStyle(color: Colors.white),

                  ),

                ),

              ),

            ),

            const SizedBox(height: 40),

            ElevatedButton(

              onPressed: () {

                // Update the rotations variable and trigger a rebuild

                setState(() {

                  rotations += 1;

                });

              },

              child: const Text('Click to rotate'),

            ),

          ],

        ),

      ),

    );

  }

}

Transform example 1

// Demo tổng hợp Transform.translate - Transform.scale - Transform.rotate

class DemoTonghop extends StatefulWidget {

  const DemoTonghop({super.key});

  @override

  State<DemoTonghop> createState() => \_DemoTonghopState();

}

class \_DemoTonghopState extends State<DemoTonghop> {

  double translateX = 0.0;

  double translateY = 0.0;

  double scaleFactor = 1;

  double myAngle = 0;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        backgroundColor: Colors.purple,

        title: const Text("Transforms"),

      ),

      body: Center(

        child: Row(

          mainAxisAlignment: MainAxisAlignment.spaceEvenly,

          crossAxisAlignment: CrossAxisAlignment.center,

          children: [

            buildTranslate(),

            buildScale(),

            buildRotate(),

          ],

        ),

      ),

    );

  }

  Widget buildTranslate() {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        Transform.translate(

          // Transform.translate widget is specifying the amount by which the child (in this case, an Icon with the Icons.star symbol) will be translated or moved along the x and y axes.

          offset: Offset(translateX, translateY),

          child: const Icon(

            Icons.star,

            color: Colors.blue,

            size: 50,

          ),

        ),

        Column(

          mainAxisAlignment: MainAxisAlignment.spaceEvenly,

          children: [

            IconButton(

              icon: const Icon(Icons.keyboard\_arrow\_up),

              color: Colors.blue,

              onPressed: () {

                translate(1);

              },

            ),

            Row(

              mainAxisAlignment: MainAxisAlignment.spaceBetween,

              children: [

                IconButton(

                  icon: const Icon(

                    Icons.keyboard\_arrow\_left,

                  ),

                  color: Colors.blue,

                  onPressed: () {

                    translate(4);

                  },

                ),

                const SizedBox(

                  width: 25,

                ),

                IconButton(

                  icon: const Icon(Icons.keyboard\_arrow\_right),

                  color: Colors.blue,

                  onPressed: () {

                    translate(2);

                  },

                ),

              ],

            ),

            IconButton(

              icon: const Icon(

                Icons.keyboard\_arrow\_down,

              ),

              color: Colors.blue,

              onPressed: () {

                translate(3);

              },

            ),

          ],

        )

      ],

    );

  }

  translate(int i) {

    switch (i) {

      case 1:

        setState(() {

          translateY -= 10;

        });

        break;

      case 2:

        setState(() {

          translateX += 10;

        });

        break;

      case 3:

        setState(() {

          translateY += 10;

        });

        break;

      case 4:

        setState(() {

          translateX -= 10;

        });

        break;

      default:

        break;

    }

  }

  Widget buildScale() {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        // Creates a widget that scales its child along the 2D plane.

        Transform.scale(

          scale: scaleFactor,

          child: const Icon(

            Icons.star,

            color: Colors.green,

            size: 50,

          ),

        ),

        TextButton(

          child: const Text(

            "Scale",

            style: TextStyle(color: Colors.green),

          ),

          onPressed: () {

            scale();

          },

        ),

      ],

    );

  }

  scale() async {

    /// var i - number of iterations increment scaleFactor - max scaleFactor of widget

    /// Daration - speed change scaleFactor

    for (var i = 0; i < 40; i++) {

      await Future.delayed(const Duration(milliseconds: 20), () {

        setState(() {

          scaleFactor += 0.1;

        });

      });

    }

    for (var i = 0; i < 40; i++) {

      await Future.delayed(const Duration(milliseconds: 20), () {

        setState(() {

          scaleFactor -= 0.1;

        });

      });

    }

  }

  Widget buildRotate() {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        // Creates a widget that transforms its child using a rotation around the center.

        // The angle argument gives the rotation in clockwise radians.

        // rotation back clockwise using negative values

        Transform.rotate(

          angle: myAngle,

          child: const Icon(

            Icons.arrow\_upward,

            color: Colors.orange,

            size: 50,

          ),

        ),

        TextButton(

          child: const Text(

            "Rotate",

            style: TextStyle(color: Colors.orange),

          ),

          onPressed: () {

            rotate();

          },

        ),

      ],

    );

  }

  rotate() async {

    // xoay 1 vòng, mỗi nấc 1/8 đường tròn trong 0,5s

    for (var i = 0; i < 8; i++) {

      await Future.delayed(const Duration(milliseconds: 500), () {

        setState(() {

          // -math.pi / 12.0;

          // myAngle += 45.0 \* (3.14159 / 180.0);

          myAngle += 1 / 8 \* 2 \* 3.14159;

        });

      });

    }

  }

}

Transform example 2

// TransformDemo1 - Transform với thuộc tính transform

/// Creates a widget that transforms its child using a rotation around the center.

/// The angle argument gives the rotation in clockwise radians.

class TransformDemo1 extends StatefulWidget {

  const TransformDemo1({super.key});

  @override

  State<TransformDemo1> createState() => \_TransformDemo1State();

}

class \_TransformDemo1State extends State<TransformDemo1> {

  double rotationAngle = 0;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Transform1 Demo'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            const Text('Transformed'),

            const SizedBox(height: 20),

            /// . Thuộc tính alignment được sử dụng để đặt vị trí của Transform trong Container, trong khi transform được sử dụng để xoay và làm biến đổi ma trận của Transform. Trong trường hợp này, Matrix4.skewY(0.3) sẽ làm nghiêng theo trục Y, và rotateZ(-math.pi / 12.0) sẽ xoay theo trục Z.

            Transform(

              alignment: Alignment.topCenter,

              transform: Matrix4.skewY(0.2)..rotateZ(rotationAngle),

              child: Container(

                width: 100,

                height: 100,

                color: Colors.red,

                child: const Center(

                  child: Text(

                    'Transformed Box',

                    style: TextStyle(color: Colors.white),

                  ),

                ),

              ),

            ),

            const SizedBox(height: 20),

            ElevatedButton(

              onPressed: () {

                setState(() {

                  // Xoay 45 độ mỗi lần nút được nhấn

                  rotationAngle += math.pi / 4;

                });

              },

              child: const Text('Rotate'),

            ),

          ],

        ),

      ),

    );

  }

}

## Row

[Row](https://api.flutter.dev/flutter/widgets/Row/Row.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [MainAxisAlignment](https://api.flutter.dev/flutter/rendering/MainAxisAlignment.html) mainAxisAlignment = MainAxisAlignment.start, [MainAxisSize](https://api.flutter.dev/flutter/rendering/MainAxisSize.html) mainAxisSize = MainAxisSize.max, [CrossAxisAlignment](https://api.flutter.dev/flutter/rendering/CrossAxisAlignment.html) crossAxisAlignment = CrossAxisAlignment.center, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [VerticalDirection](https://api.flutter.dev/flutter/painting/VerticalDirection.html) verticalDirection = VerticalDirection.down, [TextBaseline](https://api.flutter.dev/flutter/dart-ui/TextBaseline.html)? textBaseline, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[]})

Creates a horizontal array of children.

*const*

A widget that displays its children in a horizontal array.

Nếu kích thước childs overflow screen sẽ xuất hiện cảnh báo sọc vàng.

Wrap child trong Expanded để object con tự điều chỉnh kích thước, ko còn cảnh báo sọc vàng. Object con nào được wrap bởi Expanded mới được tự điều chỉnh kích thước. Các object con khác khi tăng kích thước sẽ lấn con của Expended đến khi hết chỗ thì vẫn bị lỗi sọc vàng.

Mặc định Row widget không thể scroll được. Nếu bạn có một dòng widget và muốn chúng có thể scroll nếu không đủ chỗ, hãy xem xét sử dụng ListView Class.

Widget build(BuildContext context) {

    return Center(

        child: Row(children: [ // children: chứa list object con - List<Widget> children: const <Widget>[],

      ElevatedButton(child: const Text("BTN 1"), onPressed: () {}),

      const Icon(Icons.ac\_unit, size: 64, color: Colors.blue),

      ElevatedButton(

          onPressed: () {},

          style: ButtonStyle(

              minimumSize: MaterialStateProperty.all(const Size.square(100))),

          child: const Text("Button 2")),

      ElevatedButton(child: const Text("BTN 3"), onPressed: () {}),

    ]));

  }

To cause a child to expand to fill the available horizontal space, wrap the child in an Expanded widget.

  Widget build(BuildContext context) {

    return Container(

      width: 500,

      height: 150,

      color: Colors.amber,

      child: Row(mainAxisSize: MainAxisSize.max, children: [

        ElevatedButton(child: const Text("BTN 1"), onPressed: () {}),

        const Expanded(

          child: Icon(

            Icons.ac\_unit,

            size: 64,

            color: Colors.blue,

          ),

        ),

        Expanded(

          child: ElevatedButton(

              onPressed: () {},

              style: ButtonStyle(

                  minimumSize:

                      MaterialStateProperty.all(const Size.square(50))),

              child: const Text("Button 2")),

        ),

        ElevatedButton(child: const Text("BTN 3"), onPressed: () {}),

      ]),

    );

  }

\*Expanded:

Wrap object nào với Expanded widget thì object đó sẽ bung hết value width ra kín với width còn trống của container cha.

Nếu trong row có nhiều Expanded thì các object đó chia nhau space width của container còn trống

mainAxisAlignment được sử dụng để chỉ định cách mà các widget con sẽ được bố trí trên trục chính (main axis). Đối với Row, trục chính (main axis) là chính là trục nằm ngang.

Bao gồm 6 constant với cách bố trí như sau: (Với textDirection = TextDirection.ltr (Mặc định) – left to right, .start is default)
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Example

 Widget build(BuildContext context) {

    return Container(

      height: 300,

      color: const Color.fromARGB(255, 249, 122, 17),

      child: Row(mainAxisAlignment: MainAxisAlignment.spaceAround,

      children: [

        ElevatedButton(child: const Text("BTN 1"), onPressed: () {}),

        const Icon(Icons.ac\_unit, size: 64, color: Colors.blue),

        ElevatedButton(

            onPressed: () {},

            style: ButtonStyle(

                minimumSize: MaterialStateProperty.all(const Size.square(60))),

            child: const Text("Button 2")),

        ElevatedButton(child: const Text("BTN 3"), onPressed: () {}),

      ]),

    );

  }

crossAxisAlignment được sử dụng để chỉ định cách mà các widget con sẽ được bố trí trên trục chéo (cross axis) với trục ngang chính là trục thẳng đứng.

Với verticalDirection = VerticalDirection.down (Mặc định) – top to bottom, ta có các 6 constant với cách bố trí như sau: center is default
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\*Lưu ý:

- CrossAxisAlignment.stretch – các object sẽ bung max height của container chứa nó

- CrossAxisAlignment.baseline – phải set kèm theo thuộc tính textBaseline: TextBaseline.ideographic or . alphabetic

Về alphabetic và ideographic:
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Example

child: Row(

          crossAxisAlignment: CrossAxisAlignment.baseline,

          textBaseline: TextBaseline.alphabetic,

          children: [

            ElevatedButton(child: const Text("BTN 1"), onPressed: () {}),

            const Icon(Icons.ac\_unit, size: 64, color: Colors.blue),

            ElevatedButton(

                onPressed: () {},

                style: ButtonStyle(

                    minimumSize:

                        MaterialStateProperty.all(const Size.square(60))),

                child: const Text("Button 2")),

            ElevatedButton(child: const Text("BTN 3"), onPressed: () {}),

          ]),

mainAxisSize chỉ định bao nhiêu không gian nằm ngang được chiếm giữ bởi Row, giá trị mặc định của nó là MainAxisSize.max điều này có nghĩa là Row sẽ cố gắng chiếm giữ không gian nằm ngang nhiều nhất có thể.

Nếu có một widget con với "flex > 0 && fit != FlexFit.loose" thì Row sẽ cố gắng chiếm giữ nhiều không gian nhiều nhất có thể mà không phụ thuộc vào giá trị của mainAxisSize.

Ngược lại, nếu mainAxisSize = MainAxisSize.min thì Row sẽ có một chiều rộng vừa đủ cho tất cả các widget con của nó. (Nếu object con trong Row được bao bởi Expanded thì MainAxisSize.min ko tác dụng)

return Container(

      width: 500,

      height: 120,

      color: const Color.fromARGB(255, 240, 195, 57),

      child: Row(mainAxisSize: MainAxisSize.min, children: [

        ElevatedButton(child: const Text("BTN 01"), onPressed: () {}),

        const Expanded( // do Expanded ở đây nên MainAxisSize.min ở trên mất tác dụng

          child: Icon(

            Icons.ac\_unit,

            size: 64,

            color: Colors.blue,

          ),

        ),

        ElevatedButton(

            onPressed: () {},

            style: ButtonStyle(

                minimumSize: MaterialStateProperty.all(const Size.square(50))),

            child: const Text("Button 2")),

        ElevatedButton(child: const Text("BTN 03"), onPressed: () {}),

      ]),

    );

verticalDirection: đảo ngược cách hiển thị của crossAxisAlignment: (verticalDirection có ý nghĩa hơn với Column – đảo ngược list các elements)

* Nếu crossAxisAlignment.start show object ở top thì verticalDirection.up đảo xuống bottom
* Nếu crossAxisAlignment.end show object ở bottom thì verticalDirection.up đảo lên top
* child: Row(
* crossAxisAlignment: CrossAxisAlignment.start,
* verticalDirection: VerticalDirection.up, // Đổi hướng sắp xếp dọc
* children: [
* ElevatedButton(child: const Text("BTN 01"), onPressed: () {}),
* const Icon(
* Icons.ac\_unit,
* size: 64,
* color: Colors.blue,
* ),
* ElevatedButton(
* onPressed: () {},
* style: ButtonStyle(
* minimumSize:
* MaterialStateProperty.all(const Size.square(50))),
* child: const Text("Button 2")),
* ElevatedButton(child: const Text("BTN 03"), onPressed: () {}),
* ]),

Trong Flutter, không có một phương thức tương tự verticalDirection của Column có thể đảo ngược hướng sắp xếp các widget con trong một Row một cách trực tiếp. Tuy nhiên, bạn có thể đảo ngược thứ tự của các widget con trong Row bằng cách sử dụng một số cách khác.

Một cách thông dụng là sử dụng hàm List.reversed để đảo ngược danh sách các widget con trước khi đưa chúng vào Row. Dưới đây là một ví dụ:

Widget build(BuildContext context) {

    List<Widget> children = [

      Container(

        color: Colors.red,

        width: 50,

        height: 50,

      ),

      Container(

        color: Colors.green,

        width: 50,

        height: 50,

      ),

      Container(

        color: Colors.blue,

        width: 50,

        height: 50,

      ),

    ];

    ElevatedButton(child: const Text("BTN 02"), onPressed: () {});

    return Row(

      mainAxisAlignment: MainAxisAlignment.center,

      children: children.reversed.toList(), // Đảo ngược danh sách widget con

    );

  }

## Column

[Column](https://api.flutter.dev/flutter/widgets/Column/Column.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [MainAxisAlignment](https://api.flutter.dev/flutter/rendering/MainAxisAlignment.html) mainAxisAlignment = MainAxisAlignment.start, [MainAxisSize](https://api.flutter.dev/flutter/rendering/MainAxisSize.html) mainAxisSize = MainAxisSize.max, [CrossAxisAlignment](https://api.flutter.dev/flutter/rendering/CrossAxisAlignment.html) crossAxisAlignment = CrossAxisAlignment.center, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [VerticalDirection](https://api.flutter.dev/flutter/painting/VerticalDirection.html) verticalDirection = VerticalDirection.down, [TextBaseline](https://api.flutter.dev/flutter/dart-ui/TextBaseline.html)? textBaseline, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[]})

Creates a vertical array of children.

*Const*

Một số giá trị setup default quan trọng:

* mainAxisAlignment: gióng hàng chiều dọc start
* mainAxisSize: chiều dọc full size container
* crossAxisAlignment: gióng hàng chiều ngang center(các elements gióng center trong column, vị trí column phải được set trong container cha nó).  
  Nếu set CrossAxisAlignment.stretch thì size chiều ngang full size container, nhưng các elements lại gióng tại vị trí lề right. Lúc này để canh ngang elements center thì bao elements với setup: Container(alignment: Alignment.center,

Example alignment

//---------------------------

// Column1 - alignments hàng loạt

class Column1 extends StatelessWidget {

  Column1({super.key});

  final List<Quote> quotes = [

    Quote(

      text: 'Class Quotes1 can be separated into another class',

      author: 'NMSon',

    ),

    Quote(

      text: 'Quotes1: And import at the beginning of this file',

      author: 'NXTruong',

    ),

    Quote(

      text: 'Quotes1: Custom classes can be - ',

      author: 'NTLuong',

    ),

  ];

  @override

  Widget build(BuildContext context) {

    return Container(

      alignment: Alignment.center,

      color: Colors.amber,

      child: Column(

        mainAxisSize: MainAxisSize.min,

        mainAxisAlignment: MainAxisAlignment.start,

        crossAxisAlignment: CrossAxisAlignment.stretch,

        // Khi crossAxisAlignment: CrossAxisAlignment.stretch, để alignment crossAxisAlignment vô center thì phải dùng Container với alignment: Alignment.center.

        children: quotes

            .map((quote) => Container(

                  alignment:

                      Alignment.center, // Align text within the container

                  child: Text(

                    quote.text,

                    style: const TextStyle(

                        fontSize: 16), // Adjust the text size as needed

                  ),

                ))

            .toList(),

      ),

    );

  }

}

// Column2 - alignment từng element theo conditions of each element

class Column2 extends StatelessWidget {

  Column2({super.key});

  final List<Quote> quotes = [

    Quote(

      text: 'Class Quotes1 can be separated into another class',

      author: 'NMSon',

    ),

    Quote(

      text: 'Quotes1: And import at the beginning of this file',

      author: 'NXTruong',

      alignment: 'left',

    ),

    Quote(

      text: 'Quotes1: Custom classes can be - ',

      author: 'NTLuong',

      alignment: 'right',

    ),

  ];

  @override

  Widget build(BuildContext context) {

    return Container(

      alignment: Alignment.center,

      color: Colors.amber,

      child: Column(

        mainAxisSize: MainAxisSize.min,

        mainAxisAlignment: MainAxisAlignment.start,

        crossAxisAlignment: CrossAxisAlignment.stretch,

        // Khi crossAxisAlignment: CrossAxisAlignment.stretch, để alignment crossAxisAlignment vô center thì phải dùng Container với alignment: Alignment.center.

        // Using crossAxisAlignment: CrossAxisAlignment.stretch combined textAlign of Text widget with conditions to align each line

        children: quotes

            .map((quote) => Text(

                  textAlign: quote.alignment == 'right'

                      ? TextAlign.right

                      : quote.alignment == 'left'

                          ? TextAlign.left

                          : TextAlign.center,

                  quote.text,

                  style: const TextStyle(

                      fontSize: 14), // Adjust the text size as needed

                ))

            .toList(),

      ),

    );

  }

}

//

class Quote {

  late String text;

  late String author;

  late String? alignment;

  // Khai báo object with parameters named - phải gọi parameters named khi khai báo object

  Quote({

    required this.text,

    required this.author,

    this.alignment,

  });

}

Column là một widget hiển thị các widget con của nó trên một cột. Một biến thể khác là Row, hiển thị các widget con của nó trên một hàng.

Để làm cho một widget con của Column có thể mở rộng lấp đầy khoảng không gian thẳng đứng sẵn có bạn có thể gói nó bên trong một đối tượng Expanded.

Column đặt các con của nó trên một cột và không thể cuộn, nếu bạn muốn có một bộ chứa (container) tương tự và có thể cuộn được hãy cân nhắc sử dụng ListView.

Các properties trong Column cũng tương đương trong Row, hoán đổi trục ngang - dọc so với Row.

Đảo ngược list object con trong Column:

Widget build(BuildContext context) {

    return Container(

      width: 150,

      height: 500,

      color: const Color.fromARGB(255, 240, 195, 57),

      child: Column(

          mainAxisAlignment: MainAxisAlignment.spaceEvenly,

          crossAxisAlignment: CrossAxisAlignment.start,

          verticalDirection: VerticalDirection.up, // default .down

          mainAxisSize: MainAxisSize.min,

          children: [

            ElevatedButton(child: const Text("BTN 0"), onPressed: () {}),

            ElevatedButton(child: const Text("BTN 2"), onPressed: () {}),

            ElevatedButton(child: const Text("BTN 3"), onPressed: () {}),

            ElevatedButton(child: const Text("BTN 4"), onPressed: () {}),

            ElevatedButton(child: const Text("BTN 5"), onPressed: () {}),

          ]),

    );

  }

}

## Table

Table(

{[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key,

[List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[TableRow](https://api.flutter.dev/flutter/widgets/TableRow-class.html)> children = const <TableRow>[],

[Map](https://api.flutter.dev/flutter/dart-core/Map-class.html)<[int](https://api.flutter.dev/flutter/dart-core/int-class.html), [TableColumnWidth](https://api.flutter.dev/flutter/rendering/TableColumnWidth-class.html)>? columnWidths,

[TableColumnWidth](https://api.flutter.dev/flutter/rendering/TableColumnWidth-class.html) defaultColumnWidth = const FlexColumnWidth(),

[TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection,

[TableBorder](https://api.flutter.dev/flutter/rendering/TableBorder-class.html)? border,

[TableCellVerticalAlignment](https://api.flutter.dev/flutter/rendering/TableCellVerticalAlignment.html) defaultVerticalAlignment = TableCellVerticalAlignment.top,

[TextBaseline](https://api.flutter.dev/flutter/dart-ui/TextBaseline.html)? textBaseline}

)

Creates a table.

The [children](https://api.flutter.dev/flutter/widgets/Table/children.html), [defaultColumnWidth](https://api.flutter.dev/flutter/widgets/Table/defaultColumnWidth.html), and [defaultVerticalAlignment](https://api.flutter.dev/flutter/widgets/Table/defaultVerticalAlignment.html) arguments must not be null.

Table widget trong Flutter được sử dụng khi bạn muốn sắp xếp các phần tử hoặc widget trong một bảng có cấu trúc cố định. Table widget cho phép bạn tạo một bảng có nhiều dòng và cột, và bạn có thể kiểm soát cách chúng sắp xếp.

class Home0 extends StatelessWidget {

  const Home0({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(

          title: const Text('Table Widget Demo'),

        ),

        body: Table(

          defaultColumnWidth:

              const FlexColumnWidth(), //  defaultColumnWidth - not null

          border: TableBorder.all(),

          children: [

            TableRow(

              children: <Widget>[

                Container(

                  color: Colors.blue,

                  height: 100,

                ),

                Container(

                  color: Colors.red,

                  height: 100,

                ),

                Container(

                  color: Colors.green,

                  height: 100,

                ),

              ],

            ),

            TableRow(

              children: [

                Container(

                  color: Colors.orange,

                  height: 100,

                ),

                Container(

                  color: Colors.purple,

                  height: 100,

                ),

                Container(

                  color: Colors.yellow,

                  height: 100,

                ),

              ],

            ),

          ],

        ));

  }

}

// Home1 -

class Home1 extends StatelessWidget {

  const Home1({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(title: const Text('Table Sample')),

        body: Table(

          border: TableBorder.all(),

          columnWidths: const <int, TableColumnWidth>{

            ///

// Dưới đây là giải thích ý nghĩa của đoạn mã:

// columnWidths là một ánh xạ (map) từ chỉ mục cột (số nguyên) đến độ rộng mong muốn của cột đó. Chúng ta đang xác định độ rộng cho mỗi cột dựa trên chỉ mục của cột.

// Cột có chỉ mục 0 sử dụng IntrinsicColumnWidth(). Điều này có nghĩa là độ rộng của cột này sẽ được tự động điều chỉnh để phù hợp với nội dung bên trong cột. Nếu nội dung của cột đủ rộng, cột sẽ có độ rộng tối ưu, không quá lớn hoặc nhỏ. Điều này thường được sử dụng cho các cột chứa văn bản hoặc nội dung động.

// Cột có chỉ mục 1 sử dụng FlexColumnWidth(). Điều này có nghĩa rằng cột này sẽ sử dụng một mô hình phần trăm (flex) để xác định độ rộng. Cụ thể, nó sẽ sử dụng một phần trăm tương đối so với các cột khác trong bảng. Điều này cho phép bạn điều chỉnh tỷ lệ độ rộng giữa các cột.

// Cột có chỉ mục 2 sử dụng FixedColumnWidth(64). Điều này đặt độ rộng của cột này là một giá trị cố định là 64 đơn vị. Cột này sẽ có kích thước cố định không thay đổi dựa trên nội dung hay tỷ lệ.

            0: IntrinsicColumnWidth(), // auto resize column width

            1: FlexColumnWidth(),

            2: FixedColumnWidth(64),

          },

          defaultVerticalAlignment:

              TableCellVerticalAlignment.middle, // not null

          children: <TableRow>[

            // children - not null. Every row in a table must have the same number of children (số column bằng nhau), and all the children must be non-null.

            TableRow(

              children: <Widget>[

                Container(

                  height: 32,

                  color: Colors.green,

                ),

                TableCell(

                  verticalAlignment: TableCellVerticalAlignment.top,

                  child: Container(

                    height: 32,

                    width: 32,

                    color: Colors.red,

                  ),

                ),

                Container(

                  height: 64,

                  color: Colors.blue,

                ),

              ],

            ),

            TableRow(

              decoration: const BoxDecoration(

                color: Colors.grey,

              ),

              children: <Widget>[

                Container(

                  height: 64,

                  width: 128,

                  color: Colors.purple,

                ),

                Container(

                  height: 32,

                  color: Colors.yellow,

                ),

                Center(

                  child: Container(

                    height: 32,

                    width: 32,

                    color: Colors.orange,

                  ),

                ),

              ],

            ),

          ],

        ));

  }

}

## SingleChildScrollView

[SingleChildScrollView](https://api.flutter.dev/flutter/widgets/SingleChildScrollView/SingleChildScrollView.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual})

Creates a box in which a single widget can be scrolled.

SingleChildScrollView là một widget trong Flutter được sử dụng để tạo một phần của giao diện có khả năng cuộn (scrollable). Nó cho phép bạn đặt nội dung bên trong nó và khi nội dung đó vượt ra ngoài kích thước màn hình, người dùng có thể cuộn qua nó để xem nội dung còn lại.

SingleChildScrollView có thể ảnh hưởng đến hiệu suất nếu bạn đặt quá nhiều widgets con hoặc nội dung quá lớn bên trong nó. Điều này có thể dẫn đến tốn tài nguyên và hiệu suất yếu.

Example 1

 Widget build(BuildContext context) {

    return SingleChildScrollView(

      child: Column(

        children: <Widget>[

          Container(

            height: 200.0,

            color: Colors.blue,

            child: const Center(

              child: Text(

                'Phần đầu trang',

                style: TextStyle(fontSize: 24.0, color: Colors.white),

              ),

            ),

          ),

      Container(

... ... .. ..

Example 2

Widget build(BuildContext context) {

    return Center(

      child: SingleChildScrollView(

        scrollDirection: Axis.horizontal,

        child: Row(

          children: <Widget>[

            Container(

              width: 200.0,

              height: 200.0,

              color: Colors.red,

            ),

            Container(....

Example 3

 Widget build(BuildContext context) {

    return const SingleChildScrollView(

      child: ListBody(

        children: <Widget>[

          ListTile(

            title: Text('Item 1'),

            leading: Text('Leading: data '),

            subtitle: Icon(Icons.ac\_unit),

          ),

          ListTile( . . . .

Example 4

// lồng SingleChildScrollView trong SingleChildScrollView

class SingleChildScrollView3 extends StatelessWidget {

  const SingleChildScrollView3({super.key});

  @override

  Widget build(BuildContext context) {

    return SingleChildScrollView(

      child: Column(

        children: <Widget>[

          Padding(

            padding: const EdgeInsets.all(8.0),

            child: SingleChildScrollView(

              scrollDirection: Axis.horizontal,

              child: Row(

                children: [

                  Container(

                    color: Colors.red,

                    height: 150,

                    width: 250,

                  ),

                  Container(

                    color: const Color.fromARGB(255, 211, 239, 116),

                    height: 150,

                    width: 250,

                  ),

                  Container(

                    color: Colors.green,

                    height: 150,

                    width: 250,

                  )

                ],

              ),

            ),

          ),

          Container(

            height: 200,

            color: const Color.fromARGB(255, 254, 83, 217),

          ),

          Container(

            height: 200,

            color: Colors.blueAccent,

          ),

          Container(

            height: 200,

            color: const Color.fromARGB(255, 63, 247, 216),

          ),

          Container(

            height: 200,

            color: const Color.fromARGB(255, 243, 245, 150),

          ),

        ],

      ),

    );

  }

}

## ListView

[ListView](https://api.flutter.dev/flutter/widgets/ListView/ListView.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? itemExtent, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? prototypeItem, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[], [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, linear array of widgets from an explicit [List](https://api.flutter.dev/flutter/dart-core/List-class.html).

[ListView.builder](https://api.flutter.dev/flutter/widgets/ListView/ListView.builder.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? itemExtent, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? prototypeItem, required [NullableIndexedWidgetBuilder](https://api.flutter.dev/flutter/widgets/NullableIndexedWidgetBuilder.html) itemBuilder, [ChildIndexGetter](https://api.flutter.dev/flutter/widgets/ChildIndexGetter.html)? findChildIndexCallback, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? itemCount, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, linear array of widgets that are created on demand.

[ListView.custom](https://api.flutter.dev/flutter/widgets/ListView/ListView.custom.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? itemExtent, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? prototypeItem, required [SliverChildDelegate](https://api.flutter.dev/flutter/widgets/SliverChildDelegate-class.html) childrenDelegate, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, linear array of widgets with a custom child model.

*const*

[ListView.separated](https://api.flutter.dev/flutter/widgets/ListView/ListView.separated.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [NullableIndexedWidgetBuilder](https://api.flutter.dev/flutter/widgets/NullableIndexedWidgetBuilder.html) itemBuilder, [ChildIndexGetter](https://api.flutter.dev/flutter/widgets/ChildIndexGetter.html)? findChildIndexCallback, required [IndexedWidgetBuilder](https://api.flutter.dev/flutter/widgets/IndexedWidgetBuilder.html) separatorBuilder, required [int](https://api.flutter.dev/flutter/dart-core/int-class.html) itemCount, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a fixed-length scrollable linear array of list "items" separated by list item "separators"

A specialized Column for organizing a list of boxes

Can be laid out horizontally or vertically

Detects when its content won’t fit and provides scrolling

Less configurable than Column, but easier to use and supports scrolling

Một số thuộc tính

* itemBuilder: (context, index)…

Hàm callback tạo items cho list. Index khởi tạo bằng 0 và tự động tăng sau mỗi lần gọi callback

* itemExtent

Thuộc tính itemExtent trong ListView của Flutter được sử dụng để đặt chiều cao cố định cho từng mục (item) trong danh sách. Nó xác định chiều cao mà tất cả các mục sẽ có và giúp cải thiện hiệu suất cuộn của ListView, đặc biệt khi bạn biết trước rằng các mục trong danh sách của bạn có cùng kích thước.

Khi bạn đặt itemExtent, ListView sẽ tối ưu hóa cuộn bằng cách tính toán trước số lượng mục có thể hiển thị trên màn hình mà không cần phải thực tế xây dựng chúng, làm giảm tải và tăng hiệu suất.

Ví dụ, nếu bạn có một danh sách các mục có cùng kích thước và bạn biết rằng chiều cao của mỗi mục là 50 pixels, bạn có thể đặt itemExtent thành 50 để cải thiện hiệu suất cuộn của ListView.

Tuy nhiên, lưu ý rằng khi bạn sử dụng itemExtent, bạn sẽ mất đi tính linh hoạt trong việc xử lý các mục có kích thước khác nhau. Do đó, bạn nên sử dụng itemExtent chỉ khi bạn thực sự biết rằng tất cả các mục trong danh sách của bạn có kích thước giống nhau và muốn tối ưu hóa hiệu suất.

* addAutomaticKeepAlives: Thuộc tính addAutomaticKeepAlives trong một ListView trong Flutter quyết định liệu các phần tử con của danh sách có được giữ cho hiển thị trạng thái giữa các lần xem lại hay không. Khi addAutomaticKeepAlives được đặt thành true (giá trị mặc định), các phần tử con của ListView sẽ cố gắng duy trì trạng thái của họ khi bạn cuộn qua danh sách và trở lại. Điều này đặc biệt hữu ích khi bạn có các phần tử con có trạng thái giữa các lần cuộn và không muốn mất trạng thái đó.

Ví dụ, nếu bạn có một danh sách các hình ảnh và người dùng đã thực hiện tương tác với một số hình ảnh (ví dụ: đã chọn yêu thích một hình ảnh), nếu addAutomaticKeepAlives được đặt thành true, các tương tác này sẽ được duy trì khi bạn cuộn qua danh sách và quay lại chúng, giúp người dùng thấy được trạng thái đã chọn của hình ảnh.

Khi addAutomaticKeepAlives được đặt thành false, các phần tử con sẽ không được duy trì trạng thái giữa các lần cuộn và quay lại. Điều này có thể giúp tối ưu hóa hiệu suất nếu bạn không cần giữ trạng thái của các phần tử con trong ListView.

* physics: được sử dụng để xác định cách cuộn (scrolling) hoạt động trong danh sách. Nó thường được sử dụng để điều chỉnh cách danh sách phản ứng với cuộn và hành vi cuộn nào sẽ được áp dụng.

Dưới đây là một số giá trị phổ biến mà bạn có thể sử dụng cho thuộc tính physics:

* + AlwaysScrollableScrollPhysics: Đây là giá trị mặc định. Nó luôn cho phép cuộn, dù danh sách có thể rất nhỏ.
  + BouncingScrollPhysics: Đây là giá trị mặc định cho ListView trên các thiết bị iOS. Nó tạo ra hiệu ứng giật khi bạn đạt đến đầu hoặc cuối danh sách. Phù hợp cho danh sách có thể cuộn.
  + ClampingScrollPhysics: Đây là giá trị mặc định cho ListView trên các thiết bị Android. Nó giữ danh sách ở đầu hoặc cuối khi bạn cố gắng cuộn quá giới hạn.
  + NeverScrollableScrollPhysics: Không cho phép cuộn trong danh sách. Điều này thường được sử dụng khi bạn muốn tắt tính năng cuộn.

ListView() default – thường dùng với số items nhỏ (items lớn chiếm nhiều bộ nhớ, view giật lag)

* prototypeItem: (cũng áp dụng trong ListView.builder)

If non-null, the prototypeItem forces the children to have the same extent as the given widget in the scroll direction.

You can't specify both itemExtent and prototypeItem, only one or none of them.

Thuộc tính prototypeItem trong ListView của Flutter được sử dụng để định rõ kích thước và nội dung của tất cả các mục (items) trong danh sách. Khi bạn sử dụng prototypeItem, tất cả các mục sẽ có cùng kích thước và nội dung giống như prototypeItem.

Điều này có thể hữu ích khi bạn muốn đảm bảo rằng tất cả các mục trong danh sách có kích thước và nội dung giống nhau, đặc biệt khi dữ liệu trong danh sách có sự biến đổi, nhưng bạn muốn các mục vẫn có cùng kích thước để cải thiện hiệu suất cuộn.

Ví dụ, nếu bạn có một danh sách của các widg

et có kích thước biến đổi (ví dụ: các hình ảnh có kích thước khác nhau), nhưng bạn muốn chúng hiển thị dưới dạng các mục có cùng kích thước như prototypeItem, bạn có thể sử dụng prototypeItem để định rõ kích thước và nội dung mẫu mà tất cả các mục sẽ tuân theo.

Màu sắc, text… trong prototypeItem chỉ là tượng trưng, mang tính chỉ dẫn, 2 thuộc tính width và height là giá trị max – ko cho phép các items vượt hơn.

Example 1

 Widget build(BuildContext context) {

    return ListView(

      padding: const EdgeInsets.all(8),

      children: <Widget>[

        Container(

          height: 50,

          color: Colors.amber[600],

          child: const Center(child: Text('Entry A')),

        ),

        Container(

          height: 50,

          color: Colors.amber[500],

          child: const Center(child: Text('Entry B')),

        ),

        Container(

          height: 50,

          color: Colors.amber[100],

          child: const Center(child: Text('Entry C')),

        ),

      ],

    );

  }

Example 2

 Widget build(BuildContext context) {

    return ListView(

      // Chỉ có thể set 1 trong 2 thuộc tính itemExtent: or prototypeItem:

      // itemExtent: 200.0, // Đặt chiều cao cho tất cả các mục

      prototypeItem: Container(

        // Mục mẫu là một Container

        color: Colors.grey[300],

        child: Center(

          child: Image.asset(

            'assets/bear.jpg', // Đường dẫn tới hình ảnh mẫu

            height: 120.0, // Chiều cao của hình ảnh

            width: 120.0, // Chiều rộng của hình ảnh

          ),

        ),

      ),

      children: [

        // Các mục thực tế trong danh sách

        Container(

          color: const Color.fromARGB(255, 243, 28, 28),

          child: Center(

            child: Image.asset(

              'assets/bear.jpg', // Đường dẫn tới hình ảnh thứ nhất

              height: 120.0,

              width: 120.0,

            ),

          ),

        ),

        Container(

          color: Colors.grey[300],

          child: Center(

            child: Image.asset(

              'assets/lion.jpg', // Đường dẫn tới hình ảnh thứ hai

              height: 140.0,

              width: 120.0,

            ),

          ),

        ),

        // Thêm các mục hình ảnh khác tại đây

      ],

    );

  }

Example 3

Widget build(BuildContext context) {

    return Container(

      color: const Color.fromARGB(255, 240, 234, 215),

      child: ListView(

        // itemExtent: set fix height cho items

        itemExtent: 50,

        // Thuộc tính padding để thêm khoảng cách xung quanh danh sách

        padding: const EdgeInsets.all(15.0),

        // Đảo list

        reverse: true,

        // Thuộc tính scrollDirection để thiết lập hướng cuộn (mặc định là vertical)

        scrollDirection: Axis.vertical,

        // Thuộc tính shrinkWrap để đóng gói danh sách theo chiều dọc

        shrinkWrap: true,

        // Thuộc tính physics để điều khiển cách cuộn

        physics: const BouncingScrollPhysics(),

        // lưu giữ trạng thái các item khi cuộn qua và quay về lại

        addAutomaticKeepAlives: true,

        children: items.map((item) {

          return Container(

            color: const Color.fromARGB(255, 184, 192, 240),

            child: Column(

              children: [

                ListTile(

                  title: Text('Item $item'),

                ),

              ],

            ),

          );

        }).toList(),

      ),

    );

  }

ListView.builder

* itemCount: Số item được load lên ListView, phải <= số elements trong list. Ko set sẽ báo lỗi tràn index khi cuộn màn hình

Nếu bạn không đặt giá trị cho thuộc tính itemCount trong ListView.builder, mặc định giá trị của nó sẽ là null. Khi giá trị của itemCount là null, ListView.builder sẽ tạo ra một danh sách vô hạn, nghĩa là index sẽ không bao giờ dừng lại và tăng lên một cách vô hạn khi bạn cuộn danh sách.

Việc này có thể gây ra vấn đề về hiệu suất và gây ra vòng lặp vô hạn nếu bạn không kiểm soát cẩn thận. Do đó, thường thì bạn nên đặt giá trị cho itemCount để xác định số lượng mục trong danh sách hoặc sử dụng nó với một giá trị cố định để đảm bảo rằng chỉ mục không tăng vô hạn.

* itemBuilder (cũng áp dụng trong ListView.separated)

itemBuilder là một hàm được gọi mỗi khi một mục trong danh sách cần được hiển thị. Hàm này nhận vào hai đối số: BuildContext và int index, trong đó BuildContext là ngữ cảnh xây dựng của mục và index là chỉ mục của mục trong danh sách. itemBuilder sẽ trả về một widget hoặc một phần tử con để hiển thị cho mục tương ứng với chỉ mục đó.

Example 1

class ListViewBuider1 extends StatelessWidget {

  ListViewBuider1({super.key});

  final List<String> entries =

      List.generate(50, (index) => 'Item ${index + 1}');

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

        itemExtent: 50,

        padding: const EdgeInsets.all(8),

        itemCount: entries.length,

        itemBuilder: (BuildContext context, int index) {

          return SizedBox(

            height: 50,

            child: Center(child: Text('Entry ${entries[index]}')),

          );

        });

  }

}

Example 2

class ListViewBuilder2 extends StatelessWidget {

  // Tạo danh sách 30 mã màu

  final List<String> colorCodes = List.generate(30, (index) {

    // Tạo mã màu ngẫu nhiên (ví dụ: "#RRGGBB")

    final r = (index \* 10 % 256).toRadixString(16).padLeft(2, '0');

    final g = (index \* 5 % 256).toRadixString(16).padLeft(2, '0');

    final b = (index \* 20 % 256).toRadixString(16).padLeft(2, '0');

    return "0xFF$r$g$b";

  });

  ListViewBuilder2({super.key});

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

      // prototypeItem: ,

      itemCount: colorCodes.length,

      itemBuilder: (context, index) {

        final colorCode = colorCodes[index];

        return Container(

          color: Color(int.parse(colorCode.replaceAll("#", "0xFF"))),

          height: 100, // Đặt chiều cao cho từng mục

          child: Center(

            child: Text(

              colorCode,

              style: const TextStyle(color: Colors.white),

            ),

          ),

        );

      },

    );

  }

}

ListView.separated – tạo list item xen kẻ với list separated

* separatorBuilder: là một hàm được gọi để xây dựng phần tách biệt giữa hai mục liền kề itemBuilder, ListView load lên cho ta separatorBuilder xen kẻ với itemBuilder
* class ListViewSeparated extends StatelessWidget {
* // Tạo danh sách 30 mã màu
* final List<String> colorCodes = List.generate(30, (index) {
* // Tạo mã màu ngẫu nhiên (ví dụ: "#RRGGBB")
* final r = (index \* 5 % 256).toRadixString(16).padLeft(2, '0');
* final g = (index \* 20 % 256).toRadixString(16).padLeft(2, '0');
* final b = (index \* 30 % 256).toRadixString(16).padLeft(2, '0');
* return "#$r$g$b";
* });
* ListViewSeparated({super.key});
* @override
* Widget build(BuildContext context) {
* return ListView.separated(
* itemCount: colorCodes.length,
* // separatorBuilder: list xen kẻ list itemBuilder:
* separatorBuilder: (BuildContext context, index) => const Divider(),
* itemBuilder: (context, index) {
* final colorCode = colorCodes[index];
* return Container(
* color: Color(int.parse(colorCode.replaceAll("#", "0xFF"))),
* height: 100, // Đặt chiều cao cho từng mục
* child: Center(
* child: Text(
* colorCode,
* style: const TextStyle(color: Color.fromARGB(255, 255, 255, 255)),
* ),
* ),
* );
* },
* );
* }
* }

ListView.custom

* constructor takes a property childrenDelegate kiểu SliverChildDelegate, which provides the ability to customize additional aspects of the child model. For example, a SliverChildDelegate can control the algorithm used to estimate the size of children that are not actually visible.
* The main parameter of this constructor is a childrenDelegate which builds the items.

The types of SliverChildDelegates are :

* + SliverChildListDelegate
  + SliverChildBuilderDelegate

The SliverChildListDelegate accepts a list of children widgets. whereas the SliverChildBuilderDelegate accepts an IndexedWidgetBuilder, simply a builder() function. Digging deeper, we can infer that ListView.builder was created using a ListView.custom with a SliverChildBuilderDelegate. Also, the default ListView() constructor is a ListView.custom with a SliverChildListDelegate.

Tóm lại, SliverChildListDelegate phù hợp khi bạn có một danh sách cố định của các widget con, trong khi SliverChildBuilderDelegate phù hợp khi bạn cần xây dựng danh sách các widget con dựa trên dữ liệu hoặc logic động.

SliverChildListDelegate

Widget build(BuildContext context) {

    return ListView.custom(

      childrenDelegate: SliverChildListDelegate(

        [

          const Text('Item 1'),

          const Text('Item 2'),

          const Text('Item 3'),

        ],

      ),

    );

  }

SliverChildBuilderDelegate

Example 1

Widget build(BuildContext context) {

    return ListView.custom(

      childrenDelegate: SliverChildBuilderDelegate(

        // index auto increment từ 0 đến childCount - 1. Nếu ko set childCount thì load vô hạn

        (BuildContext context, int index) {

          return ListTile(

            title: Text('Item: $index'),

          );

        },

        childCount: 20,

      ),

    );

  }

Example 2

class ListViewCustom2 extends StatelessWidget {

  final List<String> items =

      List<String>.generate(50, (index) => 'Item $index');

  ListViewCustom2({super.key});

  @override

  Widget build(BuildContext context) {

    return ListView.custom(

      childrenDelegate: SliverChildBuilderDelegate(

        (BuildContext context, int index) {

          return ListTile(

            title: Text(items[index]),

          );

        },

        childCount: items.length,

      ),

    );

  }

}

## GridView

[GridView](https://api.flutter.dev/flutter/widgets/GridView/GridView.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [SliverGridDelegate](https://api.flutter.dev/flutter/rendering/SliverGridDelegate-class.html) gridDelegate, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[], [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId})

Creates a scrollable, 2D array of widgets with a custom [SliverGridDelegate](https://api.flutter.dev/flutter/rendering/SliverGridDelegate-class.html).

[GridView.builder](https://api.flutter.dev/flutter/widgets/GridView/GridView.builder.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [SliverGridDelegate](https://api.flutter.dev/flutter/rendering/SliverGridDelegate-class.html) gridDelegate, required [NullableIndexedWidgetBuilder](https://api.flutter.dev/flutter/widgets/NullableIndexedWidgetBuilder.html) itemBuilder, [ChildIndexGetter](https://api.flutter.dev/flutter/widgets/ChildIndexGetter.html)? findChildIndexCallback, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? itemCount, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, 2D array of widgets that are created on demand.

[GridView.count](https://api.flutter.dev/flutter/widgets/GridView/GridView.count.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [int](https://api.flutter.dev/flutter/dart-core/int-class.html) crossAxisCount, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) mainAxisSpacing = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) crossAxisSpacing = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) childAspectRatio = 1.0, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[], [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, 2D array of widgets with a fixed number of tiles in the cross axis.

[GridView.custom](https://api.flutter.dev/flutter/widgets/GridView/GridView.custom.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [SliverGridDelegate](https://api.flutter.dev/flutter/rendering/SliverGridDelegate-class.html) gridDelegate, required [SliverChildDelegate](https://api.flutter.dev/flutter/widgets/SliverChildDelegate-class.html) childrenDelegate, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, 2D array of widgets with both a custom [SliverGridDelegate](https://api.flutter.dev/flutter/rendering/SliverGridDelegate-class.html) and a custom [SliverChildDelegate](https://api.flutter.dev/flutter/widgets/SliverChildDelegate-class.html).

*const*

[GridView.extent](https://api.flutter.dev/flutter/widgets/GridView/GridView.extent.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.vertical, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [ScrollController](https://api.flutter.dev/flutter/widgets/ScrollController-class.html)? controller, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? primary, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) shrinkWrap = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [double](https://api.flutter.dev/flutter/dart-core/double-class.html) maxCrossAxisExtent, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) mainAxisSpacing = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) crossAxisSpacing = 0.0, [double](https://api.flutter.dev/flutter/dart-core/double-class.html) childAspectRatio = 1.0, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addAutomaticKeepAlives = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addRepaintBoundaries = true, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) addSemanticIndexes = true, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? cacheExtent, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[], [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? semanticChildCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [ScrollViewKeyboardDismissBehavior](https://api.flutter.dev/flutter/widgets/ScrollViewKeyboardDismissBehavior.html) keyboardDismissBehavior = ScrollViewKeyboardDismissBehavior.manual, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge})

Creates a scrollable, 2D array of widgets with tiles that each have a maximum cross-axis extent.

Detects when the column content exceeds the render box and automatically provides scrolling

### GridView mặc định

Sử dụng khi bạn có một danh sách cố định của các phần tử (item) trong lưới và chúng không thay đổi.

Cung cấp danh sách các phần tử trực tiếp trong thuộc tính children.

Thích hợp khi bạn có một số phần tử cố định và muốn hiển thị chúng mà không cần tạo chúng động hoặc nâng cao hiệu suất.

Widget build(BuildContext context) {

    return GridView(

      gridDelegate: const SliverGridDelegateWithFixedCrossAxisCount(

        crossAxisCount: 3, // Required - Số cột trong grid

        crossAxisSpacing: 5.0, // Khoảng cách giữa các cột

        mainAxisSpacing: 5.0, // Khoảng cách giữa các dòng

        childAspectRatio:

            0.8, // Tỷ lệ khung hình của mỗi phần tử - tỉ lệ nghịch với kích thước item (theo crossAxis)

      ),

      children: <Widget>[

        // Các phần tử trong grid

        Container(

          color: Colors.red,

          child: const Center(

            child: Text('Item 1'),

          ),

        ),

        Container(

          color: Colors.blue,

          child: const Center(

            child: Text('Item 2'),

          ),

        ),

        Container(

          color: Colors.green,

          child: const Center(

            child: Text('Item 3'),

          ),

        ),

        Container(

          color: Colors.orange,

          child: const Center(

            child: Text('Item 4'),

          ),

        ),

      ],

    );

  }

Example 2

 Widget build(BuildContext context) {

    return GridView(

      gridDelegate: const SliverGridDelegateWithMaxCrossAxisExtent(

        maxCrossAxisExtent: 150.0, // required -  chiều rộng tối đa cho mỗi item

        mainAxisSpacing: 5.0, // Khoảng cách giữa các dòng

        crossAxisSpacing: 5.0, // khoảng cách giữa các column

        // childAspectRatio: 2.0, // Tỷ lệ khung hình của mỗi phần tử - tỉ lệ nghịch với kích thước item (theo crossAxis)

      ),

      children: <Widget>[

        // Các phần tử trong grid

        Container(

          color: Colors.red,

          child: const Center(

            child: Text('Item 1'),

          ),

        ),

        Container(

          color: Colors.blue,

          child: const Center(

            child: Text('Item 2'),

          ),

        ),

        Container(

          color: Colors.green,

          child: const Center(

            child: Text('Item 3'),

          ),

        ),

        Container(

          color: Colors.orange,

          child: const Center(

            child: Text('Item 4'),

          ),

        ),

      ],

    );

  }

### GridView.builder

Sử dụng khi bạn muốn xây dựng lưới dựa trên dữ liệu động hoặc lớn.

Sử dụng itemBuilder để tạo từng phần tử (item) của lưới dựa trên dữ liệu.

Hiệu suất tốt hơn khi bạn có một lượng lớn dữ liệu hoặc dữ liệu động vì nó chỉ xây dựng các phần tử cần thiết và tái sử dụng chúng khi cuộn.

Example 1

final List<String> items = List<String>.generate(50, (index) => 'Item $index');

class GridViewBuilder1 extends StatelessWidget {

  const GridViewBuilder1({super.key});

  @override

  Widget build(BuildContext context) {

    return GridView.builder(

      gridDelegate: const SliverGridDelegateWithFixedCrossAxisCount(

        crossAxisCount: 3, // Số cột

      ),

      itemBuilder: (BuildContext context, int index) {

        return Container(

          decoration: BoxDecoration(

            border: Border.all(

              color: Colors.red, // Màu của viền

              width: 2.0, // Độ dày của viền

            ),

          ),

          child: ListTile(

            title: Text(items[index]),

          ),

        );

      },

      itemCount: items.length,

    );

  }

}

Example 2

class ItemTile extends StatelessWidget {

  final int itemNo;

  const ItemTile(this.itemNo, {super.key});

  @override

  Widget build(BuildContext context) {

    // itemNo % Colors.primaries.length sẽ là một số nguyên trong khoảng từ 0 đến Colors.primaries.length - 1, và nó được sử dụng để chọn một màu cụ thể từ danh sách Colors.primaries.

    final Color color = Colors.primaries[itemNo % Colors.primaries.length];

    return Padding(

      padding: const EdgeInsets.all(8.0),

      child: ListTile(

        tileColor: color.withOpacity(0.2),

        onTap: () {},

        leading: Container(

          width: 50,

          height: 30,

          color: color.withOpacity(0.5),

          child: Placeholder(

            color: color,

          ),

        ),

        title: Text(

          'Product $itemNo',

          key: Key('text\_$itemNo'),

        ),

      ),

    );

  }

}

class GridViewBuilder2 extends StatelessWidget {

  const GridViewBuilder2({super.key});

  @override

  Widget build(BuildContext context) {

    return GridView.builder(

      itemCount: 100,

      itemBuilder: (context, index) => ItemTile(index), // call function ItemTile

      gridDelegate: const SliverGridDelegateWithFixedCrossAxisCount(

        crossAxisCount: 2,

        childAspectRatio: 2,

      ),

    );

  }

}

Example 3

class MyGrid extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      home: MyGridPage(),

    );

  }

}

class MyGridPage extends StatelessWidget {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: Text('Grid Overlay Example'),

      ),

      body: Stack(

        children: [

          // Your main content goes here

          Center(

            child: Text('Main Content'),

          ),

          // Overlay grid

          GridView.builder(

            gridDelegate: SliverGridDelegateWithFixedCrossAxisCount(

              crossAxisCount: 10, // Số cột trong lưới

            ),

            itemBuilder: (context, index) {

              return Container(

                decoration: BoxDecoration(

                  border: Border.all(color: Colors.grey.shade300),

                ),

              );

            },

          ),

        ],

      ),

    );

  }

### GridView.count

Allows you to specify the number of columns

Example 1

 Widget build(BuildContext context) {

    return GridView.count(

      crossAxisCount: 2, // Requỉed - Số lượng cột

      children: const <Widget>[

        // Danh sách các phần tử

        Text('Item 1'),

        Text('Item 2'),

        Text('Item 3'),

        Text('Item 4'),

        Text('Item 5'),

        Text('Item 6'),

        // ...

      ],

    );

  }

Example 2

class DialKey extends StatelessWidget {

  final String? number;

  final String? letters;

  const DialKey({super.key, this.number, this.letters});

  @override

  Widget build(BuildContext context) {

    return Center(

      child: SizedBox(

        width: 80,

        height: 80,

        child: FloatingActionButton(

          onPressed: () {},

          backgroundColor: Colors.grey.withOpacity(0.7),

          child: Column(

            mainAxisAlignment: MainAxisAlignment.center,

            children: [

              Text(

                '$number',

                style: const TextStyle(

                    color: Colors.white,

                    fontSize: 24,

                    fontWeight: FontWeight.bold),

              ),

              Text(

                '$letters',

                style: const TextStyle(

                    color: Colors.white,

                    fontSize: 16,

                    fontWeight: FontWeight.bold),

              )

            ],

          ),

        ),

      ),

    );

  }

}

class GridViewCount2 extends StatelessWidget {

  const GridViewCount2({super.key});

  @override

  Widget build(BuildContext context) {

    return GridView.count(

      crossAxisCount: 3,

      shrinkWrap: true,

      padding: const EdgeInsets.only(left: 24, right: 24),

      children: const [

        DialKey( // call function DialKey

          number: '1',

          letters: '',

        ),

        DialKey(

          number: '2',

          letters: 'ABC',

        ),

        DialKey(

          number: '3',

          letters: 'DEF',

        ),

        // DialKey(...)

      ],

    );

  }

}

Example 3

class Choice {

  const Choice({this.title, this.icon});

  final String? title;

  final IconData? icon;

}

const List<Choice> choices = <Choice>[

  Choice(title: 'Home', icon: Icons.home),

  Choice(title: 'Contact', icon: Icons.contacts),

  Choice(title: 'Map', icon: Icons.map),

  Choice(title: 'Phone', icon: Icons.phone),

  Choice(title: 'Camera', icon: Icons.camera\_alt),

  Choice(title: 'Setting', icon: Icons.settings),

  Choice(title: 'Album', icon: Icons.photo\_album),

  Choice(title: 'WiFi', icon: Icons.wifi),

];

class SelectCard extends StatelessWidget {

  const SelectCard({Key? key, required this.choice}) : super(key: key);

  final Choice choice;

  @override

  Widget build(BuildContext context) {

    final TextStyle? textStyle = Theme.of(context).textTheme.headlineSmall;

    return Card(

        color: const Color.fromARGB(255, 252, 198, 117),

        child: Center(

          child: Column(

              crossAxisAlignment: CrossAxisAlignment.center,

              children: <Widget>[

                Expanded(

                    child:

                        Icon(choice.icon, size: 50.0, color: textStyle?.color)),

                Text(choice.title!, style: textStyle),

              ]),

        ));

  }

}

class GridViewCount3 extends StatelessWidget {

  const GridViewCount3({super.key});

  @override

  Widget build(BuildContext context) {

    return GridView.count(

      crossAxisCount: 3,

      crossAxisSpacing: 4.0,

      mainAxisSpacing: 8.0,

      children: List.generate(choices.length, (index) {

        return Center(

          child: SelectCard(choice: choices[index]),

        );

      }),

    );

  }

}

### GridView.custom

GridView.custom là cách mạnh mẽ để tạo một GridView tùy chỉnh, cho phép bạn kiểm soát hoàn toàn cách các phần tử (item) trong lưới được xây dựng dựa trên dữ liệu hoặc logic phức tạp của riêng bạn.

Khi bạn sử dụng GridView.custom, bạn cần cung cấp một SliverGridDelegate tùy chỉnh thông qua thuộc tính gridDelegate, và một SliverChildDelegate thông qua thuộc tính childrenDelegate. Điều này cho phép bạn kiểm soát cả cấu trúc của lưới và cách xây dựng các phần tử.

gridDelegate: có 2 option

* SliverGridDelegateWithFixedCrossAxisCount: chỉ định số column cho lưới qua thuộc tính crossAxisCount
* SliverGridDelegateWithMaxCrossAxisExtent: chỉ định chiều rộng tối đa cho mỗi column qua thuộc tính maxCrossAxisExtent

childrenDelegate: có 2 option

* SliverChildListDelegate: phù hợp khi bạn có một danh sách cố định của các widget con
* SliverChildBuilderDelegate: phù hợp khi bạn cần xây dựng danh sách các widget con dựa trên dữ liệu hoặc logic động.

Example 1: SliverGridDelegateWithFixedCrossAxisCount và SliverChildBuilderDelegate

Widget build(BuildContext context) {

    return GridView.custom(

      gridDelegate: const SliverGridDelegateWithFixedCrossAxisCount(

        crossAxisCount: 2, // Required

      ),

      childrenDelegate: SliverChildBuilderDelegate(

        (BuildContext context, int index) {

          // Xây dựng các phần tử dựa trên dữ liệu hoặc logic phức tạp

          return ListTile(title: Text('Item $index'));

        },

        childCount: 20, // Số lượng phần tử trong lưới, ko set sẽ scroll vô hạn

      ),

    );

  }

Example 2: SliverGridDelegateWithMaxCrossAxisExtent và SliverChildListDelegate

final List<String> items2 = List<String>.generate(30, (index) => 'Item $index');

class GridViewCustom2 extends StatelessWidget {

  const GridViewCustom2({super.key});

  @override

  Widget build(BuildContext context) {

    return GridView.custom(

        gridDelegate: const SliverGridDelegateWithMaxCrossAxisExtent(

          maxCrossAxisExtent: 200.0, // Required - Chiều rộng tối đa của mỗi ô con

          mainAxisSpacing: 10.0, // Khoảng cách giữa các ô con theo chiều dọc

          crossAxisSpacing: 10.0, // Khoảng cách giữa các ô con theo chiều ngang

        ),

        childrenDelegate: SliverChildListDelegate(

          items2.map((String item) {

            return Card(

                elevation: 2.0, // Độ nổi của thẻ

                child: Center(child: Text(item)));

          }).toList(),

        ));

  }

}

### GridView.extent

GridView.extent allows you to specify the maximum pixel width of a tile

GridView.extent được sử dụng để tạo một lưới với các ô con có kích thước xác định bởi maxCrossAxisExtent. Điều này cho phép bạn xác định chiều rộng tối đa của mỗi ô con theo chiều ngang hoặc chiều cao tối đa theo chiều dọc

 Widget build(BuildContext context) {

    return GridView.extent(

        maxCrossAxisExtent: 150.0, // Required - Chiều rộng tối đa của mỗi ô con

        mainAxisSpacing: 10.0, // Khoảng cách giữa các ô con theo chiều dọc

        crossAxisSpacing: 10.0, // Khoảng cách giữa các ô con theo chiều ngang

        children: List.generate(30, (index) {

          return Center(

              child: Container(

                  decoration: BoxDecoration(

                      color: const Color.fromARGB(255, 246, 235, 201),

                      border: Border.all(

                        color: Colors.red, // Màu của viền

                        width: 1.5, // Độ dày của viền

                      )),

                  // color: const Color.fromRGBO(239, 184, 184, 1),

                  child: Text('Item $index')));

        }));

  }

## PageView

A scrollable list that works page by page.

Each child of a page view is forced to be the same size as the viewport.

You can use a [PageController](https://api.flutter.dev/flutter/widgets/PageController-class.html) to control which page is visible in the view. In addition to being able to control the pixel offset of the content inside the [PageView](https://api.flutter.dev/flutter/widgets/PageView-class.html), a [PageController](https://api.flutter.dev/flutter/widgets/PageController-class.html) also lets you control the offset in terms of pages, which are increments of the viewport size.

[PageView](https://api.flutter.dev/flutter/widgets/PageView/PageView.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.horizontal, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [PageController](https://api.flutter.dev/flutter/widgets/PageController-class.html)? controller, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) pageSnapping = true, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[int](https://api.flutter.dev/flutter/dart-core/int-class.html)>? onPageChanged, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[], [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) allowImplicitScrolling = false, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [ScrollBehavior](https://api.flutter.dev/flutter/widgets/ScrollBehavior-class.html)? scrollBehavior, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) padEnds = true})

Creates a scrollable list that works page by page from an explicit [List](https://api.flutter.dev/flutter/dart-core/List-class.html) of widgets.

class PageView1 extends StatelessWidget {

  const PageView1({super.key});

  @override

  Widget build(BuildContext context) {

    final PageController controller = PageController();

    return PageView(

      /// [PageView.scrollDirection] defaults to [Axis.horizontal].

      /// Use [Axis.vertical] to scroll vertically.

      controller: controller,

      reverse: true, // reverse order pages

      children: const <Widget>[

        Center(

          child: Text('First Page'),

        ),

        Center(

          child: Text('Second Page'),

        ),

        Center(

          child: Text('Third Page'),

        ),

      ],

    );

  }

}

[PageView.builder](https://api.flutter.dev/flutter/widgets/PageView/PageView.builder.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.horizontal, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [PageController](https://api.flutter.dev/flutter/widgets/PageController-class.html)? controller, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) pageSnapping = true, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[int](https://api.flutter.dev/flutter/dart-core/int-class.html)>? onPageChanged, required [NullableIndexedWidgetBuilder](https://api.flutter.dev/flutter/widgets/NullableIndexedWidgetBuilder.html) itemBuilder, [ChildIndexGetter](https://api.flutter.dev/flutter/widgets/ChildIndexGetter.html)? findChildIndexCallback, [int](https://api.flutter.dev/flutter/dart-core/int-class.html)? itemCount, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) allowImplicitScrolling = false, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [ScrollBehavior](https://api.flutter.dev/flutter/widgets/ScrollBehavior-class.html)? scrollBehavior, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) padEnds = true})

Creates a scrollable list that works page by page using widgets that are created on demand.

// PageView2 - PageView.builder - Creates a scrollable list that works page by page using widgets that are created on demand.

class PageView2 extends StatelessWidget {

  PageView2({super.key});

  final List<String> imageUrls = [

    'https://images.pexels.com/photos/276267/pexels-photo-276267.jpeg',

    'https://images.pexels.com/photos/2280549/pexels-photo-2280549.jpeg',

    'https://images.pexels.com/photos/34299/herbs-flavoring-seasoning-cooking.jpg',

  ];

  @override

  Widget build(BuildContext context) {

    return PageView.builder(

      itemCount: imageUrls

          .length, // tránh lỗi: RangeError (RangeError (index): Invalid value: Not in inclusive range 0....)

      itemBuilder: (context, index) {

        return Image.network(

          imageUrls[index],

          fit: BoxFit.scaleDown,

        );

      },

    );

  }

}

//  PageController.initialPage - set the initial page

class PageView3 extends StatelessWidget {

  PageView3({super.key});

  final List<String> imageUrls = [

    'https://images.pexels.com/photos/276267/pexels-photo-276267.jpeg',

    'https://images.pexels.com/photos/2280549/pexels-photo-2280549.jpeg',

    'https://images.pexels.com/photos/34299/herbs-flavoring-seasoning-cooking.jpg',

  ];

  final PageController \_pageController = PageController(

      initialPage: 2); //PageController.initialPage - set the initial page

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Image Viewer'),

      ),

      body: PageView.builder(

        controller: \_pageController,

        itemCount: imageUrls.length,

        itemBuilder: (context, index) {

          return Image.network(

            imageUrls[index],

            fit: BoxFit.cover,

          );

        },

      ),

    );

  }

}

[PageView.custom](https://api.flutter.dev/flutter/widgets/PageView/PageView.custom.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Axis](https://api.flutter.dev/flutter/painting/Axis.html) scrollDirection = Axis.horizontal, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) reverse = false, [PageController](https://api.flutter.dev/flutter/widgets/PageController-class.html)? controller, [ScrollPhysics](https://api.flutter.dev/flutter/widgets/ScrollPhysics-class.html)? physics, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) pageSnapping = true, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[int](https://api.flutter.dev/flutter/dart-core/int-class.html)>? onPageChanged, required [SliverChildDelegate](https://api.flutter.dev/flutter/widgets/SliverChildDelegate-class.html) childrenDelegate, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) allowImplicitScrolling = false, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? restorationId, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [ScrollBehavior](https://api.flutter.dev/flutter/widgets/ScrollBehavior-class.html)? scrollBehavior, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) padEnds = true})

Creates a scrollable list that works page by page with a custom child model.

// PageView.custom

class PageView4 extends StatelessWidget {

  PageView4({super.key});

  final List<String> data = ['Page 1', 'Page 2', 'Page 3'];

  @override

  Widget build(BuildContext context) {

    return PageView.custom(

      childrenDelegate: SliverChildBuilderDelegate(

        // required

        (context, index) {

          return Container(

            color: index % 2 == 0 ? Colors.blue : Colors.green,

            alignment: Alignment.center,

            child: Text(

              data[index],

              style: const TextStyle(fontSize: 20, color: Colors.white),

            ),

          );

        },

        childCount: data

            .length, // tránh lỗi: RangeError (RangeError (index): Invalid value: Not in inclusive range 0...)

      ),

      onPageChanged: (index) {

        // whenever the page changes

        debugPrint('Page changed to: $index');

        ScaffoldMessenger.of(context).showSnackBar(SnackBar(

            content: Text('This is a ${data[index]}'),

            duration: const Duration(seconds: 1)));

      },

      controller: PageController(initialPage: 1),

    );

  }

}

## Expanded

[Expanded](https://api.flutter.dev/flutter/widgets/Expanded/Expanded.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [int](https://api.flutter.dev/flutter/dart-core/int-class.html) flex = 1, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) child})

Creates a widget that expands a child of a [Row](https://api.flutter.dev/flutter/widgets/Row-class.html), [Column](https://api.flutter.dev/flutter/widgets/Column-class.html), or [Flex](https://api.flutter.dev/flutter/widgets/Flex-class.html) so that the child fills the available space along the flex widget's main axis.

*const*

Expanded là một widget giúp mở rộng không gian đến giới hạn full của container cha cho một widget con của Row hoặc Column theo trục chính (main axis). Chú ý, trục chính của Row là trục nằm ngang, và trục chính của Column là trục thẳng đứng.

Một object con ko wrap với Extended – chỉ điều chỉnh kích thước theo trục main nếu vượt quá phạm vi cho phép, lấn các object con khác cho đến khi hết không gian lấn thì sẽ bị lỗi cảnh báo sọc vàng.

Một object con được wrap với Extended – auto điều chỉnh kích thước theo trục cross nếu vượt quá phạm vi cho phép, ko còn bị lỗi cảnh báo sọc vàng với object này (vẫn còn với các object con khác)

All object con wrap bởi Extended – all object auto điều chỉnh theo trục cross, ko còn lỗi cảnh báo sọc vàng

Thuộc tính flex: chỉ định tỉ lệ space cho mỗi Expanded

Example 1

 Widget build(BuildContext context) {

    return Container(

      // width: 200,

      // height: 600,

      color: const Color.fromARGB(255, 240, 195, 57),

      child: Row(

          children: [

            Expanded(

                child: ElevatedButton(

                    child: const Text("BTN 1"), onPressed: () {})),

            Expanded(

                flex: 1,

                child: ElevatedButton(

                    child: const Text("BTN 2"), onPressed: () {})),

            Expanded(

                flex: 0, // như object ko wrap Expanded

                child: ElevatedButton(

                    child: const Text("BTN 3"), onPressed: () {})),

            Expanded(

                flex: 2,

                child: ElevatedButton(

                    child: const Text("BTN 4"), onPressed: () {})),

            ElevatedButton(child: const Text("BTN 5"), onPressed: () {}),

          ]),

    );

  }

\*Lưu ý:

- Object ko wrap bởi Expanded có kích thước = object có flex: 0 – kích thước default của object

- Object wrap với Expanded nhưng ko set flex: lấn full space của container cha

- Nhiều object được set flex: n – các object chia nhau space còn trống theo tỉ lệ đã set

Thuộc tính flex: còn áp dụng cho các widget khác như Spacer, Flexible,…

## Flexible

[Flexible](https://api.flutter.dev/flutter/widgets/Flexible/Flexible.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [int](https://api.flutter.dev/flutter/dart-core/int-class.html) flex = 1, [FlexFit](https://api.flutter.dev/flutter/rendering/FlexFit.html) fit = FlexFit.loose, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) child})

Creates a widget that controls how a child of a [Row](https://api.flutter.dev/flutter/widgets/Row-class.html), [Column](https://api.flutter.dev/flutter/widgets/Column-class.html), or [Flex](https://api.flutter.dev/flutter/widgets/Flex-class.html) flexes.

*const*

Flexible widget điều khiển không gian hiển thị một widget con trong một Row, Column hoặc Flex.

Khác với Expanded, Flexible không yêu cầu widget con phải lấp đầy không gian khả dụng.

Widget Flexible phải là một con của một Row, Column hoặc Flex and the path from the Flexible widget to its enclosing Row, Column, or Flex must contain only StatelessWidgets or StatefulWidgets (not other kinds of widgets, like RenderObjectWidgets).

Thuộc tính flex: (default = 1)

Widget build(BuildContext context) {

    return Column(

      children: <Widget>[

        Flexible(

            flex: 3,

            child: Container(

              // height: 150,

              color: Color.fromARGB(255, 249, 224, 32),

            )),

        Flexible(

            // flex: 1, // default flex = 1

            child: Container(

          color: Colors.green,

        )),

        Flexible(

            flex: 2,

            child: Container(

              color: Colors.blue,

            )),

      ],

    );

  }

Lưu ý:

Nếu Ko set flex all – flex chia đều

Nếu Ko set flex all, set height 1 element – flex chia đều xong, set height cho element đó (ko vượt height max của container cha)

height element <= (height container cha : số elements) 🡪 set height element lớn hơn height container cha : số elements ko có tác dụng

Khi đã set height 1 element thì các element khác ko thể set height > (height container cha : số elements) dù space container còn trống 🡪 để tăng kích thước element phải tăng thuôc tính flex lên

 Widget build(BuildContext context) {

    return Container(

      color: Color.fromARGB(255, 195, 188, 195),

      height: 600,

      child: Column(

        children: <Widget>[

          Flexible(

              // flex: 2,

              child: Container(

            height: 150,

            color: const Color.fromARGB(255, 249, 224, 32),

          )),

          Flexible(

              // flex: 1, // default flex = 1

              // flex: 3,

              child: Container(

            height: 100,

            color: Colors.green,

          )),

          Flexible(

              flex: 1,

              child: Container(

                height: 220,

                color: Colors.blue,

              )),

        ],

      ),

    );

  }

Thuộc tính fit của widget Flexible trong Flutter được sử dụng để xác định cách mà widget con của Flexible được co dãn hoặc mở rộng để lấp đầy không gian có sẵn.

FlexFit.tight: Widget con sẽ được mở rộng để lấp đầy không gian có sẵn. Điều này có nghĩa là widget con sẽ mở rộng theo hướng mà nó được đặt trong một Row hoặc Column. (Lúc này Flexible y như Expanded)

FlexFit.loose: Widget con sẽ được co dãn để vừa với không gian có sẵn. Điều này có thể dẫn đến việc widget con không lấp đầy toàn bộ không gian có thể có. (Khác Expended: không gian cho object con chỉ vừa đủ chứa nó)

## Spacer

[Spacer](https://api.flutter.dev/flutter/widgets/Spacer/Spacer.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [int](https://api.flutter.dev/flutter/dart-core/int-class.html) flex = 1})

Creates a flexible space to insert into a [Flexible](https://api.flutter.dev/flutter/widgets/Flexible-class.html) widget.

*const*

Spacer tạo ra một khoảng không gian trống, có thể điều chỉnh được, được sử dụng để điều chỉnh khoảng cách giữa các Widget con bên trong một flex container như Column, Row, ..

Thuộc tính flex: set % space chiếm giữ trong container cha (default flex: 1)

Tip: What’s the difference between SizedBox and Spacer? Use Spacer when you want to create space using a flex property. Use SizedBox when you want to create space using a specific number of logical pixels.

return Container(

      height: 400,

      color: Colors.amber,

      child: Column(

        children: [

          OutlinedButton(onPressed: () {}, child: const Text('Button A')),

          const Spacer(), // = Spacer(flex: 1),

          OutlinedButton(onPressed: () {}, child: const Text('Button B')),

          const Spacer(flex: 2),

          OutlinedButton(onPressed: () {}, child: const Text('Button C')),

          const Spacer(flex: 2),

          OutlinedButton(onPressed: () {}, child: const Text('Button D')),

        ],

      ),

    );

  }

## Divider

Divider là một widget được sử dụng để tạo ra một đường phân chia ngang trong giao diện của ứng dụng. Đây thường được sử dụng để tách các phần khác nhau của giao diện, như danh sách dữ liệu, hoặc để tạo ra một phân cách giữa các phần tử trên màn hình.

 ListTile(title: Text('Item 1')),

 Divider(), // Đường phân chia ngang

 ListTile(title: Text('Item 2')),

## Flex widget

[Flex](https://api.flutter.dev/flutter/widgets/Flex/Flex.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [Axis](https://api.flutter.dev/flutter/painting/Axis.html) direction, [MainAxisAlignment](https://api.flutter.dev/flutter/rendering/MainAxisAlignment.html) mainAxisAlignment = MainAxisAlignment.start, [MainAxisSize](https://api.flutter.dev/flutter/rendering/MainAxisSize.html) mainAxisSize = MainAxisSize.max, [CrossAxisAlignment](https://api.flutter.dev/flutter/rendering/CrossAxisAlignment.html) crossAxisAlignment = CrossAxisAlignment.center, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [VerticalDirection](https://api.flutter.dev/flutter/painting/VerticalDirection.html) verticalDirection = VerticalDirection.down, [TextBaseline](https://api.flutter.dev/flutter/dart-ui/TextBaseline.html)? textBaseline, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[]})

Creates a flex layout.

*const*

Flex widget hiển thị các thành phần con của nó trong một mảng một chiều.

Widget Flex cho phép bạn kiểm soát trục theo chiều mà các thành phần con được đặt (ngang hoặc dọc). Nếu bạn biết trước trục chính, hãy xem xét sử dụng Row (nếu nó là ngang) hoặc Column (nếu nó là dọc) thay vì sử dụng Flex, bởi vì điều này sẽ ngắn gọn hơn.

Widget Flex không có khả năng cuộn (và nó thường được coi là lỗi khi có nhiều thành phần con hơn trong một Flex so với không gian có sẵn). Nếu bạn có một số widget và muốn chúng có thể cuộn nếu không đủ không gian, xem xét sử dụng ListView.

Widget Flex không cho phép các thành phần con của nó bọc quanh nhiều dòng ngang hoặc dọc. Đối với một widget cho phép các thành phần con bọc quanh nhiều dòng, hãy xem xét sử dụng widget Wrap thay vì Flex.

Nếu bạn chỉ có một thành phần con, thay vì sử dụng Flex, Row hoặc Column, hãy xem xét sử dụng Align hoặc Center để vị trí cho thành phần con.

## Stack

[Stack](https://api.flutter.dev/flutter/widgets/Stack/Stack.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = AlignmentDirectional.topStart, [TextDirection](https://api.flutter.dev/flutter/dart-ui/TextDirection.html)? textDirection, [StackFit](https://api.flutter.dev/flutter/rendering/StackFit.html) fit = StackFit.loose, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.hardEdge, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)> children = const <Widget>[]})

By default, the non-positioned children of the stack are aligned by their top left corners.

Trong Flutter, Stack là một bộ chứa cho phép đặt các widget con của nó chồng lên nhau, widget con đầu tiên (chiều code từ trên xuống) sẽ được đặt ở dưới cùng. Stack là một giải pháp để tiết kiệm không gian của ứng dụng. Bạn có thể thay đổi thứ tự của các widget con để tạo ra hiệu ứng hoạt hình đơn giản.

Stack xắp xếp các widget con của nó theo nguyên tắc: widget con đầu tiên (chiều code từ trên xuống) sẽ được đặt ở dưới cùng, widget con mới nhất sẽ được đặt ở trên cùng. Khi bạn thay đổi thứ tự của các widget con thì Stack sẽ được vẽ lại. Nếu số lượng và thứ tự các widget con thay đổi liên tục, mỗi widget con cần được cung cấp một giá trị Key cụ thể và duy nhất, điều này giúp Stack quản lý hiệu quả các widget con.

Example 1

 Widget build(BuildContext context) {

    return Stack(

      alignment: Alignment.centerLeft, // align all object so container cha

      // alignment: AlignmentDirectional.bottomCenter, // or AlignmentDirectional.bottomEnd

      // textDirection: TextDirection.rtl, // chiều đổ stack

      children: <Widget>[

        Container(

          width: 290,

          height: 190,

          color: Colors.green,

        ),

        Container(

          width: 300,

          height: 170,

          color: Colors.red,

        ),

        Container(

          width: 220,

          height: 400,

          color: Colors.yellow,

        ),

      ],

    );

  }

Example – một số thuộc tính khác

  Widget build(BuildContext context) {

    return Container(

        color: Colors.grey,

        // height: 400,

        width: 500,

        child: Stack(

          // alignment:Alignment.center, // align all object so container cha

          alignment: AlignmentDirectional

              .bottomEnd, // or AlignmentDirectional.bottomEnd

          // textDirection: TextDirection.rtl, // chiều đổ stack

          // fit: StackFit.passthrough,

          // Default is StackFit.loose - ko thay đổi kích thước;

          //StackFit.expand - bung full 2 chiều container cha;

          // StackFit.passthrough - nếu container cha có set height thì bung full width của container cha, nếu container cha có set width thì bung full height của container cha, nếu set cả height & width thì như expand;

          // clipBehavior: Clip.none,

          children: <Widget>[

            Container(

              width: 300,

              height: 190,

              color: Colors.green,

            ),

            Container(

              width: 280,

              height: 170,

              color: Colors.red,

            ),

            Container(

              width: 220,

              height: 520,

              color: Colors.yellow,

            ),

          ],

        ));

  }

  Widget build(BuildContext context) {

    return Container(

        color: Colors.grey,

        height: 400,

        width: 500,

        child: Stack(

clipBehavior: Clip.none

          // alignment:Alignment.center, // align các object trên so với object dưới cùng

          alignment: AlignmentDirectional

              .bottomEnd, // or AlignmentDirectional.bottomEnd

          clipBehavior: Clip

              .none, // xử lý khi object tràn khỏi container (set Positioned(top, left...)). Clip.none - show full object, các value khác - cắt phần tràn ngoài container

          children: <Widget>[

            Container(

              width: 300,

              height: 190,

              color: Colors.green,

            ),

            Container(

              width: 280,

              height: 170,

              color: Colors.red,

            ),

            Align(

              alignment: Alignment.bottomLeft,

              child: Container(

                width: 200,

                height: 550,

                color: Colors.yellow,

              ),

            ),

            Positioned(

              bottom: 0,

              left: 300,

              child: Container(

                width: 220,

                height: 520,

                color: const Color.fromARGB(255, 255, 59, 232),

              ),

            ),

          ],

        ));

  }

9 vị trí align object A so với object B

 canh object A theo object B

  @override

  Widget build(BuildContext context) {

    double parentWidth = 400;

    double parentHeight = 380;

    double childWidth = 200;

    double childHeight = 120;

    double topCenter = (parentHeight - childHeight) / 2;

    double rightCenter = (parentWidth - childWidth) / 2;

    double heightOffset = parentHeight - childHeight;

    double widthOffset = parentWidth - childWidth;

    return Stack(

      clipBehavior: Clip.none,

      alignment: Alignment.center,

      children: <Widget>[

        Container(

          width: parentWidth,

          height: parentHeight,

          color: Colors.green,

        ),

        // align center

        Positioned(

          top: topCenter,

          right: rightCenter,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Colors.red,

          ),

        ),

        // align bottom - left

        Positioned(

          top: heightOffset,

          right: widthOffset,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: const Color.fromARGB(255, 124, 54, 244),

          ),

        ),

        // align bottom - right

        Positioned(

          top: heightOffset,

          left: widthOffset,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 244, 238, 54),

          ),

        ),

        // align top - right

        Positioned(

          bottom: heightOffset,

          left: widthOffset,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 244, 54, 228),

          ),

        ),

        // align top - left

        Positioned(

          bottom: heightOffset,

          right: widthOffset,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 101, 219, 240),

          ),

        ),

        // align center - left

        Positioned(

          bottom: topCenter,

          right: widthOffset,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 101, 240, 191),

          ),

        ),

        // align center - right

        Positioned(

          bottom: topCenter,

          left: widthOffset,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 240, 177, 101),

          ),

        ),

        // align center - bottom

        Positioned(

          top: heightOffset,

          left: rightCenter,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 121, 174, 168),

          ),

        ),

        // align center - top

        Positioned(

          bottom: heightOffset,

          left: rightCenter,

          child: Container(

            width: childWidth,

            height: childHeight,

            color: Color.fromARGB(255, 230, 175, 199),

          ),

        ),

      ],

    );

  }

### Positioned class

A widget that controls where a child of a Stack is positioned.

A Positioned widget must be a descendant of a Stack.

## ListTile

[ListTile](https://api.flutter.dev/flutter/material/ListTile/ListTile.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? leading, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? trailing, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [ListTileStyle](https://api.flutter.dev/flutter/material/ListTileStyle.html)? style, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? iconColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? textColor, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? titleTextStyle, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? subtitleTextStyle, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? leadingAndTrailingTextStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) enabled = true, [GestureTapCallback](https://api.flutter.dev/flutter/gestures/GestureTapCallback.html)? onTap, [GestureLongPressCallback](https://api.flutter.dev/flutter/gestures/GestureLongPressCallback.html)? onLongPress, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? splashColor, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? horizontalTitleGap, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? minVerticalPadding, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? minLeadingWidth, [ListTileTitleAlignment](https://api.flutter.dev/flutter/material/ListTileTitleAlignment.html)? titleAlignment})

Creates a list tile.

ListTile là một widget trong Flutter được thiết kế để hiển thị một hàng dữ liệu hoặc mục trong danh sách. Nó thường được sử dụng trong các danh sách dọc (vertical lists) như ListView để hiển thị thông tin trong các ô hoặc hàng riêng biệt.

Use ListTile, a specialized row widget from the Material library, for an easy way to create a row containing up to 3 lines of text and optional leading and trailing icons. ListTile is most commonly used in Card or ListView, but can be used elsewhere.

Một ListTile thông thường thường bao gồm các phần tử sau:

* leading: Một phần tử đầu tiên thường là một biểu tượng (icon) hoặc hình ảnh hiển thị bên trái của dòng dữ liệu.
* title: Một phần tử tiêu đề chứa nội dung chính của dòng dữ liệu.
* subtitle: Một phần tử phụ trợ chứa thông tin bổ sung về dòng dữ liệu.
* trailing: Một phần tử cuối cùng thường là một biểu tượng hoặc hình ảnh hiển thị bên phải của dòng dữ liệu.

Example 1

 Widget build(BuildContext context) {

    return const ListTile(

      leading: Icon(Icons.star),

      title: Text('ListTile Example'),

      subtitle: Text('This is a ListTile in a Flutter app.'),

      trailing: Icon(Icons.arrow\_forward),

    );

  }

Example 2 –

  Widget build(BuildContext context) {

    return Column(

      children: [

        const ListTile(

          leading: Icon(Icons.star),

          title: Text('ListTile Example'),

          subtitle: Text('This is a ListTile in a Flutter app.'),

          trailing: Icon(Icons.arrow\_forward),

        ),

        const ListTile(

          leading: Icon(Icons.album),

          title: Text('The Enchanted Nightingale'),

          subtitle: Text('Music by Julie Gable. Lyrics by Sidney Stein.'),

          trailing: Icon(Icons.arrow\_back\_ios),

          // set color

          // tileColor: Color.fromARGB(255, 248, 173, 167),

          iconColor: Color.fromARGB(255, 90, 113, 239),

          focusColor: Colors.greenAccent,

          hoverColor: Colors.limeAccent,

          selectedColor: Colors.indigo,

          selectedTileColor: Colors.purple,

          //

          // minLeadingWidth:

          //     40, // Đặt giá trị tối thiểu cho chiều rộng của leading

        ),

        // dùng ListTileTheme - shape: để tạo border cho ListTile

        ListTileTheme(

          shape: RoundedRectangleBorder(

            borderRadius: BorderRadius.circular(10.0),

            side: const BorderSide(

                color: Color.fromARGB(255, 79, 22, 236), width: 1.0),

          ),

          child: const ListTile(

            leading: Icon(Icons.album, color: Colors.cyan, size: 45),

            title: Text(

              "Let's Talk About Love",

              style: TextStyle(fontSize: 20),

            ),

            subtitle: Text('Modern Talking Album'),

            //

            horizontalTitleGap:

                40, // space giữa icon và title, subtitle (ko có leading ko tác dụng)

            minLeadingWidth: 50, // giá trị tối thiểu cho chiều rộng của leading

            minVerticalPadding:

                40, // The minimum padding on the top + bottom of the title and subtitle widgets.

          ),

        ),

        ListTileTheme(

          shape: RoundedRectangleBorder(

            borderRadius: BorderRadius.circular(10.0),

            side: const BorderSide(

                color: Color.fromARGB(255, 79, 22, 236), width: 2.0),

          ),

          child: const ListTile(

            tileColor: Color.fromARGB(255, 237, 203, 227),

            leading: Icon(Icons.album, color: Colors.cyan, size: 45),

            title: Text(

              "Let's Talk About Love",

              style: TextStyle(fontSize: 20),

            ),

            subtitle: Text('Modern Talking Album'),

          ),

        ),

// ListTile chứa nhiều loại object khác

        ListTile(

          leading: Checkbox(

            value: false, // Đặt giá trị ban đầu của Checkbox

            onChanged: (bool? value) {

              // Xử lý sự kiện thay đổi giá trị của Checkbox

              print("Checkbox value changed: $value");

            },

          ),

          title: const Text('Checkbox ListTile Example'),

          subtitle: const Text('This ListTile has a Checkbox.'),

          trailing: const Icon(Icons.arrow\_forward\_sharp),

          //

          focusColor: Colors.purpleAccent,

          hoverColor: Colors.yellowAccent,

        ),

        ListTile(

          leading: Checkbox(

            value: false,

            onChanged: (bool? value) {

              print("Checkbox value changed: $value");

            },

          ),

          title: const Column(

            crossAxisAlignment: CrossAxisAlignment.start,

            children: [

              Text('Complex ListTile Example'),

              Text('This ListTile has multiple components.'),

              Text('This ListTile has multiple components.'),

            ],

          ),

          subtitle: const Row(

            children: [

              Icon(Icons.star),

              SizedBox(width: 4.0),

              Text('Subheading'),

            ],

          ),

          trailing: Image.asset(

              'assets/lion.jpg'), // Thay thế 'assets/image.png' bằng đường dẫn thật

        ),

      ],

    );

  }

## CircleAvatar class

[CircleAvatar](https://api.flutter.dev/flutter/material/CircleAvatar/CircleAvatar.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? backgroundImage, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? foregroundImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onBackgroundImageError, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onForegroundImageError, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? foregroundColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? radius, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? minRadius, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? maxRadius})

Creates a circle that represents a user.

A circle that represents a user.

Typically used with a user's profile image, or, in the absence of such an image, the user's initials. A given user's initials should always be paired with the same background color, for consistency.

If foregroundImage fails then backgroundImage is used. If backgroundImage fails too, backgroundColor is used.

The onBackgroundImageError parameter must be null if the backgroundImage is null. The onForegroundImageError parameter must be null if the foregroundImage is null.

 children: [

        const CircleAvatar(

            backgroundImage: NetworkImage(

                'https://icon-library.com/images/avatar-icon-images/avatar-icon-images-4.jpg')),

        const CircleAvatar(

          backgroundColor: Color.fromARGB(255, 131, 230, 243),

          child: Text('AH'),

        ),

## Switch class

[Switch](https://api.flutter.dev/flutter/material/Switch/Switch.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) value, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onChanged, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeTrackColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveThumbColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveTrackColor, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? activeThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onActiveThumbImageError, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? inactiveThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onInactiveThumbImageError, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? thumbColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackOutlineColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)?>? trackOutlineWidth, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Icon](https://api.flutter.dev/flutter/widgets/Icon-class.html)?>? thumbIcon, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false})

Creates a Material Design switch.

[Switch.adaptive](https://api.flutter.dev/flutter/material/Switch/Switch.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) value, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onChanged, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeTrackColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveThumbColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveTrackColor, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? activeThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onActiveThumbImageError, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? inactiveThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onInactiveThumbImageError, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? thumbColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackOutlineColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[double](https://api.flutter.dev/flutter/dart-core/double-class.html)?>? trackOutlineWidth, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Icon](https://api.flutter.dev/flutter/widgets/Icon-class.html)?>? thumbIcon, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? applyCupertinoTheme})

Creates an adaptive [Switch](https://api.flutter.dev/flutter/material/Switch-class.html) based on whether the target platform is iOS or macOS, following Material design's [Cross-platform guidelines](https://material.io/design/platform-guidance/cross-platform-adaptation.html).

Được sử dụng để chuyển đổi trạng thái bật/tắt.

Chính switch không duy trì bất kỳ trạng thái nào. Thay vào đó, khi trạng thái của switch thay đổi, widget sẽ gọi hàm gọi lại onChanged. Hầu hết các widget sử dụng switch sẽ lắng nghe hàm onChanged và xây dựng lại switch với giá trị mới để cập nhật giao diện của switch.

Nếu hàm onChanged là null, thì switch sẽ bị vô hiệu hóa (nó sẽ không phản hồi đối với đầu vào). Nút và đường dẫn của switch bị vô hiệu hóa được hiển thị với các tông màu xám theo mặc định. Giao diện mặc định của switch bị vô hiệu hóa có thể được ghi đè bằng cách sử dụng inactiveThumbColor và inactiveTrackColor.

Yêu cầu widget cha của nó phải là Material widget.

Material Design 3 cung cấp tùy chọn để thêm biểu tượng trên nút bấm của Switch. Nếu ThemeData.useMaterial3 được đặt thành true, người dùng có thể sử dụng Switch.thumbIcon để thêm Biểu tượng tùy chọn dựa trên các trạng thái khác nhau của Switch.

Example

class SwitchExample extends StatefulWidget {

  const SwitchExample({super.key});

  @override

  State<SwitchExample> createState() => \_SwitchExampleState();

}

class \_SwitchExampleState extends State<SwitchExample> {

  // định nghĩa các thuôc tính, hàm cho Switch sử dụng

  // \* thuộc tính value: nếu các switch gán trùng tên biến thì các switch này sẽ update trạng thái cùng lúc với nhau

  // switch 1

  bool light = false;

// switch 2

  bool \_isSwitchOn = true;

  void \_toggleSwitch(bool value) {

    setState(() {

      \_isSwitchOn = value;

    });

  }

  // switch 3

  bool light\_3 = false;

  final MaterialStateProperty<Icon?> thumbIcon =

      MaterialStateProperty.resolveWith<Icon?>(

    (Set<MaterialState> states) {

      if (states.contains(MaterialState.selected)) {

        return const Icon(Icons.check);

      }

      return const Icon(Icons.close);

    },

  );

// switch 4

  bool light\_4 = false;

  @override

  Widget build(BuildContext context) {

    return Column(

      children: [

        Text('Switch Status: $light'),

        Switch(

          // This bool value toggles the switch.

          value: light, // set value true/false ban đầu

          activeColor: Colors.red,

          onChanged: (bool value) {

            // This is called when the user toggles the switch.

            setState(() {

              light = value; // switch value (true/false) khi click switch

            });

          },

        ),

        const Divider(),

        Text('Switch Status: $\_isSwitchOn'),

        Switch(

          value: \_isSwitchOn, // set value true/false ban đầu

          onChanged:

              \_toggleSwitch, // switch value (true/false) khi click switch qua hàm \_toggleSwitch

        ),

        Switch(

          thumbIcon: thumbIcon, // edit icon cho 2 trạng thái true/false

          value: light\_3,

          onChanged: (bool value) {

            setState(() {

              light\_3 = value;

            });

          },

        ),

        Text('Switch Status: $light\_4'),

        Switch(

          value: light\_4,

          onChanged: (bool value) {

            setState(() {

              light\_4 = value;

            });

          },

          activeColor: Colors.green, // Màu nút khi switch bật

          inactiveThumbColor:

              Color.fromARGB(255, 215, 215, 215), // Màu nút bấm khi switch tắt

          inactiveTrackColor: Colors.red, // Màu đường dẫn khi switch tắt

          activeTrackColor: Colors.amber, // Màu đường dẫn khi switch bật

          // set màu qua thumbColor:

          thumbColor: MaterialStateProperty.resolveWith<Color>(

              (Set<MaterialState> states) {

            if (states.contains(MaterialState.selected)) {

              return Colors

                  .blue; // Màu nút bấm khi switch bật - ghi đè activeColor:

            }

            return Colors

                .grey; // Màu nút bấm khi switch tắt - ghi đè inactiveThumbColor:

          }),

        ),

      ],

    );

  }

}

## SwitchListTile

[SwitchListTile](https://api.flutter.dev/flutter/material/SwitchListTile/SwitchListTile.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) value, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onChanged, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeTrackColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveThumbColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveTrackColor, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? activeThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onActiveThumbImageError, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? inactiveThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onInactiveThumbImageError, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? thumbColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackOutlineColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Icon](https://api.flutter.dev/flutter/widgets/Icon-class.html)?>? thumbIcon, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondary, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [ListTileControlAffinity](https://api.flutter.dev/flutter/material/ListTileControlAffinity.html) controlAffinity = ListTileControlAffinity.platform, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor})

Creates a combination of a list tile and a switch.

*const*

[SwitchListTile.adaptive](https://api.flutter.dev/flutter/material/SwitchListTile/SwitchListTile.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) value, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onChanged, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeTrackColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveThumbColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? inactiveTrackColor, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? activeThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onActiveThumbImageError, [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)>? inactiveThumbImage, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onInactiveThumbImageError, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? thumbColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? trackOutlineColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Icon](https://api.flutter.dev/flutter/widgets/Icon-class.html)?>? thumbIcon, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? applyCupertinoTheme, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondary, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [ListTileControlAffinity](https://api.flutter.dev/flutter/material/ListTileControlAffinity.html) controlAffinity = ListTileControlAffinity.platform, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor})

Creates a Material [ListTile](https://api.flutter.dev/flutter/material/ListTile-class.html) with an adaptive [Switch](https://api.flutter.dev/flutter/material/Switch-class.html), following Material design's [Cross-platform guidelines](https://material.io/design/platform-guidance/cross-platform-adaptation.html).

*const*

Example 1

class \_SwitchListTile1State extends State<SwitchListTile1> {

  // bool switchValue1 = true;

  // bool switchValue2 = true;

  // bool switchValue3 = true;

  bool valueInit = true;

  late bool switchValue1 = valueInit,

      switchValue2 = valueInit,

      switchValue3 = valueInit;

  @override

  Widget build(BuildContext context) {

    return Column(

      children: [

        SwitchListTile(

          title: const Text('Lights'),

          value: switchValue1,

          onChanged: (bool value) {

            setState(() {

              switchValue1 = value;

              debugPrint('$switchValue1');

            });

          },

          secondary: const Icon(Icons.lightbulb\_outline), // add icon

        ),

        const Divider(),

        SwitchListTile(

          title: const Text('Station'),

          value: switchValue2,

          onChanged: (bool value) {

            setState(() {

              switchValue2 = value;

              debugPrint('$switchValue2');

            });

          },

          secondary: const Icon(Icons.ev\_station),

        ),

        const Divider(),

        SwitchListTile(

          title: const Text('account\_balance\_sharp'),

          value: switchValue3,

          onChanged: (bool value) {

            setState(() {

              switchValue3 = value;

              debugPrint('$switchValue3');

            });

          },

          secondary: const Icon(Icons.account\_balance\_sharp),

        ),

        const Divider(),

      ],

    );

  }

}

Example 2 - Gán title: qua biến - đọc lại giá trị title: khi cần

class \_SwitchListTile2State extends State<SwitchListTile2> {

  bool valueInit = true;

  late bool switchValue1 = valueInit,

      switchValue2 = valueInit,

      switchValue3 = valueInit;

// Gán title: qua biến - đọc lại giá trị title: khi cần

  Widget titleWidget0 = const Text('Light'); // Giá trị của thuộc tính title

  Widget titleWidget1 = const Text('Station'); // Giá trị của thuộc tính title

  Widget titleWidget2 = const Text('Sharp'); // Giá trị của thuộc tính title

  @override

  Widget build(BuildContext context) {

    return Column(

      children: [

        SwitchListTile(

          title: titleWidget0, // Sử dụng biến titleWidget

          value: switchValue1,

          onChanged: (bool value) {

            setState(() {

              switchValue1 = value;

              debugPrint('$switchValue1');

              if (switchValue1) {

                String? titleValue = (titleWidget0 as Text).data;

                debugPrint('$titleValue');

              }

            });

          },

          secondary: const Icon(Icons.lightbulb\_outline),

          subtitle: const Text( // thêm subtitle

              'This sample demonstrates how SwitchListTile positions the switch widget relative to the text in different configurations.'),

        ),

        const Divider(),

        SwitchListTile(

          title: titleWidget1,

          value: switchValue2,

          onChanged: (bool value) {

            setState(() {

              switchValue2 = value;

              debugPrint('$switchValue2');

              if (switchValue2) {

                String? titleValue = (titleWidget1 as Text).data;

                debugPrint('$titleValue');

              }

            });

          },

          secondary: const Icon(Icons.ev\_station),

          subtitle: const Text(

              "Longer supporting text to demonstrate how the text wraps and how setting 'SwitchListTile.isThreeLine = true' aligns the switch to the top vertically with the text."),

        ),

        const Divider(),

        SwitchListTile(

          title: titleWidget2,

          value: switchValue3,

          onChanged: (bool value) {

            setState(() {

              switchValue3 = value;

              debugPrint('$switchValue3');

              if (switchValue3) {

                String? titleValue = (titleWidget2 as Text).data;

                debugPrint('$titleValue');

              }

            });

          },

          secondary: const Icon(Icons.account\_balance\_sharp),

          subtitle: const Text(

              "Longer supporting text to demonstrate how the text wraps and how settihe text."),

        ),

        const Divider(),

      ],

    );

  }

}

## Chip

[Chip](https://api.flutter.dev/flutter/material/Chip/Chip.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? avatar, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) label, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? labelStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? labelPadding, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? deleteIcon, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onDeleted, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? deleteIconColor, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? deleteButtonTooltipMessage, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? shape, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? color, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [IconThemeData](https://api.flutter.dev/flutter/widgets/IconThemeData-class.html)? iconTheme, @[Deprecated](https://api.flutter.dev/flutter/dart-core/Deprecated-class.html)('Migrate to deleteButtonTooltipMessage. ' 'This feature was deprecated after v2.10.0-0.3.pre.') [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) useDeleteButtonTooltip = true})

Creates a Material Design chip.

Chip là một widget được sử dụng để hiển thị một phần tử ngắn gọn, thường là một từ hoặc một biểu tượng, để thể hiện thông tin như tag, thuộc tính hoặc tình trạng. Chip thường được sử dụng trong các trường hợp như danh sách các mục đánh dấu, lọc, tìm kiếm, và nhiều tình huống khác.

  return Column(

      children: [

        const Wrap(

          spacing: 8.0,

          children: [

            Chip(

              label: Text('Chip Flutter'), // The primary content of the chip.

Typically a [Text] widget.

              backgroundColor: Colors.blue,

              labelStyle: TextStyle(color: Colors.white),

            ),

            Chip(

              label: Text('Chip Dart'),

              backgroundColor: Colors.green,

              labelStyle: TextStyle(color: Colors.white),

            ),

            Chip(

              label: Text('Chip Mobile'),

              backgroundColor: Colors.orange,

              labelStyle: TextStyle(color: Colors.white),

            ),

          ],

        ),

        const Divider(),

        Wrap(

          spacing: 8.0,

          children: [

            const Chip(

              avatar: Icon(Icons.star, color: Colors.yellow), // A widget to display prior to the chip's label. Typically a [CircleAvatar] widget.

              label: Text('Favorite'),

              backgroundColor: Colors.blue,

              labelStyle: TextStyle(color: Colors.white),

            ),

            const Chip(

              avatar: CircleAvatar(

                backgroundColor: Colors.orange,

                child: Text('S'),

              ),

              label: Text('Dart'),

              backgroundColor: Color.fromARGB(255, 154, 226, 241),

              labelStyle: TextStyle(color: Colors.white),

            ),

            Chip(

              avatar: Image.asset('assets/image3.jpg',

                  width: 24,

                  height:

                      24), // Thay thế 'assets/image.png' bằng đường dẫn thật

              label: const Text('Image'),

              backgroundColor: Colors.orange,

              labelStyle: const TextStyle(color: Colors.white),

            ),

          ],

        ),

## ChoiceChip

[ChoiceChip](https://api.flutter.dev/flutter/material/ChoiceChip/ChoiceChip.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? avatar, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) label, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? labelStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? labelPadding, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onSelected, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? pressElevation, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? disabledColor, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? tooltip, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? shape, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? color, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [IconThemeData](https://api.flutter.dev/flutter/widgets/IconThemeData-class.html)? iconTheme, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedShadowColor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? showCheckmark, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? checkmarkColor, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html) avatarBorder = const CircleBorder()})

Create a chip that acts like a radio button.

*const*

[ChoiceChip.elevated](https://api.flutter.dev/flutter/material/ChoiceChip/ChoiceChip.elevated.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? avatar, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) label, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? labelStyle, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? labelPadding, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onSelected, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? pressElevation, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? disabledColor, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? tooltip, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? shape, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? color, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [IconThemeData](https://api.flutter.dev/flutter/widgets/IconThemeData-class.html)? iconTheme, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedShadowColor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? showCheckmark, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? checkmarkColor, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html) avatarBorder = const CircleBorder()})

Create an elevated chip that acts like a radio button.

ChoiceChips represent a single choice from a set. Choice chips contain related descriptive text or categories.

Requires one of its ancestors to be a Material widget. The selected and label arguments must not be null.

   Wrap(

          spacing: 8,

          children: [

            ChoiceChip(

                label: const Text('ChoiceChip Item '),

                selected: true,

                onSelected: (bool selected) {

                  null;

                }),

            ChoiceChip(

                label: const Text('ChoiceChip Item '),

                selected: false,

                onSelected: (bool selected) {

                  null;

                }),

          ],

        ),

Nguyên lý hoạt động

class ChoiceChip1 extends StatefulWidget {

  const ChoiceChip1({super.key});

  @override

  State<ChoiceChip1> createState() => \_ChoiceChipState();

}

class \_ChoiceChipState extends State<ChoiceChip1> {

  int? \_value = 1;

  int \_selectedChipIndex = 0;

  void \_handleChipSelection(int index) {

    setState(() {

      \_selectedChipIndex = index;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        crossAxisAlignment: CrossAxisAlignment.start,

        mainAxisAlignment: MainAxisAlignment.start,

        children: <Widget>[

          const Text('Choose an ChoiceChip item'),

          const SizedBox(height: 10.0),

          Wrap(

            spacing: 5,

            children: [

              ChoiceChip(

                label: const Text('Option 1'),

                selected: \_selectedChipIndex == 0,

                onSelected: (isSelected) => \_handleChipSelection(0),

                elevation: 5, // Đặt giá trị elevation

              ),

              const SizedBox(height: 16),

              ChoiceChip(

                label: const Text('Option 2'),

                selected: \_selectedChipIndex == 1,

                onSelected: (isSelected) => \_handleChipSelection(1),

                elevation: 5, // Đặt giá trị elevation

              ),

            ],

          ),

          const SizedBox(height: 10.0),

          const Text('Choose an ChoiceChip item - List<Widget>.generate'),

          Wrap(

            spacing: 5.0,

            children: List<Widget>.generate(

              3,

              (int index) {

                return ChoiceChip(

                  label: Text('Item $index'),

                  selected: \_value == index, // truyền true/false theo điều kiện

                  onSelected: (bool selected) {

                    // nếu selected = true thì gọi setState() để thực thi các lệnh trong nó và build lại UI

                    setState(() {

                      \_value = selected ? index : null;

                      print('ChoiceChip item $\_value');

                    });

                  },

                );

              },

            ).toList(),

          ),

        ],

      ),

    );

  }

}

Trong ChoiceChip và các loại chip có thuộc tính selected, mặc định ChoiceChip được thiết kế với biểu tượng "checked" chồng lên biểu tượng avatar. Bạn không thể đơn giản tách biểu tượng avatar ra khỏi biểu tượng "checked" một cách dễ dàng mà không sửa đổi một số khía cạnh trong giao diện mặc định.

Tuy nhiên, bạn có thể tạo một biểu tượng "checked" riêng và định vị nó bên phải hoặc bên trái của ChoiceChip thông qua cách tùy chỉnh ChoiceChip

  Widget build(BuildContext context) {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        Row(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ChoiceChip(

              label: const Text('Option 1'),

              selected: \_selectedChipIndex == 0,

              onSelected: (isSelected) => \_handleChipSelection(0),

            ),

            const SizedBox(width: 8),

            Icon(

              \_selectedChipIndex == 0

                  ? Icons.check\_circle

                  : Icons.check\_circle\_outline,

              color: \_selectedChipIndex == 0 ? Colors.blue : Colors.grey,

            ),

          ],

        ),

        const SizedBox(height: 16),

        Row(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ChoiceChip(

              label: const Text('Option 2'),

              selected: \_selectedChipIndex == 1,

              onSelected: (isSelected) => \_handleChipSelection(1),

            ),

            const SizedBox(width: 8),

            Icon(

              \_selectedChipIndex == 1

                  ? Icons.check\_circle

                  : Icons.check\_circle\_outline,

              color: \_selectedChipIndex == 1 ? Colors.blue : Colors.grey,

            ),

          ],

        ),

      ],

    );

## InputChip

"input chips" đại diện cho một phần thông tin phức tạp, chẳng hạn như một thực thể (người, địa điểm hoặc đồ vật) trong một dạng thu gọn.

Các input chip có thể trở thành có thể chọn bằng cách thiết lập onSelected, có thể xóa bỏ bằng cách thiết lập onDeleted, và có thể nhấn giống như một nút bấm với onPressed. Chúng có một nhãn (label), và chúng có thể có một biểu tượng ở phần đầu (avatar) và một biểu tượng ở phần cuối (deleteIcon). Màu sắc và padding có thể được tùy chỉnh.

 Wrap(

          spacing: 8,

          children: [

            InputChip(

              label: const Text('InputChip 1'),

              selected: true,

              onSelected: (bool selected) {

                null;

              },

              onDeleted: () {

                null;

              },

            ),

            InputChip(

              label: const Text('InputChip 2'),

              selected: false,

              onSelected: (bool selected) {

                null;

              },

              onDeleted: () {

                null;

              },

            ),

          ],

        ),

Nguyên lý hoạt động

class InputChipExample extends StatefulWidget {

  const InputChipExample({super.key});

  @override

  State<InputChipExample> createState() => \_InputChipExampleState();

}

class \_InputChipExampleState extends State<InputChipExample> {

  int inputs = 3;

  int? selectedIndex;

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisSize: MainAxisSize.min,

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          Wrap(

            alignment: WrapAlignment.center,

            spacing: 5.0,

            children: List<Widget>.generate(

              inputs,

              (int index) {

                return InputChip(

                  label: Text('Person ${index + 1}'),

//                   Whether or not this chip is selected.

// If [onSelected] is not null, this value will be used to determine if the select check mark will be shown or not.

// Must not be null. Defaults to false.

                  selected: selectedIndex == index,

                  onSelected: (bool selected) {

                    //Called when the chip should change between selected and de-selected states.

// When the chip is tapped, then the [onSelected] callback, if set, will be applied to !selected (see [selected]).

                    setState(() {

                      if (selectedIndex == index) {

                        // mới load lên selectedIndex = null nên ko có object nào checked

                        selectedIndex =

                            null; // nếu click trên object đang chọn (index đã chọn rồi) thì switch selectedIndex về null

                      } else {

                        selectedIndex = index;

                      }

                      print('selectedIndex: $selectedIndex');

                    });

                  },

                  onDeleted: () {

                    setState(() {

                      inputs = inputs - 1;

                    });

                  },

                );

              },

            ).toList(),

          ),

          const SizedBox(height: 10),

          ElevatedButton(

            onPressed: () {

              setState(() {

                inputs = 3;

              });

            },

            child: const Text('Reset'),

          )

        ],

      ),

    );

  }

}

## ActionChip

ActionChip là một widget trong Flutter, nằm trong gói material, được sử dụng để hiển thị một "chip" chứa một hành động mà người dùng có thể thực hiện, chẳng hạn như mở một cửa sổ mới hoặc thực hiện một tác vụ cụ thể.

Một ActionChip có thể chứa một biểu tượng hoặc văn bản mô tả hành động. Khi người dùng nhấn vào ActionChip, hành động tương ứng sẽ được thực hiện.

Example 1

class ActionChip2 extends StatelessWidget {

  const ActionChip2({super.key});

  @override

  Widget build(BuildContext context) {

    return ActionChip(

      label: const Text('Open Dialog'),

      onPressed: () {

        showDialog(

          context: context,

          builder: (BuildContext context) {

            return AlertDialog(

              title: const Text('Dialog Title'),

              content: const Text('This is a dialog content.'),

              actions: [

                TextButton(

                  onPressed: () {

                    Navigator.pop(context);

                  },

                  child: const Text('Close'),

                ),

              ],

            );

          },

        );

      },

    );

  }

}

Example 2

class ActionChip1 extends StatefulWidget {

  const ActionChip1({super.key});

  @override

  State<ActionChip1> createState() => \_ActionChipExampleState();

}

class \_ActionChipExampleState extends State<ActionChip1> {

  bool favorite = false;

  @override

  Widget build(BuildContext context) {

    return Center(

      child: ActionChip(

        avatar: Icon(favorite ? Icons.favorite : Icons.favorite\_border),

        label: const Text('Save to favorites'),

        onPressed: () {

          setState(() {

            favorite = !favorite;

          });

        },

      ),

    );

  }

}

## FilterChip

Filter chips use tags or descriptive words as a way to filter content.

Filter chips are a good alternative to Checkbox or Switch widgets. Unlike these alternatives, filter chips allow for clearly delineated and exposed options in a compact area.

Example 1

enum ExerciseFilter { walking, running, cycling, hiking }

class FilterChipExample extends StatefulWidget {

  const FilterChipExample({super.key});

  @override

  State<FilterChipExample> createState() => \_FilterChipExampleState();

}

class \_FilterChipExampleState extends State<FilterChipExample> {

  Set<ExerciseFilter> filters = <ExerciseFilter>{}; // định nghĩa Set rỗng để lưu các gtri từ ExerciseFilter – kết quả các value được chọn

  @override

  Widget build(BuildContext context) {

    final TextTheme textTheme = Theme.of(context).textTheme;

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          Text('Choose an exercise', style: textTheme.labelLarge),

          const SizedBox(height: 5.0),

          Wrap(

            spacing: 5.0,

            children: ExerciseFilter.values.map((ExerciseFilter exercise) {

              return FilterChip(

                label: Text(exercise.name),

                selected: filters.contains(exercise),

                onSelected: (bool selected) {

                  setState(() {

                    if (selected) {

                      filters.add(exercise);

                    } else {

                      filters.remove(exercise);

                    }

                  });

                },

              );

            }).toList(),

          ),

          const SizedBox(height: 10.0),

          Text(

            'Looking for: ${filters.map((ExerciseFilter e) => e.name).join(', ')}', // map .name từ ExerciseFilter vào filters

            style: textTheme.labelLarge,

          ),

        ],

      ),

    );

  }

}

Example 2 – FilterChip kết hợp CheckBox

List<String> \_selectedChips = [];

class FilterChip2 extends StatefulWidget {

  const FilterChip2({super.key});

  @override

  State<FilterChip2> createState() => \_FilterChip2State();

}

class \_FilterChip2State extends State<FilterChip2> {

  void \_handleChipSelection(String chipLabel) {

    setState(() {

      if (\_selectedChips.contains(chipLabel)) {

        \_selectedChips.remove(chipLabel);

      } else {

        \_selectedChips.add(chipLabel);

      }

    });

  }

  @override

  Widget build(BuildContext context) {

    return Wrap(

      spacing: 8.0,

      children: [

        for (String label in ['Tag 1', 'Tag 2', 'Tag 3'])

          FilterChip(

            label: Text(label),

            selected: \_selectedChips.contains(label),

            onSelected: (isSelected) => \_handleChipSelection(label),

// onSelected: (isSelected) – tham số tượnh trưng          ),

      ],

    );

  }

}

Example 2 – FilterAndCheckboxDemo

class FilterAndCheckboxDemo extends StatefulWidget {

  const FilterAndCheckboxDemo({super.key});

  @override

  State<FilterAndCheckboxDemo> createState() => \_FilterAndCheckboxDemoState();

}

List<String> \_filterOptions = ['Option 1', 'Option 2', 'Option 3'];

List<bool> \_selectedFilters = [false, false, false];

class \_FilterAndCheckboxDemoState extends State<FilterAndCheckboxDemo> {

  bool \_showChecked = false;

  void \_handleFilterSelection(int index) {

    setState(() {

      \_selectedFilters[index] = !\_selectedFilters[index];

    });

  }

  void \_handleCheckbox(bool value) {

    setState(() {

      \_showChecked = value;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        Wrap(

          spacing: 8.0,

          children: [

            for (int i = 0; i < \_filterOptions.length; i++)

              FilterChip(

                label: Text(\_filterOptions[i]),

                selected: \_selectedFilters[i],

// onSelected: (\_) – truyền tham số tượng trưng, ko cần khai báo trước

                onSelected: (\_) => \_handleFilterSelection(i),

              ),

          ],

        ),

        const SizedBox(height: 16),

        Row(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            Checkbox(

              value: \_showChecked,

// onChanged: tham số tượng trưng

              onChanged: (newValue) {

                \_handleCheckbox(newValue!);

              },

            ),

            const Text('Only Show Checked Items'),

          ],

        ),

        const SizedBox(height: 16),

        ListView.builder(

          shrinkWrap: true,

          itemCount: \_filterOptions.length,

          itemBuilder: (context, index) {

            if (!\_showChecked || \_selectedFilters[index]) {

              return ListTile(

                title: Text(\_filterOptions[index]),

                trailing: \_selectedFilters[index]

                    ? const Icon(Icons.check)

                    : const Icon(Icons.check\_box\_outline\_blank),

              );

            } else {

              return const SizedBox.shrink();

            }

          },

        ),

      ],

    );

  }

}

Example 3 – Filter & CheckBox đồng bộ

class \_FilterChipAndCheckboxDemo2State

    extends State<FilterChipAndCheckboxDemo2> {

  List<String> \_options = ['FilterChip 1', 'FilterChip 2', 'FilterChip 3'];

  List<String> \_options2 = ['CheckBox 1', 'CheckBox 2', 'CheckBox 3'];

  List<bool> \_selectedItems = [false, false, false];

  void \_handleSelection(int index, bool value) {

    setState(() {

      \_selectedItems[index] = value;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        Wrap(

          spacing: 8.0,

          children: List.generate(\_options.length, (index) {

            return FilterChip(

              label: Text(\_options[index]),

              selected: \_selectedItems[index],

              onSelected: (isSelected) => \_handleSelection(index, isSelected),

            );

          }),

        ),

        const SizedBox(height: 16),

        Wrap(

          spacing: 8.0,

          children: List.generate(\_options2.length, (index) {

            return Row(

              mainAxisSize: MainAxisSize.min,

              children: [

                Checkbox(

                  value: \_selectedItems[index],

                  onChanged: (value) => \_handleSelection(index, value!), // value! – khẳng định not null

                ),

                Text(\_options2[index]),

              ],

            );

          }),

        ),

      ],

    );

  }

}

Example 4 – Filter & Switch

List<String> \_filterOptions3 = ['Option a', 'Option b', 'Option c'];

List<bool> \_selectedFilters3 = [false, false, false];

List<bool> \_showSwitches = [false, false, false];

class \_FilterAndSwitchDemo3State extends State<FilterAndSwitchDemo3> {

  void \_handleFilterSelection(int index) {

    setState(() {

      \_selectedFilters3[index] = !\_selectedFilters3[index];

    });

  }

  void \_handleSwitch(int index, bool value) {

    setState(() {

      \_showSwitches[index] = value;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        Wrap(

          spacing: 8.0,

          children: [

            for (int i = 0; i < \_filterOptions3.length; i++)

              Column(

                children: [

                  FilterChip(

                    label: Text(\_filterOptions3[i]),

                    selected: \_selectedFilters3[i],

                    onSelected: (\_) => \_handleFilterSelection(i),

                  ),

                  SizedBox(height: 8),

                  Switch(

                    value: \_showSwitches[i],

                    onChanged: (value) => \_handleSwitch(i, value),

                  ),

                ],

              ),

          ],

        ),

        SizedBox(height: 16),

        ListView.builder(

          shrinkWrap: true,

          itemCount: \_filterOptions3.length,

          itemBuilder: (context, index) {

            if (\_selectedFilters3[index] && \_showSwitches[index]) {

              return ListTile(

                title: Text(\_filterOptions3[index]),

                trailing: Icon(Icons.check),

              );

            } else {

              return SizedBox.shrink();

            }

          },

        ),

      ],

    );

  }

}

## CheckBox

[Checkbox](https://api.flutter.dev/flutter/material/Checkbox/Checkbox.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? value, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) tristate = false, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? checkColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? shape, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isError = false, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticLabel})

Creates a Material Design checkbox.

*const*

[Checkbox.adaptive](https://api.flutter.dev/flutter/material/Checkbox/Checkbox.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? value, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) tristate = false, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? checkColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? shape, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isError = false, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticLabel})

Creates an adaptive [Checkbox](https://api.flutter.dev/flutter/material/Checkbox-class.html) based on whether the target platform is iOS or macOS, following Material design's [Cross-platform guidelines](https://material.io/design/platform-guidance/cross-platform-adaptation.html).

Checkbox trong Flutter là một thành phần giao diện người dùng (widget) cho phép người dùng chọn hoặc bỏ chọn một tùy chọn cụ thể. Nó thường được sử dụng để kiểm soát trạng thái đúng/sai hoặc chọn/bỏ chọn một tùy chọn nhất định.

Checkbox có hai trạng thái chính: đã chọn (checked) và không chọn (unchecked). Khi người dùng nhấn vào Checkbox, trạng thái sẽ thay đổi và giao diện người dùng sẽ tự động cập nhật để hiển thị trạng thái mới.

Dưới đây là một số thuộc tính quan trọng của Checkbox:

* value: Xác định trạng thái của Checkbox. Đặt thành true để chọn và false để không chọn.
* onChanged: Hàm callback sẽ được gọi khi trạng thái của Checkbox thay đổi. Nó thường được sử dụng để cập nhật giá trị value và cập nhật giao diện người dùng.
* Widget build(BuildContext context) {
* // Set color chung cho nhiều sự kiện
* Color getColorGeneral(Set<MaterialState> states) {
* const Set<MaterialState> interactiveStates = <MaterialState>{
* MaterialState.pressed,
* MaterialState.hovered,
* MaterialState.focused,
* MaterialState.selected,
* };
* if (states.any(interactiveStates.contains)) {
* return Colors.blue;
* }
* return Colors.red;
* }
* // Set color riêng cho từng sự kiện
* Color getColorSeparately(Set<MaterialState> states) {
* if (states.contains(MaterialState.pressed)) {
* // Nếu được nhấn
* return Colors.blue;
* } else if (states.contains(MaterialState.hovered)) {
* // Nếu được hover
* return Colors.green;
* } else if (states.contains(MaterialState.focused)) {
* // Nếu được focus
* return Colors.orange;
* } else if (states.contains(MaterialState.selected)) {
* // Nếu được chọn
* return Color.fromARGB(255, 54, 233, 236);
* }
* // Trạng thái mặc định
* return Colors.red;
* }
* return Column(
* mainAxisAlignment: MainAxisAlignment.center,
* children: [
* Checkbox(
* value: \_isChecked,
* onChanged: (newValue) {
* \_handleCheckbox(newValue!);
* },
* ),
* Text('Checkbox is $\_isChecked'),
* Checkbox(
* value: \_isChecked,
* onChanged: null, // bị mờ đi
* ),
* Text('Checkbox is $\_isChecked'),
* Checkbox(
* value: \_isChecked,
* onChanged: (bool? ts) {
* setState(() {
* \_isChecked = ts!;
* });
* },
* ),
* Text('Checkbox is $\_isChecked'),
* // set color inline
* Checkbox(
* checkColor:
* const Color.fromARGB(255, 247, 189, 185), // color dấu check
* // fillColor: MaterialStateProperty.resolveWith((getColor)),
* focusColor: const Color.fromARGB(255, 154, 167, 165),
* hoverColor: const Color.fromARGB(255, 195, 201, 238),
* value: \_isChecked,
* onChanged: (bool? ts) {
* \_handleCheckbox(ts!);
* },
* ),
* Text('Checkbox set color inline - is $\_isChecked'),
* Checkbox(
* checkColor: Colors.red, // color dấu check
* fillColor: MaterialStateProperty.resolveWith<Color>(
* (Set<MaterialState> states) {
* if (states.contains(MaterialState.selected)) {
* // Màu nền khi Checkbox được chọn
* return const Color.fromARGB(
* 255, 208, 243, 33); // Thay đổi thành màu bạn muốn
* }
* // Màu nền mặc định khi Checkbox không được chọn
* return Colors.grey; // Thay đổi thành màu bạn muốn
* },
* ),
* // fillColor: MaterialStateProperty.resolveWith((getColor)),
* focusColor: const Color.fromARGB(255, 154, 167, 165),
* hoverColor: const Color.fromARGB(255, 195, 201, 238),
* value: \_isChecked,
* onChanged: (bool? ts) {
* \_handleCheckbox(ts!);
* },
* ),
* Text('Checkbox set color MaterialStateProperty - is $\_isChecked'),
* // set color với MaterialStateProperty qua hàm
* Checkbox(
* fillColor: MaterialStateProperty.resolveWith((getColorGeneral)),
* value: \_isChecked,
* onChanged: (bool? ts) {
* setState(() {
* \_isChecked = ts!;
* });
* },
* ),
* Text('Checkbox getColorGeneral $\_isChecked'),
* Checkbox(
* fillColor: MaterialStateProperty.resolveWith((getColorSeparately)),
* value: \_isChecked,
* onChanged: (bool? ts) {
* setState(() {
* \_isChecked = ts!;
* });
* },
* ),
* Text('Checkbox getColorSeparately - is $\_isChecked'),
* ],
* );
* }
* }

## CheckboxListTile

[CheckboxListTile](https://api.flutter.dev/flutter/material/CheckboxListTile/CheckboxListTile.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? value, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? checkColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isError = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enabled, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondary, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [ListTileControlAffinity](https://api.flutter.dev/flutter/material/ListTileControlAffinity.html) controlAffinity = ListTileControlAffinity.platform, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) tristate = false, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? checkboxShape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? checkboxSemanticLabel})

Creates a combination of a list tile and a checkbox.

*const*

[CheckboxListTile.adaptive](https://api.flutter.dev/flutter/material/CheckboxListTile/CheckboxListTile.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? value, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? checkColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [BorderSide](https://api.flutter.dev/flutter/painting/BorderSide-class.html)? side, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isError = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enabled, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondary, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [ListTileControlAffinity](https://api.flutter.dev/flutter/material/ListTileControlAffinity.html) controlAffinity = ListTileControlAffinity.platform, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) tristate = false, [OutlinedBorder](https://api.flutter.dev/flutter/painting/OutlinedBorder-class.html)? checkboxShape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? checkboxSemanticLabel})

Creates a combination of a list tile and a platform adaptive checkbox.

CheckboxListTile trong Flutter là một widget kết hợp giữa Checkbox và ListTile, cho phép bạn tạo một mục trong danh sách có sự kết hợp của ô chọn (checkbox) và các phần tử khác của ListTile như tiêu đề, mô tả, hình ảnh, v.v. Nó thường được sử dụng trong các danh sách tùy chọn, danh sách công việc, cài đặt ứng dụng, và nhiều ngữ cảnh khác.

CheckboxListTile có các thuộc tính và tính năng tương tự như ListTile và Checkbox, cho phép bạn tùy chỉnh tiêu đề, mô tả, hình ảnh, v.v., cùng với ô chọn (checkbox) để người dùng có thể chọn hoặc bỏ chọn mục trong danh sách.

  Widget build(BuildContext context) {

    return Column(

      children: [

        CheckboxListTile(

          tileColor: const Color.fromARGB(255, 245, 188, 184),

          title: const Text('Checkbox List Tile'),

          subtitle: const Text('Subtitle'),

          secondary: const Icon(Icons.star),

          value: \_isChecked,

          onChanged: (bool? newValue) {

            setState(() {

              \_isChecked = newValue!;

              print(\_isChecked);

            });

          },

        ),

        const Divider(),

        CheckboxListTile(

          // format checkbox

          checkColor: const Color.fromARGB(255, 44, 7, 255),

          fillColor: MaterialStateProperty.all<Color>(const Color.fromARGB(

              255, 243, 33, 33)), // Fill color when not pressed

          overlayColor: MaterialStateProperty.all<Color>(const Color.fromARGB(

              255, 154, 235, 157)), // Overlay color when pressed

          checkboxShape: RoundedRectangleBorder(

              borderRadius: BorderRadius.circular(6.0),

              side: const BorderSide(

                  width: 10, color: Color.fromARGB(255, 243, 33, 51))),

          // format ListTile

          tileColor: Color.fromARGB(255, 160, 230, 249),

          contentPadding: const EdgeInsets.all(10),

          title: const Text('Checkbox List Tile'),

          subtitle: const Text('Subtitle'),

          secondary: const Icon(Icons.star),

          value: \_isChecked,

          onChanged: (bool? newValue) {

            setState(() {

              \_isChecked = newValue!;

              print(\_isChecked);

            });

          },

        ),

      ],

    );

  }

}

//

## Radio

[Radio](https://api.flutter.dev/flutter/material/Radio/Radio.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required T value, required T? groupValue, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<T?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) toggleable = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false})

Creates a Material Design radio button.

*const*

[Radio.adaptive](https://api.flutter.dev/flutter/material/Radio/Radio.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required T value, required T? groupValue, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<T?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) toggleable = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? focusColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) useCupertinoCheckmarkStyle = false})

Creates an adaptive [Radio](https://api.flutter.dev/flutter/material/Radio-class.html) based on whether the target platform is iOS or macOS, following Material design's [Cross-platform guidelines](https://material.io/design/platform-guidance/cross-platform-adaptation.html).

Để sử dụng radio button, bạn cần cung cấp danh sách các tùy chọn và giá trị đang được chọn. Radio button trong danh sách sẽ chỉ có thể chọn một trong các giá trị trong danh sách.

Radio, có hai thuộc tính quan trọng là value và groupValue.

* value: Đây là giá trị duy nhất gán cho mỗi radio button. Khi radio button được chọn (click thay đổi trạng thái) thì value sẽ được gửi đến callback onChanged.
* groupValue: Đây là biến đại diện cho lựa chọn hiện tại của nhóm nút radio, biến này phải được định nghĩa trước để gán vào cho tất cả các radio button trong nhóm.

Nếu groupValue bằng với value của một nút radio nào đó, nút radio đó sẽ được chọn. (Khởi đầu thường groupValue bằng value của 1 radio button nào đó để nút đó ở trạng thái chọn).

Khi click chọn 1 radio button thì hàm callback onChanged sẽ update groupValue = value của chính nó.

Một radio button đã ở trạng thái check: click check lại sẽ ko gọi hàm callback onChanged (vô hiệu)

// Kiẻu String:  Radio<String>

class Radio1 extends StatefulWidget {

  const Radio1({super.key});

  @override

  State<Radio1> createState() => \_Radio1State();

}

class \_Radio1State extends State<Radio1> {

  // định nghĩa biến gán cho groupValue

  String selectedOption = 'Option 1';

  void \_handleRadioValueChange(String value) {

    setState(() {

      selectedOption = value;

      print(selectedOption);

    });

  }

  @override

  Widget build(BuildContext context) {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        RadioListTile<String>(

          // định nghĩa kiểu String

          title: const Text('Option 1'),

          value:

              'Option 1', // value và groupValue phải cùng kiểu với kiểu String đã khai báo ở trên

          groupValue: selectedOption, //

          onChanged: (nValue) {

            \_handleRadioValueChange(nValue!);

          },

        ),

        RadioListTile<String>(

          title: const Text('Option 2'),

          value: 'Option 2',

          groupValue: selectedOption,

          onChanged: (nValue) {

            \_handleRadioValueChange(nValue!);

          },

        ),

        RadioListTile<String>(

          title: const Text('Option 3'),

          value: 'Option 3',

          groupValue: selectedOption,

          onChanged: (nValue) {

            \_handleRadioValueChange(nValue!);

          },

        ),

      ],

    );

  }

}

// Cách khác - Kiểu int

class Radio2 extends StatefulWidget {

  const Radio2({super.key});

  @override

  State<Radio2> createState() => \_Radio2State();

}

class \_Radio2State extends State<Radio2> {

  // định nghĩa biến gán cho groupValue

  int selectedOption = 1;

  void \_handleRadioValueChange(int value) {

    setState(() {

      selectedOption = value;

      print(selectedOption);

    });

  }

  @override

  Widget build(BuildContext context) {

    return Column(

      mainAxisAlignment: MainAxisAlignment.center,

      children: [

        RadioListTile<int>(

          // định nghĩa kiểu int

          title: const Text('Option 1'),

          value:

              1, // value và groupValue phải cùng kiểu với kiểu int đã khai báo ở trên

          groupValue: selectedOption, //

          onChanged: (nValue) {

            \_handleRadioValueChange(nValue!);

          },

        ),

        RadioListTile<int>(

          title: const Text('Option 2'),

          value: 2,

          groupValue: selectedOption,

          onChanged: (nValue) {

            \_handleRadioValueChange(nValue!);

          },

        ),

        RadioListTile<int>(

          title: const Text('Option 3'),

          value: 3,

          groupValue: selectedOption,

          onChanged: (nValue) {

            \_handleRadioValueChange(nValue!);

          },

        ),

      ],

    );

  }

}

// Cách khác - kiểu tự định nghĩa:  Radio<SingingCharacter>

enum SingingCharacter { lafayette, jefferson }

class RadioExample extends StatefulWidget {

  const RadioExample({super.key});

  @override

  State<RadioExample> createState() => \_RadioExampleState();

}

class \_RadioExampleState extends State<RadioExample> {

  // định nghĩa biến gán cho groupValue

  SingingCharacter? \_character = SingingCharacter.lafayette;

  @override

  Widget build(BuildContext context) {

    return Column(

      children: <Widget>[

        ListTile(

          title: const Text('Lafayette'),

          leading: Radio<SingingCharacter>(

            // định nghĩa kiểu SingingCharacter

            // value và groupValue phải cùng kiểu với kiểu SingingCharacter đã khai báo ở trên

            value: SingingCharacter.lafayette,

            groupValue: \_character,

            onChanged: (SingingCharacter? value) {

              setState(() {

                \_character = value;

                print(\_character);

              });

            },

          ),

        ),

        ListTile(

          title: const Text('Thomas Jefferson'),

          leading: Radio<SingingCharacter>(

            value: SingingCharacter.jefferson,

            groupValue: \_character,

            onChanged: (SingingCharacter? value) {

              setState(() {

                \_character = value;

                print(\_character);

              });

            },

          ),

        ),

      ],

    );

  }

}

## RadioListTile

[RadioListTile](https://api.flutter.dev/flutter/material/RadioListTile/RadioListTile.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required T value, required T? groupValue, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<T?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) toggleable = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondary, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [ListTileControlAffinity](https://api.flutter.dev/flutter/material/ListTileControlAffinity.html) controlAffinity = ListTileControlAffinity.platform, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback})

Creates a combination of a list tile and a radio button.

*const*

[RadioListTile.adaptive](https://api.flutter.dev/flutter/material/RadioListTile/RadioListTile.adaptive.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required T value, required T? groupValue, required [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<T?>? onChanged, [MouseCursor](https://api.flutter.dev/flutter/services/MouseCursor-class.html)? mouseCursor, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) toggleable = false, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? activeColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? fillColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? hoverColor, [MaterialStateProperty](https://api.flutter.dev/flutter/material/MaterialStateProperty-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? overlayColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? splashRadius, [MaterialTapTargetSize](https://api.flutter.dev/flutter/material/MaterialTapTargetSize.html)? materialTapTargetSize, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? subtitle, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) isThreeLine = false, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? dense, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondary, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) selected = false, [ListTileControlAffinity](https://api.flutter.dev/flutter/material/ListTileControlAffinity.html) controlAffinity = ListTileControlAffinity.platform, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) autofocus = false, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? tileColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? selectedTileColor, [VisualDensity](https://api.flutter.dev/flutter/material/VisualDensity-class.html)? visualDensity, [FocusNode](https://api.flutter.dev/flutter/widgets/FocusNode-class.html)? focusNode, [ValueChanged](https://api.flutter.dev/flutter/foundation/ValueChanged.html)<[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)>? onFocusChange, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html)? enableFeedback, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) useCupertinoCheckmarkStyle = false})

Creates a combination of a list tile and a platform adaptive radio.

Example 1

// kiểu  RadioListTile<Groceries>

enum Groceries {

  pickles,

  tomato,

  lettuce

} // để gán value cho các RadioListTile

Groceries? \_groceryItem = Groceries.pickles; // để gán cho groupValue

class \_RadioListTile1State extends State<RadioListTile1> {

  @override

  Widget build(BuildContext context) {

    return Column(

      children: <Widget>[

        RadioListTile<Groceries>(

          value: Groceries.pickles,

          groupValue: \_groceryItem,

          onChanged: (Groceries? value) {

            setState(() {

              \_groceryItem = value;

              debugPrint('$\_groceryItem');

            });

          },

          title: const Text('Pickles'),

          subtitle: const Text('Supporting text'),

        ),

        RadioListTile<Groceries>(

          value: Groceries.tomato,

          groupValue: \_groceryItem,

          onChanged: (Groceries? value) {

            setState(() {

              \_groceryItem = value;

              debugPrint('$\_groceryItem');

            });

          },

          title: const Text('Tomato'),

          subtitle: const Text(

              'Longer supporting text to demonstrate how the text wraps and the radio is centered vertically with the text.'),

        ),

        RadioListTile<Groceries>(

          value: Groceries.lettuce,

          groupValue: \_groceryItem,

          onChanged: (Groceries? value) {

            setState(() {

              \_groceryItem = value;

              debugPrint('$\_groceryItem');

            });

          },

          title: const Text('Lettuce'),

          subtitle: const Text(

              "Longer supporting text to demonstrate how the text wraps and how setting 'RadioListTile.isThreeLine = true' aligns the radio to the top vertically with the text."),

          isThreeLine: true,

        ),

      ],

    );

  }

}

Example 2

// kiểu RadioListTile<int>

// map từ list data cho trước

class \_RadioListTileDemoState extends State<RadioListTileDemo> {

  int selectedValue = 1;

  List<int> radioValues = [0, 1, 2];

  List<String> radioSubtitle = [

    "RadioListTile 0",

    "RadioListTile 1",

    "RadioListTile 2"

  ];

  @override

  Widget build(BuildContext context) {

    return Column(

      children: radioValues.map((value) {

        return RadioListTile<int>(

          value: value,

          groupValue: selectedValue,

          title: Text('Option $value'),

          subtitle: Text(radioSubtitle[value]),

          onChanged: (newValue) {

            setState(() {

              selectedValue = newValue!;

              debugPrint('$selectedValue');

            });

          },

        );

      }).toList(),

    );

  }

}

## TextField & TextFormField

Text fields allow users to type text into an app. They are used to build forms, send messages, create search experiences, and more. In this recipe, explore how to create and style text fields.

Flutter provides two text fields: [TextField](https://api.flutter.dev/flutter/material/TextField-class.html) and [TextFormField](https://api.flutter.dev/flutter/material/TextFormField-class.html).

[TextField](https://api.flutter.dev/flutter/material/TextField-class.html) is the most commonly used text input widget.

By default, a TextField is decorated with an underline. You can add a label, icon, inline hint text, and error text by supplying an [InputDecoration](https://api.flutter.dev/flutter/material/InputDecoration-class.html) as the [decoration](https://api.flutter.dev/flutter/material/TextField/decoration.html) property of the TextField. To remove the decoration entirely (including the underline and the space reserved for the label), set the decoration to null.

Example 1

// TextField0 - Retrieve the value of a text field

/// to retrieve the text a user has entered into a text field using the following steps:

// 1- Create a TextEditingController.

// 2- Supply the TextEditingController to a TextField

// Important: Call dispose of the TextEditingController when you’ve finished using it. This ensures that you discard any resources used by the object.

// Lifecycle

// Upon completion of editing, like pressing the "done" button on the keyboard, two actions take place:

// 1st: Editing is finalized. The default behavior of this step includes an invocation of onChanged. That default behavior can be overridden. See onEditingComplete for details.

// 2nd: onSubmitted is invoked with the user's input value.

// onSubmitted can be used to manually move focus to another input widget when a user finishes with the currently focused input widget.

class TextField0 extends StatefulWidget {

  const TextField0({super.key});

  @override

  State<TextField0> createState() => \_TextField0State();

}

class \_TextField0State extends State<TextField0> {

  final TextEditingController \_textEditingController = TextEditingController();

  String \_inputText = "";

  @override

  void dispose() {

    \_textEditingController.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Padding(

      padding: const EdgeInsets.all(16.0),

      child: Column(

        children: <Widget>[

          TextField(

            controller: \_textEditingController,

            decoration: const InputDecoration(labelText: 'Enter text'),

            // The text field calls the onChanged callback whenever the user changes the text in the field.

            onChanged: (text) {

              setState(() {

                \_inputText = text;

              });

            },

          ),

          const SizedBox(height: 20),

          Text('You entered: $\_inputText',

              style: const TextStyle(fontSize: 18)),

          const Padding(

            padding: EdgeInsets.symmetric(horizontal: 8, vertical: 16),

            child: TextField(

              obscureText:

                  true, // Whether to hide the text being edited (e.g., for passwords).

              decoration: InputDecoration(

                border: OutlineInputBorder(),

                labelText: 'Password',

              ),

            ),

          )

        ],

      ),

    );

  }

}

Example 2

// The text field calls the onChanged callback whenever the user changes the text in the field. If the user indicates that they are done typing in the field (e.g., by pressing a button on the soft keyboard), the text field calls the onSubmitted callback.

class TextField1 extends StatefulWidget {

  const TextField1({super.key});

  @override

  State<TextField1> createState() => \_TextField1State();

}

class \_TextField1State extends State<TextField1> {

  final TextEditingController \_controller = TextEditingController();

  final TextEditingController \_controller1 = TextEditingController();

  @override

  void dispose() {

    \_controller.dispose();

    \_controller1.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      body: Center(

        child: Column(

          children: [

            TextField(

              controller: \_controller,

              onSubmitted: (String value) async {

                await showDialog<void>(

                  context: context,

                  builder: (BuildContext context) {

                    return AlertDialog(

                      title: const Text('Thanks!'),

                      content: Text(

                          'You typed "$value", which has length ${value.characters.length}.'),

                      actions: <Widget>[

                        TextButton(

                          onPressed: () {

                            Navigator.pop(context);

                          },

                          child: const Text('OK'),

                        ),

                      ],

                    );

                  },

                );

              },

            ),

            TextField(

              controller: \_controller1,

              onEditingComplete: () async {

                await showDialog<void>(

                  context: context,

                  builder: (BuildContext context) {

                    return AlertDialog(

                      title: const Text('Thanks!'),

                      content: Text(

                          'You typed "${\_controller1.text}", which has length ${\_controller1.text.characters.length}.'),

                      actions: <Widget>[

                        TextButton(

                          onPressed: () {

                            Navigator.pop(context);

                          },

                          child: const Text('OK'),

                        ),

                      ],

                    );

                  },

                );

              },

            ),

          ],

        ),

      ),

    );

  }

}

[TextFormField](https://api.flutter.dev/flutter/material/TextFormField-class.html) wraps a TextField and integrates it with the enclosing [Form](https://api.flutter.dev/flutter/widgets/Form-class.html). This provides additional functionality, such as validation and integration with other [FormField](https://api.flutter.dev/flutter/widgets/FormField-class.html) widgets.

// Home1 - demo basic

class Home1 extends StatelessWidget {

  const Home1({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('My TextField - TextFormField'),

      ),

      body: Column(

        crossAxisAlignment: CrossAxisAlignment.start,

        children: <Widget>[

          const Padding(

            padding: EdgeInsets.symmetric(horizontal: 8, vertical: 16),

            child: TextField(

              decoration: InputDecoration(

                border: OutlineInputBorder(),

                labelText: "My TextField",

                hintText: 'Enter a search term',

              ),

            ),

          ),

          Padding(

            padding: const EdgeInsets.symmetric(horizontal: 8, vertical: 16),

            child: TextFormField(

              decoration: const InputDecoration(

                border: UnderlineInputBorder(),

                labelText: 'My TextFormField',

              ),

            ),

          ),

          const Padding(

            padding: EdgeInsets.symmetric(horizontal: 8, vertical: 16),

            child: TextField(

              obscureText:

                  true, // Whether to hide the text being edited (e.g., for passwords).

              decoration: InputDecoration(

                border: OutlineInputBorder(),

                labelText: 'Password',

              ),

            ),

          )

        ],

      ),

    );

  }

}

// Home2 - Retrieve the value of a text field

/// to retrieve the text a user has entered into a text field using the following steps:

// 1- Create a TextEditingController.

// 2- Supply the TextEditingController to a TextField

// Important: Call dispose of the TextEditingController when you’ve finished using it. This ensures that you discard any resources used by the object.

class Home2 extends StatefulWidget {

  const Home2({super.key});

  @override

  State<Home2> createState() => \_Home2State();

}

class \_Home2State extends State<Home2> {

  // Create a text controller and use it to retrieve the current value

  // of the TextField.

  final myController = TextEditingController();

  @override

  void dispose() {

    // Clean up the controller when the widget is disposed.

    myController.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Retrieve Text Input'),

      ),

      body: Padding(

        padding: const EdgeInsets.all(16),

        child: TextField(

          controller: myController,

          decoration: const InputDecoration(

            border: OutlineInputBorder(),

            labelText: 'Retrieve Text Input',

          ),

        ),

      ),

      floatingActionButton: FloatingActionButton(

        // When the user presses the button, show an alert dialog containing

        // the text that the user has entered into the text field.

        onPressed: () {

          if (myController.text.isNotEmpty) {

            showDialog(

              context: context,

              builder: (context) {

                return AlertDialog(

                  // Retrieve the text the that user has entered by using the

                  // TextEditingController.

                  content: Text(myController.text),

                );

              },

            );

          }

        },

        tooltip: 'Show value input!',

        child: const Icon(Icons.ac\_unit),

      ),

    );

  }

}

// Home3 - Handle changes to a text field

/// How do you run a callback function every time the text changes? With Flutter, you have two options:

// 1- Supply an onChanged() callback to a TextField or a TextFormField.

// 2- Use a TextEditingController.

class Home3 extends StatefulWidget {

  const Home3({super.key});

  @override

  State<Home3> createState() => \_Home3State();

}

class \_Home3State extends State<Home3> {

  // Create a text controller and use it to retrieve the current value

  // of the TextField.

  final myController = TextEditingController();

// Listen to the TextEditingController and call the \_printLatestValue() method when the text changes. Use the addListener() method for this purpose.

// Begin listening for changes when the \_Home3State class is initialized, and stop listening when the \_MyCustomFormState is disposed.

  @override

  void initState() {

    super.initState();

    // Start listening to changes.

    myController.addListener(\_printLatestValue);

  }

  @override

  void dispose() {

    // Clean up the controller when the widget is removed from the widget tree.

    // This also removes the \_printLatestValue listener.

    myController.dispose();

    super.dispose();

  }

  void \_printLatestValue() {

    final text = myController.text;

    debugPrint('Second text field: $text (${text.characters.length})');

    st2 = text;

    setState(() {}); // update UI

  }

  String st = '';

  String st2 = '';

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Retrieve Text Input'),

      ),

      body: Padding(

        padding: const EdgeInsets.all(16),

        child: Column(

          children: [

            // TextField uses onChanged

            TextField(

              decoration: const InputDecoration(

                border: OutlineInputBorder(),

                labelText: 'TextField with onChanged',

              ),

              onChanged: (text) {

                st = text;

                debugPrint(

                    'First text field: $text (${text.characters.length})');

                setState(() {}); // update UI

              },

            ),

            const SizedBox(

              height: 20,

            ),

            // TextFormField uses myController.addListener

            TextFormField(

              decoration: const InputDecoration(

                border: OutlineInputBorder(),

                labelText: 'TextFormField with myController.addListener',

              ),

              controller: myController,

            ),

            const Divider(

              height: 20,

            ),

            Text('TextField: $st'),

            Text('TextFormField: $st2'),

          ],

        ),

      ),

    );

  }

}

// Home4 - Focus and text fields (default switching focus with Tab key)

// - To give focus to a text field as soon as it’s visible, use the autofocus property.

// - Focus a text field when a button is tapped, following steps:

// 1- Create a FocusNode.

// 2- Pass the FocusNode to a TextField.

// 3- Give focus to the TextField when a button is tapped.

class Home4 extends StatefulWidget {

  const Home4({super.key});

  @override

  State<Home4> createState() => \_Home4State();

}

// Define a corresponding State class.

// This class holds data related to the form.

class \_Home4State extends State<Home4> {

  // Define the focus node. To manage the lifecycle, create the FocusNode in

  // the initState method, and clean it up in the dispose method.

  late FocusNode myFocusNode;

  @override

  void initState() {

    super.initState();

    myFocusNode = FocusNode();

  }

  @override

  void dispose() {

    // Clean up the focus node when the Form is disposed.

    myFocusNode.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Text Field Focus'),

      ),

      body: Padding(

        padding: const EdgeInsets.all(16),

        child: Column(

          children: [

            // The first text field is focused on as soon as the app starts.

            const TextField(

              autofocus: true,

            ),

            // The second text field is focused on when a user taps the

            // FloatingActionButton.

            TextField(

              focusNode: myFocusNode,

            ),

          ],

        ),

      ),

      floatingActionButton: FloatingActionButton(

        // When the button is pressed,

        // give focus to the text field using myFocusNode.

        onPressed: () => myFocusNode.requestFocus(),

        tooltip: 'Focus Second Text Field',

        child: const Icon(Icons.edit),

      ), // This trailing comma makes auto-formatting nicer for build methods.

    );

  }

}

// Home5 -  toggle the focus between the two text fields

class Home5 extends StatefulWidget {

  const Home5({super.key});

  @override

  State<Home5> createState() => \_Home5State();

}

class \_Home5State extends State<Home5> {

  // Define the focus node. To manage the lifecycle, create the FocusNode for each TextField

  late FocusNode firstFocusNode;

  late FocusNode secondFocusNode;

  @override

  void initState() {

    super.initState();

    firstFocusNode = FocusNode();

    secondFocusNode = FocusNode();

  }

  @override

  void dispose() {

    firstFocusNode.dispose();

    secondFocusNode.dispose();

    super.dispose();

  }

  bool isSecondTextFieldFocused = false;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Text Field Toggle Focus'),

      ),

      body: Padding(

        padding: const EdgeInsets.all(16),

        child: Column(

          children: [

            // The first text field is focused on as soon as the app starts.

            TextField(

              autofocus: true,

              focusNode: firstFocusNode, // set focusNode

            ),

            // The second text field is focused on when a user taps the FloatingActionButton.

            TextField(

              focusNode: secondFocusNode, // set focusNode

            ),

          ],

        ),

      ),

      floatingActionButton: FloatingActionButton(

        onPressed: () {

          setState(() {

            isSecondTextFieldFocused =

                !isSecondTextFieldFocused; // switch value of isSecondTextFieldFocused

          });

          // request focus base on isSecondTextFieldFocused

          if (isSecondTextFieldFocused) {

            FocusScope.of(context).requestFocus(secondFocusNode);

          } else {

            FocusScope.of(context).requestFocus(firstFocusNode);

          }

        },

        tooltip: 'Toggle Focus Between Text Fields',

        child: const Icon(Icons.edit),

      ),

    );

  }

}

## **showTimePicker function**

Shows a dialog containing a Material Design time picker.

The returned Future resolves to the time selected by the user when the user closes the dialog. If the user cancels the dialog, null is returned.

// Home1 - showTimePicker basic

class Home1 extends StatefulWidget {

  const Home1({super.key});

  @override

  State<Home1> createState() => \_Home1State();

}

class \_Home1State extends State<Home1> {

  TimeOfDay? selectedTime;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Show Time Picker'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ElevatedButton(

              onPressed: () async {

                final TimeOfDay? time = await showTimePicker(

                  context: context,

                  // helpText: 'Time of the day', // Default 'SELECT TIME' - label displayed at the top of the dialog (title)

                  confirmText: 'Get Time', // Default 'OK'

                  cancelText: 'Close', // Default 'Cancel'

                  hourLabelText:

                      'Giờ', // Default 'Hour' - in TimePickerEntryMode.input

                  minuteLabelText:

                      'Phút', // Default 'Minute' - TimePickerEntryMode.input

                  initialTime: TimeOfDay.now(),

                  // initialTime: const TimeOfDay(hour: 10, minute: 47),

                );

                setState(() {

                  // update UI with selectedTime

                  selectedTime = time;

                });

              },

              child: const Text('Show Time Picker'),

            ),

            if (selectedTime != null)

              Text('Selected time: ${selectedTime!.format(context)}'),

          ],

        ),

      ),

    );

  }

}

// Home1 - showTimePicker basic

class Home1 extends StatefulWidget {

  const Home1({super.key});

  @override

  State<Home1> createState() => \_Home1State();

}

class \_Home1State extends State<Home1> {

  TimeOfDay? selectedTime;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Show Time Picker'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ElevatedButton(

              onPressed: () async {

                final TimeOfDay? time = await showTimePicker(

                  context: context,

                  // helpText: 'Time of the day', // Default 'SELECT TIME' - label displayed at the top of the dialog (title)

                  confirmText: 'Get Time', // Default 'OK'

                  cancelText: 'Close', // Default 'Cancel'

                  hourLabelText:

                      'Giờ', // Default 'Hour' - in TimePickerEntryMode.input

                  minuteLabelText:

                      'Phút', // Default 'Minute' - TimePickerEntryMode.input

                  initialTime: TimeOfDay.now(),

                  // initialTime: const TimeOfDay(hour: 10, minute: 47),

                );

                setState(() {

                  // update UI with selectedTime

                  selectedTime = time;

                });

              },

              child: const Text('Show Time Picker'),

            ),

            if (selectedTime != null)

              Text('Selected time: ${selectedTime!.format(context)}'),

          ],

        ),

      ),

    );

  }

}

//--------------------------------------------------------------------

// Home1a - showTimePicker - set limit time range selected

// https://pub.dev/packages/time\_range\_picker

class Home1a extends StatefulWidget {

  const Home1a({super.key});

  @override

  State<Home1a> createState() => \_Home1aState();

}

class \_Home1aState extends State<Home1a> {

  TimeOfDay? selectedTime;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Show Time Picker 1a'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ElevatedButton(

              onPressed: () async {

                final TimeOfDay? time = await showTimePicker(

                  context: context,

                  initialTime: TimeOfDay.now(),

                  // initialTime: const TimeOfDay(hour: 10, minute: 47),

                  // anchorPoint: Offset.fromDirection(100), // chưa có tác dụng

                );

                setState(() {

                  // update UI with selectedTime

                  selectedTime = time;

                });

              },

              child: const Text('Show Time Picker'),

            ),

            if (selectedTime != null)

              Text('Selected time: ${selectedTime!.format(context)}'),

          ],

        ),

      ),

    );

  }

}

// Home1a - showTimePicker - set limit time range selected

// https://pub.dev/packages/time\_range\_picker

class Home1a extends StatefulWidget {

  const Home1a({super.key});

  @override

  State<Home1a> createState() => \_Home1aState();

}

class \_Home1aState extends State<Home1a> {

  TimeOfDay? selectedTime;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Show Time Picker 1a'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ElevatedButton(

              onPressed: () async {

                final TimeOfDay? time = await showTimePicker(

                  context: context,

                  initialTime: TimeOfDay.now(),

                  // initialTime: const TimeOfDay(hour: 10, minute: 47),

                  // anchorPoint: Offset.fromDirection(100), // chưa có tác dụng

                );

                setState(() {

                  // update UI with selectedTime

                  selectedTime = time;

                });

              },

              child: const Text('Show Time Picker'),

            ),

            if (selectedTime != null)

              Text('Selected time: ${selectedTime!.format(context)}'),

          ],

        ),

      ),

    );

  }

}

//--------------------------------------------------

// Home1A - showTimePicker with multi option

class Home1A extends StatefulWidget {

  const Home1A({super.key});

  @override

  State<Home1A> createState() => \_Home1AState();

}

class \_Home1AState extends State<Home1A> {

  ThemeMode themeMode = ThemeMode.dark;

  bool useMaterial3 = true;

  void setThemeMode(ThemeMode mode) {

    setState(() {

      themeMode = mode;

    });

  }

// switch between useMaterial3 or useMaterial2

  void setUseMaterial3(bool? value) {

    setState(() {

      useMaterial3 = value!;

    });

  }

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      theme: ThemeData.light(useMaterial3: useMaterial3),

      darkTheme: ThemeData.dark(useMaterial3: useMaterial3),

      themeMode: themeMode,

      home: TimePickerOptions(

        // TimePickerOptions defined below

        themeMode: themeMode,

        useMaterial3: useMaterial3,

        setThemeMode: setThemeMode,

        setUseMaterial3: setUseMaterial3,

      ),

    );

  }

}

class TimePickerOptions extends StatefulWidget {

  const TimePickerOptions({

    super.key,

    required this.themeMode,

    required this.useMaterial3,

    required this.setThemeMode,

    required this.setUseMaterial3,

  });

  final ThemeMode themeMode;

  final bool useMaterial3;

  final ValueChanged<ThemeMode> setThemeMode;

  final ValueChanged<bool?> setUseMaterial3;

  @override

  State<TimePickerOptions> createState() => \_TimePickerOptionsState();

}

class \_TimePickerOptionsState extends State<TimePickerOptions> {

  // Properties of showTimePicker

  // Allow the user to select, save the value for set to showTimePicker

  TimeOfDay? selectedTime;

  TimePickerEntryMode entryMode = TimePickerEntryMode.dial;

  Orientation? orientation;

  TextDirection textDirection = TextDirection.rtl;

  MaterialTapTargetSize tapTargetSize = MaterialTapTargetSize.padded;

  bool use24HourTime = false;

// switch between clock dial or text input

  void \_entryModeChanged(TimePickerEntryMode? value) {

    if (value != entryMode) {

      setState(() {

        entryMode = value!;

      });

    }

  }

// switch between portrait, landscape or from MediaQuery

  void \_orientationChanged(Orientation? value) {

    if (value != orientation) {

      setState(() {

        orientation = value;

      });

    }

  }

  void \_textDirectionChanged(TextDirection? value) {

    if (value != textDirection) {

      setState(() {

        textDirection = value!;

      });

    }

  }

  void \_tapTargetSizeChanged(MaterialTapTargetSize? value) {

    if (value != tapTargetSize) {

      setState(() {

        tapTargetSize = value!;

      });

    }

  }

// switch between 12H or 24H

  void \_use24HourTimeChanged(bool? value) {

    if (value != use24HourTime) {

      setState(() {

        use24HourTime = value!;

      });

    }

  }

  void \_themeModeChanged(ThemeMode? value) {

    widget.setThemeMode(value!);

  }

  @override

  Widget build(BuildContext context) {

    return Material(

      child: Column(

        children: <Widget>[

          Expanded(

            child: GridView(

              gridDelegate: SliverGridDelegateWithMaxCrossAxisExtent(

                maxCrossAxisExtent: 350,

                mainAxisSpacing: 4,

                mainAxisExtent: 200 \* MediaQuery.textScaleFactorOf(context),

                crossAxisSpacing: 4,

              ),

              children: <Widget>[

                EnumCard<TimePickerEntryMode>(

                  choices: TimePickerEntryMode

                      .values, // list the values of TimePickerEntryMode

                  value:

                      entryMode, // default option when loading time (defined above),

                  onChanged:

                      \_entryModeChanged, // // switch between clock dial or text input

                ),

                EnumCard<ThemeMode>(

                  choices: ThemeMode.values, // list the values of ThemeMode

                  value: widget

                      .themeMode, // default option when loading time (defined above),

                  onChanged: \_themeModeChanged,

                ),

                EnumCard<TextDirection>(

                  choices: TextDirection.values,

                  value: textDirection,

                  onChanged: \_textDirectionChanged,

                ),

                EnumCard<MaterialTapTargetSize>(

                  choices: MaterialTapTargetSize

                      .values, // list the values of MaterialTapTargetSize

                  value: tapTargetSize,

                  onChanged: \_tapTargetSizeChanged,

                ),

                ChoiceCard<Orientation?>(

                  // Orientation enum - Whether in portrait or landscape.

                  choices: const <Orientation?>[...Orientation.values, null],

                  value: orientation,

                  title: '$Orientation',

                  choiceLabels: <Orientation?, String>{

                    for (final Orientation choice in Orientation.values)

                      choice: choice.name,

                    null: 'from MediaQuery',

                  },

                  onChanged: \_orientationChanged,

                ),

                ChoiceCard<bool>(

                  choices: const <bool>[false, true],

                  value: use24HourTime,

                  onChanged: \_use24HourTimeChanged, // switch between 12H or 24H

                  title: 'Time Mode',

                  choiceLabels: const <bool, String>{

                    false: '12-hour am/pm time',

                    true: '24-hour time',

                  },

                ),

                ChoiceCard<bool>(

                  choices: const <bool>[false, true],

                  value: widget.useMaterial3,

                  onChanged: widget

                      .setUseMaterial3, // // switch between useMaterial3 or useMaterial2

                  title: 'Material Version',

                  choiceLabels: const <bool, String>{

                    false: 'Material 2',

                    true: 'Material 3',

                  },

                ),

              ],

            ),

          ),

          // Button 'Open time picker' and show selectedTime

          SingleChildScrollView(

            scrollDirection: Axis.horizontal,

            child: Row(

              mainAxisAlignment: MainAxisAlignment.center,

              children: <Widget>[

                Padding(

                  padding: const EdgeInsets.all(12.0),

                  child: ElevatedButton(

                    child: const Text('Open time picker'),

                    onPressed: () async {

                      final TimeOfDay? time = await showTimePicker(

                        // TimeOfDay? time return value selected on showTimePicker

                        context: context,

                        initialTime:

                            selectedTime ?? TimeOfDay.now(), // time initial

                        initialEntryMode:

                            entryMode, // initialEntryMode parameter can be used to determine the initial time entry selection of the picker (either a clock dial or text input).

                        orientation: orientation,

                        builder: (BuildContext context, Widget? child) {

                          // We just wrap these environmental changes around the

                          // child in this builder so that we can apply the

                          // options selected above. In regular usage, this is

                          // rarely necessary, because the default values are

                          // usually used as-is.

                          return Theme(

                            // theme of showTimePicker

                            data: Theme.of(context).copyWith(

                              materialTapTargetSize:

                                  tapTargetSize, // padding or shrinkWrap

                            ),

                            child: Directionality(

                              // Directionality - Creates a widget that determines the directionality of text and text-direction-sensitive render objects.

                              textDirection: textDirection,

                              child: MediaQuery(

                                data: MediaQuery.of(context).copyWith(

                                  alwaysUse24HourFormat:

                                      use24HourTime, // true or false

                                ),

                                child: child!,

                              ),

                            ),

                          );

                        },

                      );

                      setState(() {

                        // update UI with selectedTime

                        selectedTime = time;

                      });

                    },

                  ),

                ),

                if (selectedTime != null)

                  Text('Selected time: ${selectedTime!.format(context)}'),

              ],

            ),

          ),

        ],

      ),

    );

  }

}

// This is a simple card that presents a set of radio buttons (inside of a

// RadioSelection, defined below) for the user to select from.

// EnumCard or ChoiceCard show on screen.

// EnumCard return ChoiceCard

// RadioSelection is the child of ChoiceCard

class ChoiceCard<T extends Object?> extends StatelessWidget {

  const ChoiceCard({

    super.key,

    required this.value,

    required this.choices,

    required this.onChanged,

    required this.choiceLabels,

    required this.title,

  });

  final T value;

  final Iterable<T> choices;

  final Map<T, String> choiceLabels;

  final String title;

  final ValueChanged<T?> onChanged;

  @override

  Widget build(BuildContext context) {

    return Card(

      // If the card gets too small, let it scroll both directions.

      child: SingleChildScrollView(

        child: SingleChildScrollView(

          scrollDirection: Axis.horizontal,

          child: Padding(

            padding: const EdgeInsets.all(8.0),

            child: Column(

              crossAxisAlignment: CrossAxisAlignment.start,

              children: <Widget>[

                Padding(

                  padding: const EdgeInsets.all(8.0),

                  child: Text(title),

                ),

                for (final T choice in choices)

                  RadioSelection<T>(

                    // RadioSelection defined below

                    value: choice,

                    groupValue: value,

                    onChanged: onChanged,

                    child: Text(choiceLabels[choice]!),

                  ),

              ],

            ),

          ),

        ),

      ),

    );

  }

}

// This aggregates a ChoiceCard so that it presents a set of radio buttons for

// the allowed enum values for the user to select from.

// EnumCard return ChoiceCard (defined above)

class EnumCard<T extends Enum> extends StatelessWidget {

  const EnumCard({

    super.key,

    required this.value,

    required this.choices,

    required this.onChanged,

  });

  final T value;

  final Iterable<T> choices;

  final ValueChanged<T?> onChanged;

  @override

  Widget build(BuildContext context) {

    return ChoiceCard<T>(

        value: value,

        choices: choices,

        onChanged: onChanged,

        choiceLabels: <T, String>{

          for (final T choice in choices) choice: choice.name,

        },

        title: value.runtimeType.toString());

  }

}

// A button that has a radio button on one side and a label child. Tapping on

// the label or the radio button selects the item.

class RadioSelection<T extends Object?> extends StatefulWidget {

  const RadioSelection({

    super.key,

    required this.value,

    required this.groupValue,

    required this.onChanged,

    required this.child,

  });

  final T value;

  final T? groupValue;

  final ValueChanged<T?> onChanged;

  final Widget child;

  @override

  State<RadioSelection<T>> createState() => \_RadioSelectionState<T>();

}

class \_RadioSelectionState<T extends Object?> extends State<RadioSelection<T>> {

  @override

  Widget build(BuildContext context) {

    return Row(

      mainAxisSize: MainAxisSize.min,

      children: <Widget>[

        Padding(

          padding: const EdgeInsetsDirectional.only(end: 8),

          child: Radio<T>(

            groupValue: widget.groupValue,

            value: widget.value,

            onChanged: widget.onChanged,

          ),

        ),

        GestureDetector(

            onTap: () => widget.onChanged(widget.value), child: widget.child),

// GestureDetector: This is a widget that detects gestures, like taps, swipes, and more.

// onTap: () => widget.onChanged(widget.value): This is the callback that is executed when a tap gesture is detected on the widget wrapped by GestureDetector. It calls the onChanged callback provided as a parameter to the RadioSelection widget with the widget.value as an argument. This effectively triggers the change associated with the selected value.

// child: widget.child: This is the child widget inside the GestureDetector and typically represents the label or content that the user can tap on.

// In summary, this command allows users to select an option by tapping either the label or the radio button, and it updates the selected value based on the user's interaction.

      ],

    );

  }

}

//

## **showDatePicker function**

Shows a dialog containing a Material Design date picker.

The returned [Future](https://api.flutter.dev/flutter/dart-async/Future-class.html) resolves to the date selected by the user when the user confirms the dialog. If the user cancels the dialog, null is returned.

// Home2 - showDatePicker - basic

class Home2 extends StatefulWidget {

  const Home2({super.key});

  @override

  State<Home2> createState() => \_Home2State();

}

class \_Home2State extends State<Home2> {

  DateTime selectedDate = DateTime.now();

  Future<void> \_selectDate(BuildContext context) async {

    final DateTime? picked = await showDatePicker(

      context: context,

      initialDate: selectedDate, // initial date

      firstDate: DateTime(2000), // min date

      lastDate: DateTime(2050), // max date

      // initialDatePickerMode: DatePickerMode.year, // set select day or year first, default is day

    );

    if (picked != selectedDate && picked != null) {

      setState(() {

        selectedDate = picked;

      });

    }

  }

  @override

  Widget build(BuildContext context) {

    // Parse the format  "yyyy-mm-dd" to "dd-mm-yyyy"

    String formattedDate = formatDate("${selectedDate.toLocal()}".split(' ')[

        0]); // "${selectedDate.toLocal()}".split(' ')[0] return "2023-10-27 14:30:00" is array 2 element, and return first element is "2023-10-27"

    return Scaffold(

      appBar: AppBar(

        title: const Text('Date Picker Example'),

      ),

      body: Center(

        child: Column(

          mainAxisSize: MainAxisSize.min,

          children: <Widget>[

            Text(

              formattedDate,

              style: const TextStyle(fontSize: 40, fontWeight: FontWeight.bold),

            ),

            const SizedBox(

              height: 20.0,

            ),

            ElevatedButton(

              onPressed: () => \_selectDate(context), // Refer step 3

              child: const Text('Select date'),

            ),

          ],

        ),

      ),

    );

  }

}

// Parse the format  "yyyy-mm-dd" to "dd-mm-yyyy"

String formatDate(String inputDate) {

  // Parse the inputDate in "yyyy-mm-dd" format to a DateTime object

  DateTime date = DateTime.parse(inputDate);

  // Format the DateTime object as a string in "dd-mm-yyyy" format

  String formattedDate =

      "${date.day.toString().padLeft(2, '0')}-${date.month.toString().padLeft(2, '0')}-${date.year.toString()}";

  return formattedDate;

}

// Home2A - showDatePicker - limit the number of days selected (include ipput mode) with firstDate and lastDate

class Home2A extends StatefulWidget {

  const Home2A({super.key});

  @override

  State<Home2A> createState() => \_Home2AState();

}

class \_Home2AState extends State<Home2A> {

  DateTime selectedDate = DateTime.now();

  Future<void> \_selectDate(BuildContext context) async {

    final DateTime currentDate = DateTime.now();

    final DateTime lastAllowedDate = currentDate.add(const Duration(

        days: 30)); // Limit selection to 30 days from the current date

    final DateTime? picked = await showDatePicker(

      context: context,

      initialDate: selectedDate, // initial date

      firstDate: currentDate, // min date

      lastDate: lastAllowedDate, // max date

    );

    if (picked != selectedDate && picked != null) {

      setState(() {

        selectedDate = picked;

      });

    }

  }

  @override

  Widget build(BuildContext context) {

    // Parse the format  "yyyy-mm-dd" to "dd-mm-yyyy"

    String formattedDate = formatDate("${selectedDate.toLocal()}".split(' ')[

        0]); // "${selectedDate.toLocal()}".split(' ')[0] return "2023-10-27 14:30:00" is array 2 element, and return first element is "2023-10-27"

    return Scaffold(

      appBar: AppBar(

        title: const Text('Date Picker Example 2A'),

      ),

      body: Center(

        child: Column(

          mainAxisSize: MainAxisSize.min,

          children: <Widget>[

            Text(

              formattedDate,

              style: const TextStyle(fontSize: 40, fontWeight: FontWeight.bold),

            ),

            const SizedBox(

              height: 20.0,

            ),

            ElevatedButton(

              onPressed: () => \_selectDate(context), // Refer step 3

              child: const Text('Select date'),

            ),

          ],

        ),

      ),

    );

  }

}

//-----------------------------------------------------------

// Home2A1 - showDatePicker - selectableDayPredicate: limit the number of days selected with set range day with condition predicates

class Home2A1 extends StatefulWidget {

  const Home2A1({super.key});

  @override

  State<Home2A1> createState() => \_Home2A1State();

}

class \_Home2A1State extends State<Home2A1> {

  DateTime selectedDate = DateTime.now();

  bool \_decideWhichDayToEnable(DateTime day) {

    // range is after now - 3 day(include now day) and before now + 10 day(not include now day)

    if ((day.isAfter(DateTime.now().subtract(const Duration(days: 3))) &&

        day.isBefore(DateTime.now().add(const Duration(days: 10))))) {

      return true;

    }

    return false;

  }

  Future<void> \_selectDate(BuildContext context) async {

    // final DateTime currentDate = DateTime.now();

    final DateTime? picked = await showDatePicker(

      context: context,

      initialDate: selectedDate, // initial date

      firstDate: DateTime(2023), // min date

      lastDate: DateTime(2024), // max date

      selectableDayPredicate: (day) => \_decideWhichDayToEnable(

          day), // set range day with condition predicates

    );

    if (picked != selectedDate && picked != null) {

      setState(() {

        selectedDate = picked;

      });

    }

  }

  @override

  Widget build(BuildContext context) {

    // Parse the format  "yyyy-mm-dd" to "dd-mm-yyyy"

    String formattedDate = formatDate("${selectedDate.toLocal()}".split(' ')[

        0]); // "${selectedDate.toLocal()}".split(' ')[0] return "2023-10-27 14:30:00" is array 2 element, and return first element is "2023-10-27"

    return Scaffold(

      appBar: AppBar(

        title: const Text('Date Picker Example 2A1 - selectableDayPredicate'),

      ),

      body: Center(

        child: Column(

          mainAxisSize: MainAxisSize.min,

          children: <Widget>[

            Text(

              formattedDate,

              style: const TextStyle(fontSize: 40, fontWeight: FontWeight.bold),

            ),

            const SizedBox(

              height: 20.0,

            ),

            ElevatedButton(

              onPressed: () => \_selectDate(context), // Refer step 3

              child: const Text('Select date'),

            ),

          ],

        ),

      ),

    );

  }

}

## **showDateRangePicker function**

Shows a full screen modal dialog containing a Material Design date range picker.

The returned [Future](https://api.flutter.dev/flutter/dart-async/Future-class.html) resolves to the [DateTimeRange](https://api.flutter.dev/flutter/material/DateTimeRange-class.html) selected by the user when the user saves their selection. If the user cancels the dialog, null is returned.

// Home3 - To demonstrate the `showDateRangePicker` widget in Flutter, you can create a simple Flutter app that allows the user to select a date range. Here's a basic example:

class Home3 extends StatefulWidget {

  const Home3({super.key});

  @override

  State<Home3> createState() => \_Home3State();

}

class \_Home3State extends State<Home3> {

  // The range includes the [start] and [end] dates. The [start] and [end] dates may be equal to indicate a date range of a single day. The [start] date must not be after the [end] date.

  DateTimeRange? selectedDateRange; //

  Future<void> \_selectDateRange(BuildContext context) async {

    final DateTimeRange? picked = await showDateRangePicker(

      context: context,

      initialDateRange: DateTimeRange(

          start: DateTime.now(),

          end: DateTime.now().add(const Duration(days: 7))),

      firstDate: DateTime.now(),

      lastDate: DateTime(2024),

    );

    if (picked != null) {

      setState(() {

        selectedDateRange = picked;

      });

    }

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Date Range Picker Example'),

      ),

      body: Center(

        child: Column(

          mainAxisSize: MainAxisSize.min,

          children: <Widget>[

            Text(

              selectedDateRange != null

                  ? 'Selected Range: ${selectedDateRange!.start} - ${selectedDateRange!.end}'

                  : 'No range selected',

              style: const TextStyle(fontSize: 20),

            ),

            const SizedBox(height: 20.0),

            ElevatedButton(

              onPressed: () => \_selectDateRange(context),

              child: const Text('Select Date Range'),

            ),

          ],

        ),

      ),

    );

  }

}

## **Time Range Picker**

## <https://pub.dev/packages/time_range_picker>

import 'package:flutter/foundation.dart';

import 'package:flutter/material.dart';

import 'package:time\_range\_picker/time\_range\_picker.dart';

import 'package:flutter/cupertino.dart';

class MyTimeRangePicker extends StatelessWidget {

  const MyTimeRangePicker({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      theme: ThemeData(

        primarySwatch: Colors.blue,

      ),

      home: const TimeRangePicker2A(),

    );

  }

}

/// https://pub.dev/packages/time\_range\_picker

/// Xem diến giải các tham số tại link trang chủ trên luôn

/// Demo 01

class TimeRangePicker1 extends StatelessWidget {

  const TimeRangePicker1({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        backgroundColor: Colors.blueGrey,

        body: Center(

          child: ElevatedButton(

            onPressed: () async {

              TimeRange? result = await showTimeRangePicker(

                context: context,

              );

              // Kiểm tra xem người dùng đã chọn thời gian hay không

              if (result != null) {

                debugPrint("Selected time range: $result");

              } else {

                // Người dùng đã nhấn nút "Close" hoặc hủy bỏ, không chọn thời gian nào

                debugPrint("No time range selected");

              }

            },

            child: const Text("Open Time Range Picker"),

          ),

        ));

  }

}

/// Demo 02

class TimeRangePicker2 extends StatefulWidget {

  const TimeRangePicker2({super.key});

  @override

  State<TimeRangePicker2> createState() => \_TimeRangePicker2State();

}

class \_TimeRangePicker2State extends State<TimeRangePicker2> {

  TimeRange? result;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        backgroundColor: Colors.blueGrey,

        body: Center(

            child:

                Column(mainAxisAlignment: MainAxisAlignment.center, children: [

          ElevatedButton(

            onPressed: () async {

              TimeRange? kq = await showTimeRangePicker(

                start: const TimeOfDay(hour: 8, minute: 0),

                end: const TimeOfDay(hour: 17, minute: 0),

                // disabledTime ko cho phép chọn TimeRange đi xuyên qua nó. Vd: disabledTime từ 12h đến 13h thì ko thể chọn TimeRange với startTime trước 12h và endTime sau 13h

                disabledTime: TimeRange(

                    startTime: const TimeOfDay(hour: 12, minute: 0),

                    endTime: const TimeOfDay(hour: 13, minute: 0)),

                context: context,

              );

              // Kiểm tra xem người dùng đã chọn thời gian hay không

              if (kq != null) {

                setState(() {

                  result = kq;

                });

              }

            },

            child: const Text("Open Time Range Picker"),

          ),

          const SizedBox(height: 20.0),

          Text(

            result != null ? 'Selected Range: $result' : 'No range selected',

            style: const TextStyle(fontSize: 20),

          ),

        ])));

  }

}

/// Demo 2A - Set ticks: 12 & labels xoay theo độ clockRotation(labels sẽ luôn phù hợp với mốc 0h)

class TimeRangePicker2A extends StatefulWidget {

  const TimeRangePicker2A({super.key});

  @override

  State<TimeRangePicker2A> createState() => \_TimeRangePicker2AState();

}

class \_TimeRangePicker2AState extends State<TimeRangePicker2A> {

  TimeRange? result;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        backgroundColor: Colors.blueGrey,

        body: Center(

            child:

                Column(mainAxisAlignment: MainAxisAlignment.center, children: [

          ElevatedButton(

            onPressed: () async {

              TimeRange? kq = await showTimeRangePicker(

                start: const TimeOfDay(hour: 8, minute: 0),

                end: const TimeOfDay(hour: 17, minute: 0),

                // disabledTime ko cho phép chọn TimeRange đi xuyên qua nó. Vd: disabledTime từ 12h đến 13h thì ko thể chọn TimeRange với startTime trước 12h và endTime sau 13h

                // disabledTime: TimeRange(

                //     startTime: const TimeOfDay(hour: 12, minute: 0),

                //     endTime: const TimeOfDay(hour: 13, minute: 0)),

                // clockRotation:0(default) - labels list sẽ map với ticks: labels list từ trên xuống, ticks 0h đầu tiên tại đáy đồng hồ.

                // clockRotation:180 - ticks 0h đầu tiên xoay lên đỉnh đồng hồ

                clockRotation: 180,

                ticks: 12,

                ticksColor: Colors.green,

                ticksLength: 20,

                ticksOffset: 5,

                labels: [

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 0, minute: 0), text: "0h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 3, minute: 0), text: "3h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 6, minute: 0), text: "6h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 9, minute: 0), text: "9h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 12, minute: 0), text: "12h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 15, minute: 0), text: "15h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 18, minute: 0), text: "18h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 21, minute: 0), text: "21h"),

                  ClockLabel.fromTime(

                      time: const TimeOfDay(hour: 24, minute: 0), text: "0h")

                ],

                context: context,

              );

              // Kiểm tra xem người dùng đã chọn thời gian hay không

              if (kq != null) {

                setState(() {

                  result = kq;

                });

              }

            },

            child: const Text("Open Time Range Picker"),

          ),

          const SizedBox(height: 20.0),

          Text(

            result != null ? 'Selected Range: $result' : 'No range selected',

            style: const TextStyle(fontSize: 20),

          ),

        ])));

  }

}

// Demo 03

class TimeRangePicker3 extends StatefulWidget {

  const TimeRangePicker3({super.key, required this.title});

  // This widget is the home page of your application. It is stateful, meaning

  // that it has a State object (defined below) that contains fields that affect

  // how it looks.

  // This class is the configuration for the state. It holds the values (in this

  // case the title) provided by the parent (in this case the App widget) and

  // used by the build method of the State. Fields in a Widget subclass are

  // always marked "final".

  final String title;

  @override

  State<TimeRangePicker3> createState() => \_TimeRangePicker3State();

}

class \_TimeRangePicker3State extends State<TimeRangePicker3> {

  TimeOfDay \_startTime = TimeOfDay.now();

  TimeOfDay \_endTime =

      TimeOfDay.fromDateTime(DateTime.now().add(const Duration(hours: 3)));

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: Text(widget.title),

      ),

      body: ListView(children: [

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

              context: context,

            );

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Pure"),

        ),

        ElevatedButton(

          onPressed: () {

            showTimeRangePicker(

              context: context,

              start: const TimeOfDay(hour: 22, minute: 9),

              onStartChange: (start) {

                if (kDebugMode) {

                  print("start time $start");

                }

              },

              onEndChange: (end) {

                if (kDebugMode) {

                  print("end time $end");

                }

              },

              interval: const Duration(hours: 1),

              minDuration: const Duration(hours: 1),

              use24HourFormat: false,

              padding: 30,

              strokeWidth: 20, // độ dày viền clock

              handlerRadius: 10, // bán kính icon change value

              strokeColor: const Color.fromARGB(

                  255, 140, 0, 255), // color of range time selection

              handlerColor: Colors.orange[700], // color of icon handler

              selectedColor: const Color.fromARGB(

                  255, 255, 7, 69), // color of icon handler selected

              backgroundColor: Colors.black.withOpacity(0.3),

              ticks: 12,

              ticksColor: Colors.white,

              snap: true,

              labels: [

                "12 am",

                "3 am",

                "6 am",

                "9 am",

                "12 pm",

                "3 pm",

                "6 pm",

                "9 pm"

              ].asMap().entries.map((e) {

                return ClockLabel.fromIndex(

                    idx: e.key, length: 8, text: e.value);

              }).toList(),

              labelOffset: -30,

              labelStyle: const TextStyle(

                  fontSize: 22,

                  color: Colors.grey,

                  fontWeight: FontWeight.bold),

              timeTextStyle: const TextStyle(

                  // timeTextStyle - text [\_startTime] and [\_endTime]

                  color: Colors.orange,

                  fontSize: 24,

                  fontStyle: FontStyle.italic,

                  fontWeight: FontWeight.bold),

              activeTimeTextStyle: const TextStyle(

                  // activeTimeTextStyle - text [\_startTime] and [\_endTime] nhưng đang được change value

                  color: Color.fromARGB(255, 47, 255, 0),

                  fontSize: 26,

                  fontStyle: FontStyle.italic,

                  fontWeight: FontWeight.bold),

            );

          },

          child: const Text("Interval"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

                context: context,

                start: const TimeOfDay(hour: 9, minute: 0),

                end: const TimeOfDay(hour: 12, minute: 0),

                disabledTime: TimeRange(

                    startTime: const TimeOfDay(hour: 22, minute: 0),

                    endTime: const TimeOfDay(hour: 5, minute: 0)),

                disabledColor: Colors.red.withOpacity(0.5),

                strokeWidth: 4,

                ticks: 24,

                ticksOffset: -7,

                ticksLength: 15,

                ticksColor: Colors.grey,

                labels: [

                  "12 am",

                  "3 am",

                  "6 am",

                  "9 am",

                  "12 pm",

                  "3 pm",

                  "6 pm",

                  "9 pm"

                ].asMap().entries.map((e) {

                  return ClockLabel.fromIndex(

                      idx: e.key, length: 8, text: e.value);

                }).toList(),

                labelOffset: 35,

                rotateLabels:

                    false, // rotateLabels: true - label rotate theo đường kính clock; false - label luôn hiển thị ngang

                padding: 60);

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Disabled Times"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

              context: context,

              paintingStyle: PaintingStyle.fill,

              backgroundColor: Colors.grey.withOpacity(0.2),

              labels: [

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 7, minute: 0),

                    text: "Start Work"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 18, minute: 0), text: "Go Home")

              ],

              start: const TimeOfDay(hour: 10, minute: 0),

              end: const TimeOfDay(hour: 13, minute: 0),

              ticks: 8,

              strokeColor: Theme.of(context)

                  .primaryColor

                  .withOpacity(0.5), // color of khu vực chọn

              ticksColor: Theme.of(context).primaryColor,

              labelOffset: 15,

              padding: 60,

              disabledTime: TimeRange(

                  startTime: const TimeOfDay(hour: 18, minute: 0),

                  endTime: const TimeOfDay(hour: 7, minute: 0)),

              disabledColor: Colors.red.withOpacity(0.5),

            );

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Filled Style"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

              context: context,

              strokeColor: Colors.teal,

              handlerColor: Colors.teal[200],

              selectedColor: Colors.tealAccent,

              strokeWidth: 16,

              handlerRadius: 18,

              backgroundWidget: Image.asset(

                // set background image

                "assets/images/day-night.png",

                height: 300,

                width: 300,

              ),

              labels: [

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 6, minute: 0), text: "Get up"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 9, minute: 0),

                    text: "Coffee time"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 15, minute: 0),

                    text: "Afternoon"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 18, minute: 0),

                    text: "Time for a beer"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 22, minute: 0),

                    text: "Go to Sleep"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 2, minute: 0),

                    text: "Go for a pee"),

                ClockLabel.fromTime(

                    time: const TimeOfDay(hour: 12, minute: 0),

                    text: "Lunchtime!")

              ],

              ticks: 12,

              ticksColor: Colors.black,

              labelOffset: 40,

              padding: 55,

              labelStyle: const TextStyle(fontSize: 18, color: Colors.black),

            );

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Background Widget"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

              context: context,

              strokeWidth: 4,

              ticks: 24,

              ticksOffset: 2,

              ticksLength: 8,

              handlerRadius: 8,

              ticksColor: Colors.grey,

              rotateLabels: false,

              labels: [

                "24 h",

                "3 h",

                "6 h",

                "9 h",

                "12 h",

                "15 h",

                "18 h",

                "21 h"

              ].asMap().entries.map((e) {

                return ClockLabel.fromIndex(

                    idx: e.key, length: 8, text: e.value);

              }).toList(),

              labelOffset: 30,

              padding: 55,

              labelStyle: const TextStyle(fontSize: 18, color: Colors.black),

              start: const TimeOfDay(hour: 12, minute: 0),

              end: const TimeOfDay(hour: 15, minute: 0),

              disabledTime: TimeRange(

                  startTime: const TimeOfDay(hour: 6, minute: 0),

                  endTime: const TimeOfDay(hour: 10, minute: 0)),

              // clockRotation:0(default) - labels list sẽ map với ticks: labels list từ trên xuống, ticks 0h đầu tiên tại đáy đồng hồ.

              // clockRotation:180 - ticks 0h đầu tiên xoay lên đỉnh đồng hồ

              clockRotation: 0.0,

            );

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Rotated Clock"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

              context: context,

              rotateLabels: false,

              ticks: 12,

              ticksColor: Colors.grey,

              ticksOffset: -12,

              labels: [

                "24 h",

                "3 h",

                "6 h",

                "9 h",

                "12 h",

                "15 h",

                "18 h",

                "21 h"

              ].asMap().entries.map((e) {

                return ClockLabel.fromIndex(

                    idx: e.key, length: 8, text: e.value);

              }).toList(),

              labelOffset: -30,

              padding: 55,

              start: const TimeOfDay(hour: 12, minute: 0),

              end: const TimeOfDay(hour: 18, minute: 0),

              disabledTime: TimeRange(

                startTime: const TimeOfDay(hour: 4, minute: 0),

                endTime: const TimeOfDay(hour: 10, minute: 0),

              ),

              maxDuration: const Duration(hours: 6),

            );

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Max duration"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

              context: context,

              rotateLabels: false,

              ticks: 12,

              ticksColor: Colors.grey,

              ticksOffset: -12,

              labels: [

                "24 h",

                "3 h",

                "6 h",

                "9 h",

                "12 h",

                "15 h",

                "18 h",

                "21 h"

              ].asMap().entries.map((e) {

                return ClockLabel.fromIndex(

                    idx: e.key, length: 8, text: e.value);

              }).toList(),

              labelOffset: -30,

              padding: 55,

              start: const TimeOfDay(hour: 12, minute: 0),

              end: const TimeOfDay(hour: 18, minute: 0),

              disabledTime: TimeRange(

                startTime: const TimeOfDay(hour: 4, minute: 0),

                endTime: const TimeOfDay(hour: 10, minute: 0),

              ),

              minDuration: const Duration(hours: 3),

            );

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("Min duration"),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showTimeRangePicker(

                context: context, barrierDismissible: false);

            if (kDebugMode) {

              print("result $result");

            }

          },

          child: const Text("No barrier dismissable"),

        ),

        const Divider(),

        Text(

          'As a regular widget:',

          style: Theme.of(context).textTheme.titleLarge,

          textAlign: TextAlign.center,

        ),

        const SizedBox(

          height: 20,

        ),

        Row(

          mainAxisAlignment: MainAxisAlignment.spaceAround,

          children: [

            Text("Start: ${\_startTime.format(context)}"),

            Text("End: ${\_endTime.format(context)}"),

          ],

        ),

        SizedBox(

          height: 300,

          child: TimeRangePicker(

            hideButtons: true, //  show/hide 2 buttons Cancel and OK

            hideTimes:

                true, // show/hide time texts From [\_startTime] and To [\_endTime]

            paintingStyle: PaintingStyle.fill, // fill time range selected

            backgroundColor: Colors.grey.withOpacity(0.2),

            labels: [

              // set labels for time ranges

              ClockLabel.fromTime(

                  time: const TimeOfDay(hour: 7, minute: 0),

                  text: "Start Work"),

              ClockLabel.fromTime(

                  time: const TimeOfDay(hour: 18, minute: 0), text: "Go Home")

            ],

            start: \_startTime,

            end: \_endTime,

            ticks: 12, // vạch khoảng cách cho clock

            ticksOffset: -5, // position of the ticks within đường kính clock

            strokeColor: Theme.of(context).primaryColor.withOpacity(0.5),

            ticksColor: Theme.of(context).primaryColorDark,

            labelOffset: 20, // spacing giữa label and đường kính clock

            padding: 30,

            onStartChange: (start) {

              // event khi change start value

              setState(() {

                \_startTime = start;

              });

            },

            onEndChange: (end) {

              // event khi change end value

              setState(() {

                \_endTime = end;

              });

            },

          ),

        ),

        ElevatedButton(

          onPressed: () async {

            TimeRange? result = await showDialog(

              context: context,

              builder: (BuildContext context) {

                TimeOfDay startTime = TimeOfDay.now();

                TimeOfDay endTime = TimeOfDay.now();

                return AlertDialog(

                  contentPadding: EdgeInsets.zero,

                  title: const Text("Choose a nice timeframe"),

                  content: SizedBox(

                    width: MediaQuery.of(context).size.width,

                    height: 450,

                    child: TimeRangePicker(

                      hideButtons: true,

                      onStartChange: (start) {

                        setState(() {

                          startTime = start;

                        });

                      },

                      onEndChange: (end) {

                        setState(() {

                          endTime = end;

                        });

                      },

                    ),

                  ),

                  actions: <Widget>[

                    TextButton(

                        child: const Text('My custom cancel'),

                        onPressed: () {

                          Navigator.of(context).pop();

                        }),

                    TextButton(

                      child: const Text('My custom ok'),

                      onPressed: () {

                        Navigator.of(context).pop(

                            TimeRange(startTime: startTime, endTime: endTime));

                      },

                    ),

                  ],

                );

              },

            );

            if (kDebugMode) {

              print(result.toString());

            }

          },

          child: const Text("Custom Dialog"),

        ),

        ElevatedButton(

            onPressed: () async {

              TimeRange? result = await showCupertinoDialog(

                barrierDismissible: true,

                context: context,

                builder: (BuildContext context) {

                  TimeOfDay startTime = TimeOfDay.now();

                  TimeOfDay endTime = TimeOfDay.now();

                  return CupertinoAlertDialog(

                    content: SizedBox(

                        width: MediaQuery.of(context).size.width,

                        height: 340,

                        child: Column(

                          children: [

                            TimeRangePicker(

                              padding: 22,

                              hideButtons: true,

                              handlerRadius: 8,

                              strokeWidth: 4,

                              ticks: 12,

                              activeTimeTextStyle: const TextStyle(

                                  fontWeight: FontWeight.normal,

                                  fontSize: 22,

                                  color: Colors.white),

                              timeTextStyle: const TextStyle(

                                  fontWeight: FontWeight.normal,

                                  fontSize: 22,

                                  color: Colors.white70),

                              onStartChange: (start) {

                                setState(() {

                                  startTime = start;

                                });

                              },

                              onEndChange: (end) {

                                setState(() {

                                  endTime = end;

                                });

                              },

                            ),

                          ],

                        )),

                    actions: <Widget>[

                      CupertinoDialogAction(

                          isDestructiveAction: true,

                          child: const Text('Cancel'),

                          onPressed: () {

                            Navigator.of(context).pop();

                          }),

                      CupertinoDialogAction(

                        child: const Text('Ok'),

                        onPressed: () {

                          Navigator.of(context).pop(

                            TimeRange(startTime: startTime, endTime: endTime),

                          );

                        },

                      ),

                    ],

                  );

                },

              );

              if (kDebugMode) {

                print(result.toString());

              }

            },

            child: const Text("Cupertino style"))

      ]),

    );

  }

}

## Progress bar

Progress bar(Thanh tiến trình) là một phần tử điều khiển đồ họa được sử dụng để hiển thị tiến trình của một tác vụ như tải xuống, tải lên, cài đặt, truyền tệp, v.v. Trong phần này, chúng ta sẽ hiểu cách hiển thị progress bar trong một ứng dụng rung.

Flutter có thể hiển thị progress bar với sự trợ giúp của hai widget con, được đưa ra dưới đây:

### LinearProgressIndicator

[LinearProgressIndicator](https://api.flutter.dev/flutter/material/LinearProgressIndicator/LinearProgressIndicator.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? value, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [Animation](https://api.flutter.dev/flutter/animation/Animation-class.html)<[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)?>? valueColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? minHeight, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticsLabel, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticsValue, [BorderRadiusGeometry](https://api.flutter.dev/flutter/painting/BorderRadiusGeometry-class.html) borderRadius = BorderRadius.zero})

Creates a linear progress indicator.

// Example 1 - LinearProgressIndicator not status %

class LinearProgress01 extends StatefulWidget {

  const LinearProgress01({super.key});

  @override

  State<StatefulWidget> createState() {

    return LinearProgressIndicatorAppState();

  }

}

class LinearProgressIndicatorAppState extends State<LinearProgress01> {

  bool \_loading = false; // flag to switch to loading state

  @override

  void initState() {

    super.initState();

    \_loading = false;

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text("Flutter Linear Progress Bar"),

      ),

      body: Center(

        child: Container(

          padding: const EdgeInsets.all(12.0),

          child: \_loading

              ? const LinearProgressIndicator()

              : const Text("Press button for downloading",

                  style: TextStyle(fontSize: 25)),

        ),

      ),

      floatingActionButton: FloatingActionButton(

        onPressed: () {

          setState(() {

            \_loading = !\_loading;

          });

        },

        tooltip: 'Download',

        child: const Icon(Icons.cloud\_download),

      ),

    );

  }

}

// Example 2 -  LinearProgressIndicator with status %

class LinearProgress02 extends StatefulWidget {

  const LinearProgress02({super.key});

  @override

  State<StatefulWidget> createState() {

    return LinearProgressIndicatorAppState2();

  }

}

class LinearProgressIndicatorAppState2 extends State<LinearProgress02> {

  bool \_loading = false;

  double \_progressValue = 0;

  @override

  void initState() {

    super.initState();

    \_loading = false;

    \_progressValue = 0.0;

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text("Flutter Linear Progress Bar With Progress Value"),

      ),

      body: Center(

        child: Container(

          padding: const EdgeInsets.all(12.0),

          child: \_loading

              ? Column(

                  mainAxisAlignment: MainAxisAlignment.center,

                  children: <Widget>[

                    LinearProgressIndicator(

                      backgroundColor: Colors.cyanAccent,

                      valueColor:

                          const AlwaysStoppedAnimation<Color>(Colors.red),

                      value: \_progressValue,

                    ),

                    Text('${(\_progressValue \* 100).round()}%'),

                  ],

                )

              : const Text("Press button for downloading",

                  style: TextStyle(fontSize: 25)),

        ),

      ),

      floatingActionButton: FloatingActionButton(

        onPressed: () {

          setState(() {

            \_loading = !\_loading;

            \_updateProgress();

          });

        },

        tooltip: 'Download',

        child: const Icon(Icons.cloud\_download),

      ),

    );

  }

  // this function updates the progress value

  void \_updateProgress() {

    const oneSec = Duration(milliseconds: 300);

    Timer.periodic(oneSec, (Timer t) {

      // import 'dart:async'

      setState(() {

        \_progressValue += 0.1;

        // we "finish" downloading here

        if (\_progressValue.toStringAsFixed(1) == '1.0') {

          \_loading = false;

          \_progressValue = 0;

          t.cancel();

          return;

        }

      });

    });

  }

}

// Example 3 -  click button to stop progress indicator

class LinearProgress03 extends StatefulWidget {

  const LinearProgress03({super.key});

  @override

  State<LinearProgress03> createState() => \_LinearProgress03State();

}

class \_LinearProgress03State extends State<LinearProgress03> {

  bool \_isPaused = false;

  double \_progressValue = 0.0;

  /// \_updateProgress là một hàm đệ quy (gọi chính nó) để liên tục cập nhật giá trị tiến trình với khoảng thời gian nhất định, và việc này được thực hiện trong một vòng lặp không dừng nếu \_isPaused không được đặt là true.

//  const duration = Duration(milliseconds: 500);:

// Đây là một hằng số duration được sử dụng để xác định khoảng thời gian giữa các bước tiến trình.

// Trong ví dụ này, khoảng thời gian là 500 milliseconds (0.5 giây).

// Future.delayed(duration, \_updateProgress);:

// Future.delayed được sử dụng để tạo một Future sẽ hoàn thành sau một khoảng thời gian nhất định (duration).

// Sau khi thời gian đó kết thúc, \_updateProgress sẽ được gọi lại để cập nhật tiến trình.

// Điều này tạo ra một loạt các bước cập nhật tiến trình với khoảng thời gian nhất định giữa chúng.

  void \_updateProgress() {

    const duration = Duration(milliseconds: 500);

    Future.delayed(duration, \_updateProgress);

    setState(() {

      if (!\_isPaused) {

        \_progressValue += 0.2;

        if (\_progressValue > 1.0) {

          \_progressValue = 0.0;

        }

      }

    });

  }

  @override

  void initState() {

    super.initState();

    \_updateProgress();

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Progress Indicator Demo'),

      ),

      body: Center(

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            LinearProgressIndicator(

              value: \_progressValue,

              backgroundColor: const Color.fromARGB(255, 231, 251, 185),

              valueColor: const AlwaysStoppedAnimation<Color>(

                  Color.fromARGB(255, 15, 5, 206)),

            ),

            const SizedBox(height: 20),

            ElevatedButton(

              onPressed: () {

                setState(() {

                  \_isPaused = !\_isPaused;

                });

              },

              child: Text(\_isPaused ? 'Resume' : 'Pause'),

            ),

          ],

        ),

      ),

    );

  }

}

// Example 4 -   The progress indicator is animated using an AnimationController, click Switch to stop controller

class LinearProgress04 extends StatefulWidget {

  const LinearProgress04({super.key});

  @override

  State<LinearProgress04> createState() => \_ProgressIndicatorExampleState();

}

/// TickerProviderStateMixin is a mixin class in Flutter that provides a vsync (Vertical Synchronization) property to a class. This mixin is commonly used with animation-related classes that require a vsync parameter, such as AnimationController.

///In Flutter, animations are typically synchronized with the device's vertical refresh rate to ensure smooth and visually pleasing animations. The vsync parameter, which stands for vertical synchronization, is used to achieve this synchronization.

class \_ProgressIndicatorExampleState extends State<LinearProgress04>

    with TickerProviderStateMixin {

  late AnimationController controller;

  bool determinate = false;

  @override

  void initState() {

    controller = AnimationController(

      /// [AnimationController]s can be created with `vsync: this` because of

      /// [TickerProviderStateMixin].

      vsync: this,

      duration: const Duration(seconds: 2),

    )..addListener(() {

        setState(() {});

      });

    controller.repeat();

    super.initState();

  }

  @override

  //  disposes of the AnimationController.

  void dispose() {

    controller.dispose();

    super.dispose();

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      body: Padding(

        padding: const EdgeInsets.all(20.0),

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: <Widget>[

            const Text(

              'Linear progress indicator',

              style: TextStyle(fontSize: 20),

            ),

            const SizedBox(height: 30),

            LinearProgressIndicator(

              value: controller.value,

              semanticsLabel: 'Linear progress indicator',

            ),

            const SizedBox(height: 10),

            Row(

              children: <Widget>[

                Expanded(

                  child: Text(

                    'determinate Mode',

                    style: Theme.of(context).textTheme.titleSmall,

                  ),

                ),

                Switch(

                  value: determinate,

                  onChanged: (bool value) {

                    setState(() {

                      determinate = value;

                      if (determinate) {

                        controller.stop();

                      } else {

                        controller

                          ..forward(from: controller.value)

                          ..repeat();

                      }

                    });

                  },

                ),

              ],

            ),

          ],

        ),

      ),

    );

  }

}

### CircularProgressIndicator

### RefreshIndicator

## Animations

## Form

[Form](https://api.flutter.dev/flutter/widgets/Form/Form.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) child, [WillPopCallback](https://api.flutter.dev/flutter/widgets/WillPopCallback.html)? onWillPop, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onChanged, [AutovalidateMode](https://api.flutter.dev/flutter/widgets/AutovalidateMode.html)? autovalidateMode})

Creates a container for form fields.

*const*

An optional container for grouping together multiple form field widgets (e.g. [TextField](https://api.flutter.dev/flutter/material/TextField-class.html) widgets).

Each individual form field should be wrapped in a [FormField](https://api.flutter.dev/flutter/widgets/FormField-class.html) widget, with the [Form](https://api.flutter.dev/flutter/widgets/Form-class.html) widget as a common ancestor of all of those. Call methods on [FormState](https://api.flutter.dev/flutter/widgets/FormState-class.html) to save, reset, or validate each [FormField](https://api.flutter.dev/flutter/widgets/FormField-class.html) that is a descendant of this [Form](https://api.flutter.dev/flutter/widgets/Form-class.html). To obtain the [FormState](https://api.flutter.dev/flutter/widgets/FormState-class.html), you may use [Form.of](https://api.flutter.dev/flutter/widgets/Form/of.html) with a context whose ancestor is the [Form](https://api.flutter.dev/flutter/widgets/Form-class.html), or pass a [GlobalKey](https://api.flutter.dev/flutter/widgets/GlobalKey-class.html) to the [Form](https://api.flutter.dev/flutter/widgets/Form-class.html) constructor and call [GlobalKey.currentState](https://api.flutter.dev/flutter/widgets/GlobalKey/currentState.html).

Some important notes

### Key property

Là là một GlobalKey<FormState> , có vai trò quan trọng trong việc xác định và điều khiển trạng thái của biểu mẫu và các trường nhập liệu trong đó.

Dưới đây là một số lý do khiến key là bắt buộc cho Form:

* Quản lý trạng thái của biểu mẫu: Form phải theo dõi trạng thái của các trường nhập liệu bên trong nó, chẳng hạn như kiểm tra xem các trường nhập liệu có hợp lệ không. key được sử dụng để quản lý và truy cập trạng thái này.
* Gửi dữ liệu từ biểu mẫu: Khi người dùng gửi biểu mẫu, bạn cần sử dụng key để thu thập thông tin từ các trường nhập liệu và xử lý dữ liệu.
* Xác thực biểu mẫu: key cho phép bạn xác thực tính hợp lệ của biểu mẫu bằng cách gọi phương thức validate() trên đối tượng FormState. Điều này giúp bạn kiểm tra xem tất cả các trường nhập liệu đã được điền đầy đủ và đúng cách.
* Lưu trạng thái trường nhập liệu: key cũng được sử dụng để gọi phương thức save() trên đối tượng FormState, cho phép bạn lưu trạng thái của các trường nhập liệu sau khi biểu mẫu được gửi đi.
* Kiểm soát biểu mẫu từ bên ngoài: Bạn có thể cần kiểm soát và tương tác với biểu mẫu từ bên ngoài widget chứa nó, và key cho phép bạn truy cập đối tượng FormState để thực hiện các thao tác này.

### Child property

child chứa các trường nhập liệu và nút gửi trong biểu mẫu.

### TextFormField.onTap

Similar 1 lần lấy focus bằng mouse or chấm cảm ứng (đang có focus thì sẽ ko tác dụng)

### TextFormField.onChanged

When the user enters data into any form field and the data changes (e.g., a new character is typed), the onChanged callback is triggered. It then locates the nearest Form widget using the focused widget's context and calls the save() method on the Form to save the data entered in all form fields.

### TextFormField.onSaved

An optional method to call with the final value when the form is saved via FormState.save. (Thực hiện khi hàm [\_formKey].currentState!.save(); được gọi)

// Home1 - demo basic

class Home1 extends StatefulWidget {

  const Home1({super.key});

  @override

  State<Home1> createState() => \_Home1State();

}

class \_Home1State extends State<Home1> {

  final GlobalKey<FormState> \_formKey = GlobalKey<FormState>();

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(title: const Text('Form Sample')),

      body: Form(

        key:

            \_formKey, // \_formKey là một GlobalKey<FormState> defined above, a key that is unique across the entire app

        child: Column(

          crossAxisAlignment: CrossAxisAlignment.start,

          children: <Widget>[

            TextFormField(

              // This is a convenience widget that wraps a TextField widget in a FormField.

              // Creates a [FormField] that contains a [TextField].

              decoration: const InputDecoration(

                icon: Icon(Icons.email),

                labelText: "Input email address",

                hintText: 'Enter your email',

              ),

              validator: (String? value) {

                // validation values inputed

                if (value == null || value.isEmpty) {

                  return 'Please enter some text';

                }

                if (value.trim().isEmpty) {

                  return 'Cannot contain only spaces.';

                }

                return null;

              },

            ),

            Padding(

              padding: const EdgeInsets.symmetric(vertical: 16.0),

              child: ElevatedButton(

                onPressed: () {

                  // Validate will return true if the form is valid, or false if

                  // the form is invalid.

                  if (\_formKey.currentState!.validate()) {

                    //  the ! operator is used for null safety.

                    // Process data.

                  }

                },

                child: const Text('Submit'),

              ),

            ),

          ],

        ),

      ),

    );

  }

}

// Home2 - onChanged - auto update on screen change

class Home2 extends StatefulWidget {

  const Home2({super.key});

  @override

  State<Home2> createState() => \_Home2State();

}

class \_Home2State extends State<Home2> {

  final GlobalKey<FormState> \_formKey = GlobalKey<FormState>();

  String \_inputValue = '';

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Form onChanged Demo'),

      ),

      body: Padding(

        padding: const EdgeInsets.all(16.0),

        child: Form(

          key: \_formKey,

          child: Column(

            children: [

              TextFormField(

                decoration: const InputDecoration(

                  icon: Icon(Icons.person),

                  border: OutlineInputBorder(),

                  labelText:

                      "Nhập dữ liệu", // labelText and label only used 1 in 2

                  // label: Text('Enter your name'), // This is the label

                  hintText: 'hintText - Enter your name',

                ),

                // If you don't use onChanged,  must use  \_formKey.currentState!.save()

                onChanged: (value) {

                  // update value on UI when the value changes

                  setState(() {

                    // update value on UI and value of \_inputValue

                    \_inputValue = value;

                  });

                },

              ),

              const SizedBox(height: 20),

              Text('Giá trị nhập vào: $\_inputValue'),

            ],

          ),

        ),

      ),

    );

  }

}

// Home2A - get value and show on UI when click button

class Home2A extends StatefulWidget {

  const Home2A({super.key});

  @override

  Home2AState createState() {

    return Home2AState();

  }

}

class Home2AState extends State<Home2A> {

  final GlobalKey<FormState> \_formKey = GlobalKey<FormState>();

  String \_name = '';

  void \_handleFormSubmit() {

    if (\_formKey.currentState!.validate()) {

      \_formKey.currentState!

          .save(); // must be called \_formKey.currentState!.save() to save values (if don't use TextFormField.onChanged)

      // Do something with the collected data, for example, print it.

      debugPrint("Name: $\_name");

      setState(() {}); // update UI when called function \_handleFormSubmit

    }

  }

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Form Demo'),

      ),

      body: Form(

        key: \_formKey,

        child: Padding(

          padding: const EdgeInsets.all(16.0),

          child: Column(

            children: <Widget>[

              TextFormField(

                decoration: const InputDecoration(labelText: 'Name'),

                validator: (value) {

                  if (value == null || value.isEmpty) {

                    return 'Please enter your name';

                  }

                  return null;

                },

                onSaved: (value) {

                  \_name = value!;

                },

              ),

              const SizedBox(height: 20),

              ElevatedButton(

                onPressed: \_handleFormSubmit,

                child: const Text('Submit'),

              ),

              const SizedBox(height: 20),

              Text('Name: $\_name'),

            ],

          ),

        ),

      ),

    );

  }

}

// Home2B - similar 2A but onPressed: dỉrect code ...

class Home2B extends StatefulWidget {

  const Home2B({super.key});

  @override

  Home2BState createState() {

    return Home2BState();

  }

}

class Home2BState extends State<Home2B> {

  final GlobalKey<FormState> \_formKey = GlobalKey<FormState>();

  late String \_name = '';

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(

          title: const Text('Form Demo 2B'),

        ),

        body: Form(

          key: \_formKey,

          child: Padding(

            padding: const EdgeInsets.all(16.0),

            child: Column(

              children: <Widget>[

                TextFormField(

                  decoration: const InputDecoration(labelText: 'Name'),

                  validator: (value) {

                    if (value == null || value.isEmpty) {

                      return 'Please enter your name';

                    }

                    return null;

                  },

                  // onTab: similar 1 lần lấy focus bằng mouse or chấm cảm ứng (đang có focus thì sẽ ko tác dụng)

                  onTap: () => {

                    \_formKey.currentState!.save(),

                    debugPrint('onTab: $\_name')

                  },

                  onSaved: (value) {

                    // Thực hiện khi hàm  \_formKey.currentState!.save(); được gọi

                    // An optional method to call with the final value when the form is saved via FormState.save.

                    // This function is automatically called when the form is saved.

                    // You can capture the value here and perform any processing you need.

                    \_name = value!;

                  },

                ),

                const SizedBox(height: 20),

                ElevatedButton(

                  onPressed: () {

                    // Form saving is automatically handled by the Form widget.

                    if (\_formKey.currentState!.validate()) {

                      // Do any other necessary actions.

                      \_formKey.currentState!

                          .save(); // must be called \_formKey.currentState!.save() to save values (if don't use TextFormField.onChanged)

                      debugPrint("Name: $\_name");

                    }

                  },

                  child: const Text('Submit'),

                ),

              ],

            ),

          ),

        ));

  }

}

// Home3 -  SingleActivator(LogicalKeyboardKey.space): NextFocusIntent(),

class Home3 extends StatefulWidget {

  const Home3({super.key});

  @override

  State<Home3> createState() => \_Home3State();

}

class \_Home3State extends State<Home3> {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('Form LogicalKeyboardKey.space NextFocusIntent'),

      ),

      body: Center(

        child: Shortcuts(

          shortcuts: const <ShortcutActivator, Intent>{

            // Pressing space in the field will now move to the next field.

            SingleActivator(LogicalKeyboardKey.space): NextFocusIntent(),

          },

          child: FocusTraversalGroup(

            // FocusTraversalGroup widget: This widget groups together elements that can receive focus and ensures that they can be traversed in a specific order. It's used to manage the focus behavior.

            child: Form(

              autovalidateMode: AutovalidateMode.always,

              // when the user enters data into any form field and the data changes (e.g., a new character is typed), the onChanged callback is triggered. It then locates the nearest Form widget using the focused widget's context and calls the save() method on the Form to save the data entered in all form fields.

              onChanged: () {

                Form.of(primaryFocus!.context!).save();

              },

              child: Wrap(

                children: List<Widget>.generate(5, (int index) {

                  return Padding(

                    padding: const EdgeInsets.all(8.0),

                    child: ConstrainedBox(

                      constraints: BoxConstraints.tight(const Size(200, 50)),

                      child: TextFormField(

                        // The onSaved property of each TextFormField is set to a function that will be called when the form is saved.q

                        onSaved: (String? value) {

                          debugPrint(

                              'Value for field $index saved as "$value"');

                        },

                      ),

                    ),

                  );

                }),

              ),

            ),

          ),

        ),

      ),

    );

  }

}

## Ink – InkWell - InkResponse

[Ink](https://api.flutter.dev/flutter/material/Ink/Ink.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? color, [Decoration](https://api.flutter.dev/flutter/painting/Decoration-class.html)? decoration, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Paints a decoration (which can be a simple color) on a [Material](https://api.flutter.dev/flutter/material/Material-class.html).

[Ink.image](https://api.flutter.dev/flutter/material/Ink/Ink.image.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? padding, required [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)<[Object](https://api.flutter.dev/flutter/dart-core/Object-class.html)> image, [ImageErrorListener](https://api.flutter.dev/flutter/painting/ImageErrorListener.html)? onImageError, [ColorFilter](https://api.flutter.dev/flutter/dart-ui/ColorFilter-class.html)? colorFilter, [BoxFit](https://api.flutter.dev/flutter/painting/BoxFit.html)? fit, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html) alignment = Alignment.center, [Rect](https://api.flutter.dev/flutter/dart-ui/Rect-class.html)? centerSlice, [ImageRepeat](https://api.flutter.dev/flutter/painting/ImageRepeat.html) repeat = ImageRepeat.noRepeat, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) matchTextDirection = false, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? width, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? height, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a widget that shows an image (obtained from an [ImageProvider](https://api.flutter.dev/flutter/painting/ImageProvider-class.html)) on a [Material](https://api.flutter.dev/flutter/material/Material-class.html).

Widget Ink trong Flutter được sử dụng để tạo ra hiệu ứng nước rơi (ink splash) hoặc hiệu ứng nổi bật (ink highlight) khi một tương tác người dùng xảy ra, như khi bạn chạm vào một phần tử của giao diện người dùng. Ink thường được sử dụng kết hợp với các widget như InkWell hoặc InkResponse để tạo ra các hiệu ứng này.

Ink tạo hiệu ứng giọt nước loang khi click chọn object, có thể set màu nền, height/width

InkWell tạo hiệu ứng khi tương tác với object, có thể set màu các hiệu ứng các events, gọi callback xử lý events

InkResponse tương tự như InkWell.

Khác biệt:

InkWell: đổ bóng khi rê chuột vào hình vuông, splash loang màu toả ra tại điểm click

InkResponse: đổ bóng khi rê chuột vào hình tròn, splash loang màu toả ra tại tâm object

## BuildContext

"Mọi thứ trong Flutter đều là Widget" - Widget chính là một bản vẽ, một bản thiết kế, Flutter sẽ dựa vào bản thiết kế này và render ra hình ảnh UI hiển thị lên màn hình. Nhiều widget kết hợp lại gọi là widget tree. Từng cái Text chúng ta đọc, từng cái Button để chúng ta click, cái Icon, cái Logo được hiển thị trên màn hình đó không phải là Widget mà chính xác là nó được dựng lên từ bản thiết kế Widget.

Một BuildContext như là một tham chiếu (reference) đến cái vị trí của widget (widget's location) trong widget tree. Như chúng ta đã biết mỗi loại widget đều có hàm build(), mỗi hàm build đều nhận 1 BuildContext làm argument. Như vậy mỗi Widget đều có 1 BuildContext đại diện cho vị trí của chính Widget đó trên widget tree.

Context giữ thông tin vị trí các widget tại nơi nó được khai báo (chứ ko phải vị trí truyền vào hàm) ngược lên trên các widget ancestor (ngang level và descendant ko giữ). Nếu có hơn 1 widget ancestor trùng tên thì sẽ lấy context của ancestor gần nhất

Để gọi được các hàm với tham số context tới widget nào đó (như Theme.of, Scaffold.of, MediaQuery.of, Navigator.of, Provider.of,... và InheritedWidget cũng sử dụng hàm of này)thì phải khai báo context ở vị trí phù hợp quy tắc nói trên. Nếu ko đáp ứng quy tắc khi run app thực hiện tác vụ liên quan sẽ báo lỗi liên quan về context

Example

// Click button sẽ báo lỗi ….context… ancestor… do context được khai báo phía trên Scaffold

class MyHomePage extends StatelessWidget {

  const MyHomePage({super.key});

  @override

  Widget build(BuildContext context) { // context khai báo trên Scaffold

    return Scaffold(

      floatingActionButton: FloatingActionButton(onPressed: () {

        Scaffold.of(context).showBottomSheet(

          (context) => const Text('Flutter From Zero to Hero'),

        );

      }),

    );

  }

}

// Fix lỗi C1: Extract Widget FloatingActionButton ra ngoài

class MyHomePage extends StatelessWidget {

  const MyHomePage({super.key});

  @override

  Widget build(BuildContext context) {

    return const Scaffold(

      floatingActionButton: MyButtonWidget(),

    );

  }

}

// Extract button ra thành widget ngoài

class MyButtonWidget extends StatelessWidget {

  const MyButtonWidget({super.key});

  @override

  Widget build(BuildContext context) {

    return FloatingActionButton(onPressed: () {

      Scaffold.of(context).showBottomSheet(

        (context) => const Text('Flutter From Zero to Hero'),

      );

    });

  }

}

// Fix lỗi C2: dùng widget Builder wrap widget tương tác gây lỗi

class MyHomePage extends StatelessWidget {

  const MyHomePage({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      floatingActionButton: Builder(builder: (context) { // Builder wrap button

        return FloatingActionButton(onPressed: () {

          Scaffold.of(context).showBottomSheet(

            (context) => const Text('Flutter From Zero to Hero'),

          );

        });

      }),

    );

  }

}

Example 2

// 2 hàm ScaffoldMessenger.of, Scaffold.of báo lỗi cùng Theme.of không tác dụng

// do context được khai báo trên các widget này

class MyContext extends StatelessWidget {

  const MyContext({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      title: 'Flutter Demo',

      theme: ThemeData(

        primarySwatch: Colors.red,

        visualDensity: VisualDensity.adaptivePlatformDensity,

        textTheme: const TextTheme(

          displayLarge: TextStyle(

              fontSize: 72, fontWeight: FontWeight.bold, color: Colors.green),

        ),

      ),

      home: Scaffold(

          appBar: AppBar(

            title: const Text('Flutter BuildContext Demo'),

          ),

          body: Center(

              child: Column(

                  mainAxisAlignment: MainAxisAlignment.center,

                  children: <Widget>[

                Text(

                  'Text 1',

                  style: Theme.of(context).textTheme.displayLarge,

                ),

                const Text('Text 2', style: TextStyle(fontSize: 40)),

                ElevatedButton(

                    onPressed: () {

                      ScaffoldMessenger.of(context).showSnackBar(const SnackBar(

                        content: Text('Hahahaha'),

                      ));

                    },

                    child: const Text('SHOW SNACKBAR')),

                FloatingActionButton(onPressed: () {

                  Scaffold.of(context).showBottomSheet((context) => Text(

                      'Flutter From Zero to Hero',

                      style: Theme.of(context).textTheme.titleLarge));

                })

              ]))),

    );

  }

}

// Fix lỗi: dùng Builder(builder: (context) wrap ngoài các vị trí gây lỗi

….

   home: Scaffold(

          appBar: AppBar(

            title: const Text('Flutter BuildContext Demo'),

          ),

          body: Center(child: Builder(builder: (context) { // wrap with Builder

            return Column(

                mainAxisAlignment: MainAxisAlignment.center,

                children: <Widget>[

                  Text(

                    'Text 1',

                    style: Theme.of(context).textTheme.displayLarge,

                  ),

                  const Text('Text 2', style: TextStyle(fontSize: 40)),

                  ElevatedButton(

                      onPressed: () {

                        ScaffoldMessenger.of(context)

                            .showSnackBar(const SnackBar(

                          content: Text('Hahahaha'),

                        ));

                      },

                      child: const Text('SHOW SNACKBAR')),

                  FloatingActionButton(onPressed: () {

                    Scaffold.of(context).showBottomSheet((context) => Text(

                        'Flutter From Zero to Hero',

                        style: Theme.of(context).textTheme.titleLarge));

                  })

                ]);

          }))),

    );

  }

}

Ngoài 2 cách fix lỗi Extract Widget và Wrap with Builder widget ở trên còn 1 cách nữa là dùng GlobalKey

Example 3

// demo context OngBa - ChaMe - Con1 - Con2

class MyContext1 extends StatelessWidget {

  const MyContext1({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

        title: 'Flutter Demo',

        theme: ThemeData(

            primarySwatch: Colors.red,

            textTheme: const TextTheme(

                titleLarge: TextStyle(

                    fontSize: 22,

                    fontWeight: FontWeight.bold,

                    color: Colors.green))),

        home: Scaffold(

            appBar: AppBar(

              title: const Text('Flutter BuildContext Demo'),

            ),

            body: const Center(

              child: OngBa(

                  child: ChaMe(

                      child: Column(

                children: [Con1(), Con2()],

              ))),

            )));

  }

}

class OngBa extends StatelessWidget {

  final Widget child;

  const OngBa({super.key, required this.child});

  @override

  Widget build(BuildContext context) {

    return Container(

      child: child,

    );

  }

  static OngBa? of(BuildContext context) {

    return context.findAncestorWidgetOfExactType();

  }

  getOngBa() {

    return 'getOngBa';

  }

}

class ChaMe extends StatelessWidget {

  final Widget child;

  const ChaMe({super.key, required this.child});

  @override

  Widget build(BuildContext context) {

    return Container(

      child: child,

    );

  }

  static ChaMe? of(BuildContext context) {

    return context.findAncestorWidgetOfExactType();

  }

  getChaMe() {

    return 'getChaMe';

  }

}

class Con1 extends StatelessWidget {

  const Con1({super.key});

  @override

  Widget build(BuildContext context) {

    OngBa ofOngBa = OngBa.of(context) as OngBa;

    String ch = ofOngBa.getOngBa();

    return Text('Is Con 1 - $ch',

        style: Theme.of(context).textTheme.titleLarge);

  }

}

class Con2 extends StatelessWidget {

  const Con2({super.key});

  @override

  Widget build(BuildContext context) {

    ChaMe ofChaMe = ChaMe.of(context) as ChaMe;

    String ch = ofChaMe.getChaMe();

    return Text('Is Con 2 - $ch',

        style: Theme.of(context).textTheme.titleLarge);

  }

}

Một số thuộc tính của context object:

// context.widget - tên widget hiện tại

// context.runtimeType - kiểu runtime của widget hiện tại (StatelessWidget or StatefulWidget)

// context.describeElement('Description') - trả về một chuỗi mô tả của widget hiện tại (là chuỗi truyền vào phương thức describeElement)

// context.findAncestorWidgetOfExactType<Center>()) - trả về widget cha gần nhất (widget chứa context)có kiểu là Center (và có thể cùng với các thuộc tính của nó)

// print(context.widget);

// print(context.runtimeType);

// print(context.describeElement('Description'));

// print(context.findRootAncestorStateOfType Function() Function );

## Phân loại widget theo khả năng định dạng

Container

## Cách lựa chọn, phối hợp widget tối ưu cho layout

(tổng hợp nội dung các widget ở trên đưa vào đây)

* Row and Column are basic primitive widgets for horizontal and vertical layouts—these low-level widgets allow for maximum customization. Flutter also offers specialized, higher level widgets that might be sufficient for your needs. For example, instead of Row you might prefer ListTile, an easy-to-use widget with properties for leading and trailing icons, and up to 3 lines of text. Instead of Column, you might prefer ListView, a column-like layout that automatically scrolls if its content is too long to fit the available space. For more information, see Common layout widgets.
* Aligning widgets

You control how a row or column aligns its children using the mainAxisAlignment and crossAxisAlignment properties. For a row, the main axis runs horizontally and the cross axis runs vertically. For a column, the main axis runs vertically and the cross axis runs horizontally.

The MainAxisAlignment and CrossAxisAlignment enums offer a variety of constants for controlling alignment.
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* Sizing widgets

When a layout is too large to fit a device, a yellow and black striped pattern appears along the affected edge.

Widgets can be sized to fit within a row or column by using the Expanded widget.

* Packing widgets
* By default, a row or column occupies as much space along its main axis as possible, but if you want to pack the children closely together, set its mainAxisSize to MainAxisSize.min.

https://docs.flutter.dev/ui/layout/constraints

## Tầm vực áp dụng định dạng các object và mức độ ưu tiên trong app

Trong ứng dụng Flutter, để định dạng đối tượng nào đó ta có một số tùy chọn tầm vực áp dụng khác nhau:

* 1. Áp dụng toàn cục với Theme:

Bạn có thể sử dụng Theme để định nghĩa các kiểu, màu sắc, phông chữ và các thuộc tính khác cho toàn bộ ứng dụng. Điều này giúp bạn duy trì tính nhất quán trong giao diện.

* 1. Áp dụng cho một loại đối tượng cụ thể:

Bạn có thể tạo các phong cách tùy chỉnh cho một loại đối tượng cụ thể, ví dụ như nút, văn bản, hoặc hình ảnh. Điều này giúp bạn áp dụng kiểu đó cho tất cả các trường hợp sử dụng đối tượng loại đó.

* 1. Áp dụng cho một trạng thái cụ thể:

Một số thuộc tính như màu sắc, vị trí, hoặc kích thước có thể thay đổi dựa trên trạng thái của đối tượng. Bạn có thể sử dụng các thuộc tính như MaterialStateProperty để xác định các giá trị dựa trên trạng thái.

* 1. Áp dụng tùy chỉnh cho từng đối tượng riêng lẻ:

Bạn có thể áp dụng các thuộc tính tùy chỉnh cho từng đối tượng riêng lẻ. Điều này thường dùng khi bạn cần định dạng đối tượng một cách riêng biệt so với các đối tượng khác.

* 1. Sử dụng thuộc tính cụ thể cho từng widget:

Một số widget cung cấp các thuộc tính cụ thể để tùy chỉnh giao diện của chính widget đó, chẳng hạn như style cho các nút (TextButton, ElevatedButton, ...) hoặc textStyle cho Text.

Bạn có thể kết hợp nhiều tùy chọn để định dạng đối tượng một cách chi tiết. Ví dụ, bạn có thể sử dụng ButtonStyle hoặc TextStyle kết hợp với Theme để áp dụng kiểu chung nhưng vẫn có thể điều chỉnh từng trường hợp cụ thể.

Mức độ ưu tiên khi các giá trị định dạng bị ghi đè, từ mức ưu tiên cao nhất đến thấp nhất:

1. Giá trị cụ thể cho widget cụ thể:

Các thuộc tính được cung cấp trực tiếp cho một widget sẽ được ưu tiên cao nhất và ghi đè lên tất cả các giá trị định dạng khác. Ví dụ, nếu bạn cung cấp thuộc tính style cho một nút (TextButton, ElevatedButton, ...), nó sẽ ghi đè lên bất kỳ giá trị nào được xác định từ các tùy chọn khác.

1. Thuộc tính được định nghĩa bởi các widget con:

Nếu một thuộc tính được xác định bởi các widget con bên trong một widget cha, giá trị của widget con gần nhất về mặt cây widget sẽ được sử dụng.

1. Theme:

Các giá trị được định nghĩa trong Theme sẽ áp dụng cho toàn bộ ứng dụng, trừ khi các giá trị cụ thể được cung cấp cho widget hoặc widget con.

1. Trạng thái đối tượng:

Các thuộc tính có thể thay đổi dựa trên trạng thái (ví dụ như trạng thái hovered, pressed, disabled, ...) có thể được xác định sử dụng MaterialStateProperty. Giá trị của trạng thái được xác định trong thời điểm thực thi của widget.

1. Giá trị mặc định của thuộc tính:

Nếu không có giá trị nào được cung cấp, giá trị mặc định của thuộc tính sẽ được sử dụng.

## Các loại hộp thoại

### showDialog<T> function

[Future](https://api.flutter.dev/flutter/dart-async/Future-class.html)<T?> showDialog<T>(

{required [BuildContext](https://api.flutter.dev/flutter/widgets/BuildContext-class.html) context,

required [WidgetBuilder](https://api.flutter.dev/flutter/widgets/WidgetBuilder.html) builder,

[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) barrierDismissible = true,

[Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? barrierColor = Colors.black54,

[String](https://api.flutter.dev/flutter/dart-core/String-class.html)? barrierLabel,

[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) useSafeArea = true,

[bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) useRootNavigator = true,

[RouteSettings](https://api.flutter.dev/flutter/widgets/RouteSettings-class.html)? routeSettings,

[Offset](https://api.flutter.dev/flutter/dart-ui/Offset-class.html)? anchorPoint,

[TraversalEdgeBehavior](https://api.flutter.dev/flutter/widgets/TraversalEdgeBehavior.html)? traversalEdgeBehavior})

showDialog là một phương thức tĩnh trong Flutter được sử dụng để hiển thị một hộp thoại trên màn hình. Nó cho phép bạn hiển thị một Dialog, AlertDialog, hoặc SimpleDialog trên màn hình.

Bạn có thể sử dụng showDialog để hiển thị một hộp thoại thông báo, yêu cầu xác nhận từ người dùng, hoặc hiển thị một danh sách các tùy chọn cho người dùng chọn.

Phương thức showDialog có hai tham số chính là context và builder. Tham số context là BuildContext hiện tại và tham số builder là một hàm trả về một widget, thường là một Dialog, AlertDialog, hoặc SimpleDialog.

Trong Flutter, Dialog, AlertDialog, và SimpleDialog đều là các widgets có thể được sử dụng để hiển thị một hộp thoại trên màn hình. Tuy nhiên, chúng có một số khác biệt về giao diện và chức năng.

* Dialog là một hộp thoại thông thường có thể được tùy chỉnh để phù hợp với nhu cầu của bạn. Nó có nền trong suốt và có thể có bất kỳ hình dạng hoặc kích thước nào. Bạn có thể thêm bất kỳ widgets nào bạn muốn vào Dialog để tạo một hộp thoại tùy chỉnh.
* AlertDialog là một hộp thoại được xây sẵn với thiết kế và chức năng cụ thể. Nó có tiêu đề, nội dung và các hành động, và thường được sử dụng để hiển thị thông tin quan trọng hoặc yêu cầu xác nhận từ người dùng. Nó có nền màu trắng và các góc được làm tròn.

To close an alert dialog, one of its actions must be selected.

* SimpleDialog tương tự như AlertDialog, nhưng có thiết kế đơn giản hơn và thường được sử dụng để hiển thị danh sách tùy chọn cho người dùng. Nó cũng có nền màu trắng và các góc được làm tròn và có thể có một tiêu đề và một danh sách tùy chọn.

SimpleDialog cho phép các tương tác sau:

* + Nhấn vào một hành động để chọn nó và đóng hộp thoại
  + Nhấn vào bên ngoài hộp thoại để đóng hộp thoại mà không thực hiện hành động nào

Không nên đặt các button trong SimpleDialog, bản thân sự lựa chọn tự gọi action được khi chạm vào.

### Dialog class

[Dialog](https://api.flutter.dev/flutter/material/Dialog/Dialog.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [Duration](https://api.flutter.dev/flutter/dart-core/Duration-class.html) insetAnimationDuration = const Duration(milliseconds: 100), [Curve](https://api.flutter.dev/flutter/animation/Curve-class.html) insetAnimationCurve = Curves.decelerate, [EdgeInsets](https://api.flutter.dev/flutter/painting/EdgeInsets-class.html)? insetPadding = \_defaultInsetPadding, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? alignment, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a dialog.

*const*

[Dialog.fullscreen](https://api.flutter.dev/flutter/material/Dialog/Dialog.fullscreen.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [Duration](https://api.flutter.dev/flutter/dart-core/Duration-class.html) insetAnimationDuration = Duration.zero, [Curve](https://api.flutter.dev/flutter/animation/Curve-class.html) insetAnimationCurve = Curves.decelerate, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child})

Creates a fullscreen dialog.

Example Dialog and Dialog.fullscreen

class Dialog1 extends StatelessWidget {

  const Dialog1({super.key});

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          TextButton(

            onPressed: () => showDialog(

              // showDialog is a static method that takes a builder parameter

              context:

                  context, // context is the current BuildContext - required

              builder: (BuildContext context) => Dialog(

                //  builder is a function that returns a widget - required

                backgroundColor: Colors.amber,

                shape: RoundedRectangleBorder(

                    borderRadius: BorderRadius.circular(20)),

                shadowColor: Colors.blue,

                child: Padding(

                  padding: const EdgeInsets.all(8.0),

                  child: Column(

                    mainAxisSize: MainAxisSize.min,

                    mainAxisAlignment: MainAxisAlignment.center,

                    children: <Widget>[

                      const Text('This is a typical dialog.'),

                      const SizedBox(height: 15),

                      TextButton(

                        onPressed: () {

                          Navigator.pop(

                              context); // dismiss dialog - đóng dialog

                        },

                        child: const Text('Close'),

                      ),

                    ],

                  ),

                ),

              ),

            ),

            child: const Text('Show Dialog'),

          ),

          const SizedBox(height: 10),

          TextButton(

            onPressed: () => showDialog(

              context: context,

              builder: (BuildContext context) => Dialog.fullscreen(

                // fullscreen dialog - bung chiếm hết screen

                child: Column(

                  mainAxisSize: MainAxisSize.min,

                  mainAxisAlignment: MainAxisAlignment.center,

                  children: <Widget>[

                    const Text('This is a fullscreen dialog.'),

                    const SizedBox(height: 15),

                    TextButton(

                      onPressed: () {

                        Navigator.pop(context);

                      },

                      child: const Text('Close'),

                    ),

                  ],

                ),

              ),

            ),

            child: const Text('Show Fullscreen Dialog'),

          ),

        ],

      ),

    );

  }

}

### AlertDialog

[AlertDialog](https://api.flutter.dev/flutter/material/AlertDialog/AlertDialog.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? icon, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? iconPadding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? iconColor, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? titlePadding, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? titleTextStyle, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? content, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? contentPadding, [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? contentTextStyle, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)>? actions, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? actionsPadding, [MainAxisAlignment](https://api.flutter.dev/flutter/rendering/MainAxisAlignment.html)? actionsAlignment, [OverflowBarAlignment](https://api.flutter.dev/flutter/widgets/OverflowBarAlignment.html)? actionsOverflowAlignment, [VerticalDirection](https://api.flutter.dev/flutter/painting/VerticalDirection.html)? actionsOverflowDirection, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? actionsOverflowButtonSpacing, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html)? buttonPadding, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticLabel, [EdgeInsets](https://api.flutter.dev/flutter/painting/EdgeInsets-class.html) insetPadding = \_defaultInsetPadding, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? alignment, [bool](https://api.flutter.dev/flutter/dart-core/bool-class.html) scrollable = false})

Creates an alert dialog.

Example AlertDialog

* actions: thuộc tính của widget AlertDialog trong được sử dụng để xác định danh sách các hành động (nút hoặc lựa chọn) mà người dùng có thể thực hiện khi họ tương tác với hộp thoại. Mỗi phần tử trong danh sách actions là một widget, thường là các nút nhấn hoặc các lựa chọn để người dùng chọn.

Example 1

class ActionChip2 extends StatelessWidget {

  const ActionChip2({super.key});

  @override

  Widget build(BuildContext context) {

    return ActionChip(

      label: const Text('Open Dialog'),

      onPressed: () {

        showDialog(

          context: context,

          builder: (BuildContext context) {

            return AlertDialog(

              title: const Text('Dialog Title'), // title dialog

              content: const Text('This is a dialog content.'), // content dialog

              actions: [ // các hành động, thường là button

                TextButton(

                  onPressed: () {

                    Navigator.pop(context);

                  },

                  child: const Text('Close'),

                ),

              ],

            );

          },

        );

      },

    );

  }

}

Example 2

 ActionChip(

            label: const Text('Open Dialog'),

            onPressed: () {

              showDialog(

                context: context,

                builder: (BuildContext context) {

                  return AlertDialog(

                    icon: const Icon(Icons.warning),

                    iconColor: Colors.red,

                    title: const Text('Dialog Title'), // tiêu đề

                    content:

                        const Text('This is a dialog content.'), //  nội dung

                    actions: [

                      // nút

                      TextButton(

                        onPressed: () {

                          Navigator.pop(context);

                        },

                        child: const Text('Close'),

                      ),

                    ],

                  );

                },

              );

            },

          ),

Example 3

 Widget build(BuildContext context) {

    return ElevatedButton(

      onPressed: () {

        showDialog(

          context: context,

          builder: (BuildContext context) {

            return AlertDialog(

              title: const Text('Xác nhận'),

              content: const Text('Bạn có chắc muốn xóa mục này?'),

              actions: [

                TextButton(

                  onPressed: () {

                    Navigator.of(context).pop(); // Đóng hộp thoại

                  },

                  child: const Text('Hủy'),

                ),

                TextButton(

                  onPressed: () {

                    // Thực hiện xóa mục ở đây

                    Navigator.of(context).pop(); // Đóng hộp thoại sau khi xong

                  },

                  child: const Text('Xóa'),

                ),

              ],

            );

          },

        );

      },

      child: const Text('Xóa Mục'),

    );

### SimpleDialog

[SimpleDialog](https://api.flutter.dev/flutter/material/SimpleDialog/SimpleDialog.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? title, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html) titlePadding = const EdgeInsets.fromLTRB(24.0, 24.0, 24.0, 0.0), [TextStyle](https://api.flutter.dev/flutter/painting/TextStyle-class.html)? titleTextStyle, [List](https://api.flutter.dev/flutter/dart-core/List-class.html)<[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)>? children, [EdgeInsetsGeometry](https://api.flutter.dev/flutter/painting/EdgeInsetsGeometry-class.html) contentPadding = const EdgeInsets.fromLTRB(0.0, 12.0, 0.0, 16.0), [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? backgroundColor, [double](https://api.flutter.dev/flutter/dart-core/double-class.html)? elevation, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? shadowColor, [Color](https://api.flutter.dev/flutter/dart-ui/Color-class.html)? surfaceTintColor, [String](https://api.flutter.dev/flutter/dart-core/String-class.html)? semanticLabel, [EdgeInsets](https://api.flutter.dev/flutter/painting/EdgeInsets-class.html) insetPadding = \_defaultInsetPadding, [Clip](https://api.flutter.dev/flutter/dart-ui/Clip.html) clipBehavior = Clip.none, [ShapeBorder](https://api.flutter.dev/flutter/painting/ShapeBorder-class.html)? shape, [AlignmentGeometry](https://api.flutter.dev/flutter/painting/AlignmentGeometry-class.html)? alignment})

Creates a simple dialog.

Example

  showDialog(

    context: context,

    builder: (BuildContext context) {

      return SimpleDialog(

        title: const Text(

          'Chọn một tùy chọn',

          style: TextStyle(

            fontSize: 20.0,

            fontWeight: FontWeight.bold,

            color: Colors.blue,

          ),

        ),

        contentPadding: const EdgeInsets.all(16.0),

        backgroundColor: Colors.yellow[100],

        shape: RoundedRectangleBorder(

          borderRadius: BorderRadius.circular(10.0),

        ),

        children: <Widget>[

          SimpleDialogOption( // An option used in a SimpleDialog.

              padding: const EdgeInsets.all(40), // Set padding cho option

              onPressed: () {

                // Xử lý tùy chọn 1

                Navigator.of(context).pop(); // Đóng hộp thoại

              },

              child: const Text('Tùy chọn 1',

                  style: TextStyle(

                    color: Colors.red,

                  ) // Set màu sắc ở đây.

                  )),

          SimpleDialogOption( // An option used in a SimpleDialog.

              onPressed: () {

                // Xử lý tùy chọn 2

                Navigator.of(context).pop(); // Đóng hộp thoại

              },

              child: const Text('Tùy chọn 2',

                  style: TextStyle(

                    color: Colors.red,

                  ) // Set màu sắc ở đây

                  )),

        ],

      );

    },

  );

Example 2

  @override

  Widget build(BuildContext context) {

    return Center(

      child: ElevatedButton(

        onPressed: () {

          // Khi nút được nhấn, hiển thị SimpleDialog

          \_showDialog3(context);

        },

        child: const Text('Mở SimpleDialog'),

      ),

    );

  }

}

void \_showDialog3(BuildContext context) {

  showDialog(

      context: context,

      builder: (BuildContext context) {

        return SimpleDialog(

          title: const Text('Set backup account'),

          children: [

            SimpleDialogItem( // call hàm SimpleDialogItem với các tham số kèm theo

              icon: Icons.account\_circle,

              color: Colors.orange,

              text: 'user01@gmail.com',

              onPressed: () {

                Navigator.pop(context, 'user01@gmail.com');

              },

            ),

            SimpleDialogItem(

              icon: Icons.account\_circle,

              color: Colors.green,

              text: 'user02@gmail.com',

              onPressed: () {

                Navigator.pop(context, 'user02@gmail.com');

              },

            ),

          ],

        );

      });

}

// Tạo item SimpleDialogOption cho SimpleDialog

class SimpleDialogItem extends StatelessWidget {

  const SimpleDialogItem(

      {Key? key, this.icon, this.color, this.text, this.onPressed})

      : super(key: key);

  final IconData? icon;

  final Color? color;

  final String? text;

  final VoidCallback? onPressed;

  @override

  Widget build(BuildContext context) {

    return SimpleDialogOption(

      onPressed: onPressed,

      child: Row(

        mainAxisAlignment: MainAxisAlignment.start,

        crossAxisAlignment: CrossAxisAlignment.center,

        children: [

          Icon(icon, size: 36.0, color: color),

          Padding(

            padding: const EdgeInsetsDirectional.only(start: 16.0),

            child: Text(text != null ? text.toString() : ''),

          ),

        ],

      ),

    );

  }

}

### Full-screen dialog

Full-screen dialogs group a series of tasks, such as creating a calendar entry with the event title, date, location, and time. Because they take up the entire screen, full-screen dialogs are the only dialogs over which other dialogs can appear.

Cách setup

* Dùng MaterialPageRoute để gọi hàm show dialog và set thuộc tính fullscreenDialog: true
* Tại hàm show dialog: Phải có Scaffold để hiển thị AppBar

Example 1

class FullScreenDialog1 extends StatelessWidget {

  const FullScreenDialog1({super.key});

  @override

  Widget build(BuildContext context) {

    return const MyHomePage();

  }

}

class MyHomePage extends StatelessWidget {

  const MyHomePage({super.key});

  @override

  Widget build(BuildContext context) {

    return Center(

      child: TextButton(

        style: TextButton.styleFrom(

          backgroundColor: const Color.fromARGB(255, 182, 244, 249),

          foregroundColor: const Color.fromARGB(255, 210, 5, 203),

          padding: const EdgeInsets.all(15.0),

          shape: const RoundedRectangleBorder(

            borderRadius: BorderRadius.all(Radius.circular(16.0)),

          ),

        ),

        onPressed: () {

          // Future<T?> push<T extends Object?>(BuildContext context, Route<T> route)

          /\* Dùng MaterialPageRoute để gọi FullScreenDialog() và set fullscreenDialog: true

          \*/

          Navigator.push(

            context,

            MaterialPageRoute<void>(

              builder: (BuildContext context) => const FullScreenDialog(),

              fullscreenDialog: true,

            ),

          );

        },

        child: const Text("SHOW DIALOG"),

      ),

    );

  }

}

class FullScreenDialog extends StatelessWidget {

  const FullScreenDialog({super.key});

  @override

  Widget build(BuildContext context) {

    // Phải có Scaffold để hiển thị AppBar

    return Scaffold(

      appBar: AppBar(

        backgroundColor: const Color(0xFF6200EE),

        title: const Text('Full-screen Dialog'),

      ),

      body: const Center(

        child: Text("Full-screen dialog"),

      ),

    );

  }

}

### Get data from dialog

Example 1

// .then((result) { ... }) để lấy giá trị trả về từ hộp thoại

class MyWidget extends StatefulWidget {

  const MyWidget({super.key});

  @override

  State<MyWidget> createState() => \_MyWidgetState();

}

class \_MyWidgetState extends State<MyWidget> {

  String \_inputValue = ''; // Biến để lưu trữ giá trị nhập từ hộp thoại

  void \_openDialog() {

    showDialog(

      context: context,

      builder: (BuildContext context) {

        return AlertDialog(

          title: const Text('Enter a Value'),

          content: TextField(

            onChanged: (value) {

              setState(() {

                \_inputValue = value;

              });

            },

          ),

          actions: <Widget>[

            TextButton(

              child: const Text('OK'),

              onPressed: () {

                Navigator.of(context).pop(\_inputValue);

                debugPrint(\_inputValue);

              },

            ),

            TextButton(

              child: const Text('Cancel'),

              onPressed: () {

                Navigator.of(context).pop();

              },

            ),

          ],

        );

      },

    ).then((result) { // .then((result) { ... }) để lấy giá trị trả về từ hộp thoại

      setState(() {

        \_inputValue = result ?? '';

      });

    });

  }

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          Text('Entered Value: $\_inputValue'), // Hiển thị giá trị nhập vào

          const SizedBox(height: 20),

          ElevatedButton(

            onPressed: \_openDialog,

            child: const Text('Open Dialog'),

          ),

        ],

      ),

    );

  }

}

Example 2

//// Get input value from dialog dùng async/await - sử dụng trong trường hợp cần xử lý bất đồng bộ

class MyHomePage extends StatefulWidget {

  const MyHomePage({super.key});

  @override

  State<MyHomePage> createState() => \_MyHomePageState();

}

class \_MyHomePageState extends State<MyHomePage> {

  String \_inputValue = ''; // Biến để lưu trữ giá trị nhập từ hộp thoại

  void \_openDialog() async {

    String? result = await showDialog(

      // async/await để chờ kết quả trả về từ hộp thoại. sử dụng trong trường hợp cần xử lý bất đồng bộ

      context: context,

      builder: (BuildContext context) {

        return AlertDialog(

          title: const Text('Enter a Value'),

          content: TextField(

            onChanged: (value) {

              setState(() {

                \_inputValue = value;

              });

            },

          ),

          actions: <Widget>[

            TextButton(

              child: const Text('OK'),

              onPressed: () {

                Navigator.of(context).pop(\_inputValue);

                debugPrint(\_inputValue);

              },

            ),

            TextButton(

              child: const Text('Cancel'),

              onPressed: () {

                Navigator.of(context).pop();

              },

            ),

          ],

        );

      },

    );

    setState(() {

      \_inputValue = result ??

          ''; // Nếu người dùng không nhập giá trị thì gán giá trị rỗng

    });

  }

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          Text('Entered Value: $\_inputValue'), // Hiển thị giá trị nhập vào

          const SizedBox(height: 20),

          ElevatedButton(

            onPressed: \_openDialog,

            child: const Text('Open Dialog'),

          ),

        ],

      ),

    );

  }

}

Example 3

// Get values from CheckboxListTile and RadioListTile from dialog

class MyHomePage2 extends StatefulWidget {

  const MyHomePage2({super.key});

  @override

  State<MyHomePage2> createState() => \_MyHomePage2State();

}

class \_MyHomePage2State extends State<MyHomePage2> {

  List<String> \_selectedValues = [];

  String \_selectedRadioValue = '';

  void \_openCheckboxDialog() async {

    List<String>? result = await showDialog(

      context: context,

      builder: (BuildContext context) {

        return AlertDialog(

          title: const Text('Select values'),

          content: StatefulBuilder(

              // StatefulBuilder để cập nhật lại giao diện khi click trên checkbox

              builder: (BuildContext context, StateSetter setState) {

            return Column(

              mainAxisSize: MainAxisSize.min,

              children: <Widget>[

                CheckboxListTile(

                  title: const Text('Value 1'),

                  value: \_selectedValues.contains(

                      'Value 1'), // nếu list chứa 'Value 1' thì value = true, ngược lại value = false

                  onChanged: (bool? value) {

                    setState(() {

                      if (value ?? false) {

                        // nếu value = true thì add 'Value 1' vào list, ngược lại remove 'Value 1' khỏi list

                        \_selectedValues.add('Value 1');

                      } else {

                        \_selectedValues.remove('Value 1');

                      }

                    });

                  },

                ),

                CheckboxListTile(

                  title: const Text('Value 2'),

                  value: \_selectedValues.contains('Value 2'),

                  onChanged: (bool? value) {

                    setState(() {

                      if (value ?? false) {

                        \_selectedValues.add('Value 2');

                      } else {

                        \_selectedValues.remove('Value 2');

                      }

                    });

                  },

                ),

                CheckboxListTile(

                  title: const Text('Value 3'),

                  value: \_selectedValues.contains('Value 3'),

                  onChanged: (bool? value) {

                    setState(() {

                      if (value ?? false) {

                        \_selectedValues.add('Value 3');

                      } else {

                        \_selectedValues.remove('Value 3');

                      }

                    });

                  },

                ),

              ],

            );

          }),

          actions: <Widget>[

            TextButton(

              child: const Text('OK'),

              onPressed: () {

                Navigator.of(context)

                    .pop(\_selectedValues); // result = .pop(value)

                debugPrint(\_selectedValues.toString());

              },

            ),

            TextButton(

              child: const Text('Cancel'),

              onPressed: () {

                Navigator.of(context).pop(); // result = null

                debugPrint(\_selectedValues.toString());

              },

            ),

          ],

        );

      },

    );

    if (result != null) {

      setState(() {

        \_selectedValues = result;

      });

    }

  }

  void \_openRadioDialog() async {

    String? result = await showDialog(

      context: context,

      builder: (BuildContext context) {

        return AlertDialog(

          title: const Text('Select a value'),

          content: StatefulBuilder(

              // StatefulBuilder để cập nhật lại giao diện khi click trên radio button

              builder: (BuildContext context, StateSetter setState) {

            return Column(

              mainAxisSize: MainAxisSize.min,

              children: [

                RadioListTile<String>(

                  title: const Text('Value 1'),

                  value: 'Value 1',

                  groupValue: \_selectedRadioValue,

                  onChanged: (String? value) {

                    setState(() {

                      \_selectedRadioValue = value!;

                    });

                  },

                ),

                RadioListTile<String>(

                  title: const Text('Value 2'),

                  value: 'Value 2',

                  groupValue: \_selectedRadioValue,

                  onChanged: (String? value) {

                    setState(() {

                      \_selectedRadioValue = value!;

                    });

                  },

                ),

                RadioListTile<String>(

                  title: const Text('Value 3'),

                  value: 'Value 3',

                  groupValue: \_selectedRadioValue,

                  onChanged: (String? value) {

                    setState(() {

                      \_selectedRadioValue = value!;

                    });

                  },

                ),

              ],

            );

          }),

          actions: <Widget>[

            TextButton(

              child: const Text('OK'),

              onPressed: () {

                Navigator.of(context)

                    .pop(\_selectedRadioValue); // result = .pop(value)

                debugPrint(\_selectedRadioValue);

              },

            ),

            TextButton(

              child: const Text('Cancel'),

              onPressed: () {

                Navigator.of(context).pop(); // result = null

                debugPrint(\_selectedRadioValue.toString());

              },

            ),

          ],

        );

      },

    );

    if (result != null) {

      setState(() {

        \_selectedRadioValue = result;

      });

    }

  }

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          Text(

              'Selected Values: ${\_selectedValues.join(', ')}'), // Show the selected values from the checkbox list

          const SizedBox(height: 20),

          ElevatedButton(

            onPressed: \_openCheckboxDialog,

            child: const Text('Open Checkbox Dialog'),

          ),

          const SizedBox(height: 20),

          Text(

              'Selected Value: $\_selectedRadioValue'), // Show the selected value from the radio button list

          const SizedBox(height: 20),

          ElevatedButton(

            onPressed: \_openRadioDialog,

            child: const Text('Open Radio Dialog'),

          ),

        ],

      ),

    );

  }

}

Example 4

// Get 1 value in list item on SimpleDialog - click choose item là gọi action luôn

class MyHomePage3 extends StatefulWidget {

  const MyHomePage3({super.key});

  @override

  State<MyHomePage3> createState() => \_MyHomePage3State();

}

class \_MyHomePage3State extends State<MyHomePage3> {

  String \_selectedValue = '';

  void \_openDialog() async {

    String result = await showDialog(

      context: context,

      builder: (BuildContext context) {

        return SimpleDialog(

          title: const Text('Select a value'),

          children: <Widget>[

            SimpleDialogOption(

              onPressed: () {

                Navigator.of(context).pop('Value 1');

              },

              child: const Text('Value 1'),

            ),

            SimpleDialogOption(

              onPressed: () {

                Navigator.of(context).pop('Value 2');

              },

              child: const Text('Value 2'),

            ),

            SimpleDialogOption(

              onPressed: () {

                Navigator.of(context).pop('Value 3');

              },

              child: const Text('Value 3'),

            ),

          ],

        );

      },

    );

    setState(() {

      \_selectedValue = result;

    });

    debugPrint(\_selectedValue);

  }

  @override

  Widget build(BuildContext context) {

    return Center(

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        children: <Widget>[

          Text('Selected Value: $\_selectedValue'), // Show the selected value

          const SizedBox(height: 20),

          ElevatedButton(

            onPressed: \_openDialog,

            child: const Text('Open SimpleDialogOption'),

          ),

        ],

      ),

    );

  }

}

## Navigation and routing

Flutter cung cấp một hệ thống hoàn chỉnh để điều hướng giữa các màn hình và xử lý các liên kết sâu. Các ứng dụng nhỏ không có liên kết sâu phức tạp có thể sử dụng Navigator, trong khi các ứng dụng có yêu cầu điều hướng và liên kết sâu cụ thể cũng nên sử dụng Router để xử lý chính xác các liên kết sâu trên Android và iOS, và luôn đồng bộ hóa với thanh địa chỉ khi ứng dụng đang chạy trên web.

Để định cấu hình ứng dụng Android hoặc iOS của bạn nhằm xử lý các liên kết sâu, hãy xem Deep link.

Widget tree tổ chức các screen theo cấu trúc stack - LIFO. Hành động .push - đẩy screen vào stack (navigate to new page), .pop lấy screen ra khỏi stack (back to previous page).

Khi gọi phương thức .push lại với screen cũ (đã .push trước đó) thì widget tạo screen này vẫn được .push tiếp vào stack (là screen mới nhất trong stack)

Back button trên AppBar tương đương gọi .pop - back to previous page

Khi dùng Navigator.pushName(…) luồng code sẽ quay lên MaterialApp.router dò trước, nếu route ko tồn tại mới dò trong onGenerateRoute (nếu có sẽ bỏ qua onGenerateRoute)

Dùng Navigator.pushName(…) đi qua cấu hình MaterialApp.router ko cần gán RouteSettings; đi qua cấu hình onGenerateRoute phải gán RouteSettings với cú pháp

return MaterialPageRoute(

                builder: (context) => const ProfileScreen2(),

          settings: settings); // gán RouteSettings

Khi dùng Navigator.push không đi qua cấu hình routes hoặc onGenerateRoute của MaterialApp. Thay vào đó, Navigator.push được sử dụng để thêm một màn hình mới vào ngăn xếp (stack) của Navigator hiện tại mà không liên quan đến việc đăng ký các route trong MaterialApp.

Dùng Navigator.push gán RouteSettings như sau

 ElevatedButton(

              onPressed: () {

                Navigator.push(

                  context,

                  MaterialPageRoute(

                    builder: (context) => const ProfileScreen(),

                    settings: const RouteSettings(

                        name:

                            '/profile'), //truyền theo route name ở đây, để UI có thể get ra bằng ModalRoute.of(context)?.settings.name;

                  ),

                );

### Một số cách truyền data giữa các màn hình:

* Qua phương thức Navigator.Push với Constructor màn hình đích:
* class HomeScreen extends StatelessWidget {
* @override
* Widget build(BuildContext context) {
* return Scaffold(
* appBar: AppBar(
* title: Text('Home Screen'),
* ),
* body: Center(
* child: ElevatedButton(
* onPressed: () {
* // Khi nút được nhấn, chuyển đến Màn hình chi tiết và truyền tham số.
* Navigator.push(
* context,
* MaterialPageRoute(
* builder: (context) => DetailScreen(data: 'Dữ liệu từ Màn hình gốc'), // gọi contructor DetailScreen
* ),
* );
* },
* child: Text('Chuyển đến Màn hình chi tiết'),
* ),
* ),
* );
* }
* }

// class DetailScreen với constructor có tham số

* class DetailScreen extends StatelessWidget {
* final String data;
* DetailScreen({required this.data}); // Nhận tham số data
* @override
* Widget build(BuildContext context) {
* return Scaffold(
* appBar: AppBar(
* title: Text('Màn hình chi tiết'),
* ),
* body: Center(
* child: Column(
* mainAxisAlignment: MainAxisAlignment.center,
* children: [
* Text('Dữ liệu nhận được: $data'), // Hiển thị dữ liệu trên Màn hình chi tiết
* ElevatedButton(
* onPressed: () {
* Navigator.pop(context); // Quay trở lại Màn hình gốc
* },
* child: Text('Quay lại'),
* ),
* ],
* ),
* ),
* );
* }
* }
* Truyền từ screen 2 về screen 1 qua phương thức Navigator.push trong hàm async - await:
* class ScreenA extends StatefulWidget {
* const ScreenA({super.key});
* @override
* State<ScreenA> createState() => \_ScreenAState();
* }
* class \_ScreenAState extends State<ScreenA> {
* String \_displayText = ''; // Biến để lưu trữ giá trị result
* @override
* Widget build(BuildContext context) {
* return Center(
* child: Column(
* mainAxisAlignment: MainAxisAlignment.center,
* children: [
* const Text(
* 'Result:',
* style: TextStyle(fontSize: 20, fontWeight: FontWeight.bold),
* ),
* Text(
* \_displayText, // Hiển thị giá trị result
* style: const TextStyle(fontSize: 20, color: Colors.red),
* ),
* ElevatedButton(
* onPressed: () {
* \_navigateToScreenB(
* context); // Navigate to the second screen when tapped.
* },
* child: const Text('Pick an option, any option!'),
* ),
* ],
* ),
* );
* }
* \_navigateToScreenB(BuildContext context) async {
* // Navigator.push returns a Future that completes after calling
* // Navigator.pop on the Selection Screen.
* final result = await Navigator.push(
* context,
* MaterialPageRoute(builder: (context) => const ScreenB()),
* );
* // Xử lý dữ liệu trả về từ Màn hình chi tiết
* if (result != null) {
* setState(() {
* \_displayText = result;
* });
* }
* }
* }
* class ScreenB extends StatelessWidget {
* const ScreenB({super.key});
* @override
* Widget build(BuildContext context) {
* return Scaffold(
* appBar: AppBar(
* title: const Text('Pick an option'),
* ),
* body: Center(
* child: Column(
* mainAxisAlignment: MainAxisAlignment.center,
* children: <Widget>[
* Padding(
* padding: const EdgeInsets.all(8),
* child: ElevatedButton(
* onPressed: () {
* // Close the screen and return 'ABC!' as the result.
* Navigator.pop(context,
* 'ABC!'); // void pop<T extends Object?>(BuildContext context, [T? result])
* },
* child: const Text('ABC!'),
* ),
* ),
* Padding(
* padding: const EdgeInsets.all(8),
* child: ElevatedButton(
* onPressed: () {
* // Close the screen and return '123.' as the result.
* Navigator.pop(context,
* '123.'); // void pop<T extends Object?>(BuildContext context, [T? result])
* },
* child: const Text('123.'),
* ),
* )
* ],
* ),
* ),
* );
* }
* }
* Qua phương thức Navigator.pushName với tham số arguments

// Khai báo routes, truyền tham số qua route

class Navigator5 extends StatelessWidget {

* const Navigator5({super.key});
* @override
* Widget build(BuildContext context) {
* return MaterialApp(
* onGenerateRoute: (settings) {
* // {Route<dynamic>? Function(RouteSettings)? onGenerateRoute} .Settings chứa thông tin về route
* /// settings có 2 thuộc tính: const RouteSettings({String? name,Object? arguments})
* // Kiểm tra tên route và trả về màn hình tương ứng
* if (settings.name == '/') {
* return MaterialPageRoute(builder: (context) {
* return const HomeScreen5();
* });
* } else if (settings.name == '/profile') {
* // Lấy thông tin người dùng từ settings.arguments ( Navigator.pushNamed(context, '/profile', arguments: 'user123');)
* final userId = settings.arguments as String;
* return MaterialPageRoute(builder: (context) {
* return UserProfilePage(
* userId:
* userId); // Truyền thông tin người dùng vào màn hình UserProfilePage
* });
* . . . . .

// Điều hướng màn hình với Navigator.pushNamed

 ElevatedButton(

              onPressed: () {

                // Điều hướng đến route '/profile' truyền theo thông tin người dùng

                Navigator.pushNamed(context, '/profile', arguments: 'user123');

                /// Future<T?> pushNamed<T extends Object?>( BuildContext context, String routeName, {Object? arguments,})

              },

. . . . .

// Nhận tham số tại màn hình đích

class UserProfilePage extends StatelessWidget {

  final String userId;

  const UserProfilePage({super.key, required this.userId});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('User Profile'),

      ),

      body: Center(

        child: Text(

            'User ID: $userId'), // Hiển thị thông tin người dùng được truyền từ route

      ),

    );

  }

}

### Get route name trên giao diện:

Dùng ModalRoute.of(context) get được route name cho cả hai cách Navigator.push và .pushName. Cụ thể:

* Dùng Navigator.push: truyền route name ngay trong phương thức .push (ko liên quan MaterialApp.router và onGenerateRoute)
* Dùng Navigator.pushNamed: ngoài route truyền vào phương thức .pushName khi gọi, chỉ cần truyển route name trong onGenerateRoute

(Nói cách khác dùng .push phải truyền theo RouteSettings, dùng .pushNamed chỉ cần truyền RouteSettings trong onGenerateRoute thì sẽ get được route name bằng ModalRoute.of(context)?.settings.name)

* Truyền tham số routeName qua phương thức Navigator.push hoặc .pushNamed

ElevatedButton(

* onPressed: () {
* // Chuyển đến màn hình ProfileScreen
* Navigator.push(
* context,
* MaterialPageRoute(
* builder: (context) => const ProfileScreen(),
* settings: const RouteSettings(
* name:
* '/profile'), // bắt buộc truyền theo route name ở đây, để UI có thể get ra bằng ModalRoute.of(context)?.settings.name;
* ),
* );
* },
* child: const Text(
* 'Go to Profile - .push với MaterialPageRoute có settings'),
* ),

// OR

 ElevatedButton(

              onPressed: () {

                // Chuyển đến màn hình ProfileScreen

                Navigator.pushNamed(context,

                    '/profile'); // Nếu đi qua onGenerateRoute

Phải truyền route name, còn đi qua MaterialApp.routes ko cần truyền

              },

              child: const Text('Go to Profile - Navigator.pushNamed'),

            ),

* Nhận tại UI bằng phương thức ModalRoute.of(context)?.settings.name
* class ProfileScreen extends StatelessWidget {
* const ProfileScreen({super.key});
* @override
* Widget build(BuildContext context) {
* // Lấy tên của route từ settings
* final routeName = ModalRoute.of(context)?.settings.name;
* return Scaffold(
* appBar: AppBar(
* title: const Text('Profile'),
* ),
* body: Center(
* child: Column(
* mainAxisAlignment: MainAxisAlignment.center,
* children: [
* Text('Route Name: $routeName'), // Hiển thị tên của route
* const SizedBox(height: 20),
* ElevatedButton(
* onPressed: () {
* // Chuyển trở lại màn hình trước đó
* Navigator.pop(context);
* },
* child: const Text('Go Back'),
* ),
* ],
* ),
* ),
* );
* }
* }

https://docs.flutter.dev/cookbook/navigation/returning-data

Nên tổ chức routes tập trung vào một class để dễ quản lý, bảo trì

Example 1

class Routes {

  static const String screen1 = "/screen1";

  static const String screen2 = "/screen2";

}

class Navigator4 extends StatelessWidget {

  const Navigator4({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(routes: {

      '/': (context) => const NewWidget(), // route default khi start app

      Routes.screen1: (context) => const Screen1(),

      Routes.screen2: (context) => const Screen2(),

    });

  }

}

class NewWidget extends StatelessWidget {

  const NewWidget({

    super.key,

  });

  @override

  Widget build(BuildContext context) {

    return Scaffold(

        appBar: AppBar(

          title: const Text(' Home Screen '),

        ),

        body: Center(

          child: Column(

            children: [

              ElevatedButton(

                style: ElevatedButton.styleFrom(foregroundColor: Colors.amber),

                onPressed: () {

                  Navigator.pushNamed(context, Routes.screen1);

                },

                child: const Text('Goto Screen1'),

              ),

              const SizedBox(height: 10),

              ElevatedButton(

                style: ElevatedButton.styleFrom(foregroundColor: Colors.amber),

                onPressed: () {

                  Navigator.pushNamed(context, Routes.screen2);

                },

                child: const Text('Goto Screen2'),

              ),

            ],

          ),

        ));

  }

}

Example 2

class Routes2 {

  static const String home = "/home";

  static const String screen1 = "/screen1";

  static const String screen2 = "/screen2";

  static const String screen3 = "/screen3";

}

class Navigator1 extends StatelessWidget {

  const Navigator1({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      initialRoute: Routes2.home,

      home: const Scaffold(

          // body: Home(),

          ),

      onGenerateRoute: (settings) {

        switch (settings.name) {

          case Routes2.home:

            return MaterialPageRoute(

                // làm sao truyền route tại đây? (hiện tại truyền tại đay ko get được ở UI)

                builder: (\_) => const Home());

          case Routes2.screen1:

            return MaterialPageRoute(

                // làm sao truyền route tại đây? (hiện tại truyền tại đay ko get được ở UI)

                builder: (\_) => const Screen1());

          case Routes2.screen2:

            return MaterialPageRoute(

                // làm sao truyền route tại đây? (hiện tại truyền tại đay ko get được ở UI)

                builder: (\_) => const Screen22(items: []));

          case Routes2.screen3:

            return MaterialPageRoute(

                builder: (\_) => Screen3(data: settings.arguments.toString()));

          default:

            return MaterialPageRoute(builder: (context) => const Screen1());

        }

      },

    );

  }

}

class Home extends StatelessWidget {

  const Home({super.key});

  @override

  Widget build(BuildContext context) {

    List<String> itemList = ['Mục 1', 'Mục 2', 'Mục 3', 'Mục 4'];

    return Scaffold(

      appBar: AppBar(title: const Text('Home')),

      body: Padding(

        padding: const EdgeInsets.all(16),

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: [

            ElevatedButton(

                onPressed: () {

                  Navigator.push(

                    context,

                    MaterialPageRoute(

                        builder: (context) => const Screen11(),

                        settings: const RouteSettings(name: Routes2.screen1)),

                  );

                },

                child: const Text('Screen1')),

            const SizedBox(

              height: 20,

            ),

            ElevatedButton(

              onPressed: () {

                Navigator.push(

                  context,

                  MaterialPageRoute(

                      builder: (context) => Screen22(items: itemList),

                      settings: const RouteSettings(name: Routes2.screen2)),

                );

              },

              child: const Text('Screen2'),

            ),

            const SizedBox(

              height: 20,

            ),

            ElevatedButton(

              onPressed: () {

                Navigator.push(

                  context,

                  MaterialPageRoute(

                      builder: (context) => const Screen3(

                            data: '123',

                          ),

                      settings: const RouteSettings(name: Routes2.screen3)),

                );

              },

              child: const Text('Screen3'),

            ),

          ],

        ),

      ),

    );

  }

}

### Phương thức .push và .pushReplacement

Dưới đây là giải thích chi tiết về sự khác biệt giữa chúng và cách chúng ảnh hưởng đến ngăn xếp chuyển hướng:

Navigator.push:

* Khi bạn sử dụng .push để chuyển hướng, một trang mới sẽ được thêm vào ngăn xếp chuyển hướng.
* Trang hiện tại vẫn giữ nguyên trong ngăn xếp và trở thành trang trước đó của trang mới.
* Khi người dùng nhấn nút "Back", ứng dụng sẽ trở lại trang trước đó trong ngăn xếp chuyển hướng.

Navigator.pushReplacement:

* Khi bạn sử dụng .pushReplacement, trang hiện tại sẽ được thay thế bằng trang mới trong ngăn xếp chuyển hướng.
* Trang hiện tại sẽ không còn tồn tại trong ngăn xếp và sẽ bị loại bỏ.

Với .push, mỗi lần bạn thực hiện chuyển hướng, một trang mới được thêm vào ngăn xếp và trang hiện tại trở thành trang trước đó của trang mới.

Với .pushReplacement, trang hiện tại bị loại bỏ khỏi ngăn xếp và thay thế bằng trang mới. Người dùng không thể quay lại trang hiện tại từ trang mới bằng cách sử dụng nút "Back".

## Title của MaterialApp khác với Title của AppBar thế nào

Trong Flutter, title của MaterialApp và title của AppBar có mục đích và vị trí sử dụng khác nhau:

* Title của MaterialApp:

Thuộc tính title của MaterialApp đặt tiêu đề của toàn bộ ứng dụng. Điều này thường được sử dụng để xác định tiêu đề của ứng dụng trên thanh tiêu đề của hệ điều hành hoặc trong danh sách các ứng dụng đang chạy.

Được đặt trong phần khởi tạo của MaterialApp.

* Title của AppBar

Thuộc tính title của AppBar đặt tiêu đề cho thanh tiêu đề nằm trong AppBar. Thường được sử dụng để hiển thị một tiêu đề đặc biệt cho từng màn hình hoặc trạng thái của ứng dụng.

Được đặt trong phần body của AppBar.

Dưới đây là một ví dụ để thấy sự khác biệt giữa hai thuộc tính này:

void main() {

  runApp(MaterialApp(

    title: 'My Awesome App', // Chưa rõ sẽ show lên trong trường hợp nào?

    home: Scaffold(

      appBar: AppBar(

        title: Text('Screen Title'), // Tiêu đề của ứng dụng

      ),

      body: TextWidget(),

    ),

  ));

}

## Widget có khả năng chứa nhiều widget con

Một số widget có khả năng chứa nhiều widget con như Column, Row, Stack, **ListView**,TextSpan,…

Example 1

child: Column(

            mainAxisAlignment: MainAxisAlignment.center,

            children: [

              PaddingAndMargin\_01(),

              PaddingAndMargin\_02(),

            ],

          ),

## Thuộc tính **children**

Thuộc tính children là một thuộc tính phổ biến trong các widget trong Flutter, đặc biệt là các widget nhóm như Column, Row, ListView, Stack và nhiều widget khác. Thuộc tính này cho phép bạn cung cấp một danh sách các widget con mà bạn muốn hiển thị hoặc xử lý trong một widget cha.

Cú pháp cơ bản của thuộc tính children là:

List<Widget> children = [

// Danh sách các widget con

Widget1(),

Widget2(),

// ...

];

Một số ví dụ triển khai

Column(

  children: [

    Text('Widget 1'),

    Text('Widget 2'),

    Text('Widget 3'),

  ],

)

//--------------------

Row(

  children: [

    Icon(Icons.star),

    Icon(Icons.star),

    Icon(Icons.star),

  ],

)

//--------------------

ListView(

  children: [

    ListTile(title: Text('Item 1')),

    ListTile(title: Text('Item 2')),

    ListTile(title: Text('Item 3')),

  ],

)

## Listener

const Listener(

{[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key,

[PointerDownEventListener](https://api.flutter.dev/flutter/rendering/PointerDownEventListener.html)? onPointerDown,

[PointerMoveEventListener](https://api.flutter.dev/flutter/rendering/PointerMoveEventListener.html)? onPointerMove,

[PointerUpEventListener](https://api.flutter.dev/flutter/rendering/PointerUpEventListener.html)? onPointerUp,

[PointerHoverEventListener](https://api.flutter.dev/flutter/services/PointerHoverEventListener.html)? onPointerHover,

[PointerCancelEventListener](https://api.flutter.dev/flutter/rendering/PointerCancelEventListener.html)? onPointerCancel,

[PointerPanZoomStartEventListener](https://api.flutter.dev/flutter/rendering/PointerPanZoomStartEventListener.html)? onPointerPanZoomStart,

[PointerPanZoomUpdateEventListener](https://api.flutter.dev/flutter/rendering/PointerPanZoomUpdateEventListener.html)? onPointerPanZoomUpdate,

[PointerPanZoomEndEventListener](https://api.flutter.dev/flutter/rendering/PointerPanZoomEndEventListener.html)? onPointerPanZoomEnd,

[PointerSignalEventListener](https://api.flutter.dev/flutter/rendering/PointerSignalEventListener.html)? onPointerSignal,

[HitTestBehavior](https://api.flutter.dev/flutter/rendering/HitTestBehavior.html) behavior = HitTestBehavior.deferToChild,

[Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? child}

)

A widget that calls callbacks in response to common pointer events.

It listens to events that can construct gestures, such as when the pointer is pressed, moved, then released or canceled.

It does not listen to events that are exclusive to mouse, such as when the mouse enters, exits or hovers a region without pressing any buttons. For these events, use MouseRegion.

Rather than listening for raw pointer events, consider listening for higher-level gestures using GestureDetector.

\*Lỗi ko set child - A RenderFlex overflowed by Infinity pixels on the bottom. (phải set child mới hết lỗi)

class Listener01 extends StatefulWidget {

  const Listener01({super.key});

  @override

  State<Listener01> createState() => \_Listener01State();

}

class \_Listener01State extends State<Listener01> {

  int \_downCounter = 0;

  int \_upCounter = 0;

  double x = 0.0;

  double y = 0.0;

  void \_incrementDown(PointerEvent details) {

    \_updateLocation(details);

    setState(() {

      \_downCounter++;

    });

  }

  void \_incrementUp(PointerEvent details) {

    \_updateLocation(details);

    setState(() {

      \_upCounter++;

    });

  }

  void \_updateLocation(PointerEvent details) {

    setState(() {

      x = details.position.dx;

      y = details.position.dy;

    });

  }

  @override

  Widget build(BuildContext context) {

    return Listener(

        onPointerDown: \_incrementDown,

        onPointerMove: \_updateLocation,

        onPointerUp: \_incrementUp,

        child: Container(

          width: 400,

          height: 400,

          color: Colors.blue,

          child: ColoredBox(

            color: Colors.yellowAccent,

            child: Column(

              mainAxisAlignment: MainAxisAlignment.center,

              children: <Widget>[

                const Text('Tap, drag, or move your pointer here!'),

                Text(

                  '$\_downCounter presses\n$\_upCounter releases',

                  style: Theme.of(context).textTheme.headlineMedium,

                ),

                Text(

                  'The cursor is here: (${x.toStringAsFixed(2)}, ${y.toStringAsFixed(2)})',

                ),

              ],

            ),

          ),

        ));

  }

}

//----------------------------------------------------------------

class Listener01A extends StatefulWidget {

  const Listener01A({super.key});

  @override

  State<Listener01A> createState() => \_Listener01AState();

}

class \_Listener01AState extends State<Listener01A> {

  int \_downCounter = 0;

  int \_upCounter = 0;

  double x = 0.0;

  double y = 0.0;

  void \_incrementDown(PointerEvent details) {

    \_updateLocation(details);

    setState(() {

      \_downCounter++;

    });

  }

  void \_incrementUp(PointerEvent details) {

    \_updateLocation(details);

    setState(() {

      \_upCounter++;

    });

  }

  void \_updateLocation(PointerEvent details) {

    setState(() {

      x = details.position.dx;

      y = details.position.dy;

    });

  }

  @override

  Widget build(BuildContext context) {

    return ColoredBox(

      color: Colors.yellowAccent,

      child: Column(

        mainAxisAlignment: MainAxisAlignment.center,

        crossAxisAlignment: CrossAxisAlignment.center,

        children: <Widget>[

          const Text('Tap, drag, or move your pointer here!'),

          Text(

            '$\_downCounter presses\n$\_upCounter releases',

            style: Theme.of(context).textTheme.headlineMedium,

          ),

          Text(

            'The cursor is here: (${x.toStringAsFixed(2)}, ${y.toStringAsFixed(2)})',

          ),

          Listener(

            onPointerDown: \_incrementDown,

            onPointerMove: \_updateLocation,

            onPointerUp: \_incrementUp,

            child: Container(

              width: 100,

              height: 200,

              color: Colors.green,

            ),

          )

        ],

      ),

    );

  }

}

//---------------------------

class Listener02 extends StatefulWidget {

  const Listener02({super.key});

  @override

  State<Listener02> createState() => \_Listener02State();

}

class \_Listener02State extends State<Listener02> {

  int \_downCounter = 0;

  int \_upCounter = 0;

  double x = 0.0;

  double y = 0.0;

  void \_incrementDown(PointerEvent details) {

    \_updateLocation(details);

    setState(() {

      \_downCounter++;

    });

  }

  void \_incrementUp(PointerEvent details) {

    \_updateLocation(details);

    setState(() {

      \_upCounter++;

    });

  }

  void \_updateLocation(PointerEvent details) {

    setState(() {

      x = details.position.dx;

      y = details.position.dy;

    });

  }

  @override

  Widget build(BuildContext context) {

    return ConstrainedBox(

      constraints: BoxConstraints.tight(const Size(300.0, 300.0)),

      child: Listener(

        onPointerDown: \_incrementDown,

        onPointerMove: \_updateLocation,

        onPointerUp: \_incrementUp,

        child: ColoredBox(

          color: Colors.lightBlueAccent,

          child: Column(

            mainAxisAlignment: MainAxisAlignment.center,

            children: <Widget>[

              const Text(

                  'You have pressed or released in this area this many times:'),

              Text(

                '$\_downCounter presses\n$\_upCounter releases',

                style: Theme.of(context).textTheme.headlineMedium,

              ),

              Text(

                'The cursor is here: (${x.toStringAsFixed(2)}, ${y.toStringAsFixed(2)})',

              ),

            ],

          ),

        ),

      ),

    );

  }

}

## Gestures

Flutter widget hỗ trợ tương tác thông qua một widget đặc biệt gọi là GestureDetector. GestureDetector không hiển thị trên giao diện nhưng có khả năng nắm bắt các thao tác của người dùng như nhấp, kéo, vuốt, chạm.... Phần lớn widget gốc của Flutter hỗ trợ tương tác giao diện thông qua GestureDetector.

If this widget has a child, it defers to that child for its sizing behavior. If it does not have a child, it grows to fit the parent instead.

By default a GestureDetector with an invisible child ignores touches; this behavior can be controlled with behavior.

GestureDetector also listens for accessibility events and maps them to the callbacks. To ignore accessibility events, set excludeFromSemantics to true.

See flutter.dev/gestures/ for additional information.

Material design applications typically react to touches with ink splash effects. The InkWell class implements this effect and can be used in place of a GestureDetector for handling taps.

// GestureDetector set child property

class Gesture01 extends StatefulWidget {

  const Gesture01({super.key});

  @override

  State<Gesture01> createState() => \_Gesture01State();

}

class \_Gesture01State extends State<Gesture01> {

  bool \_lightIsOn = false;

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      body: Container(

        alignment: FractionalOffset.center,

        child: Column(

          mainAxisAlignment: MainAxisAlignment.center,

          children: <Widget>[

            Padding(

              padding: const EdgeInsets.all(8.0),

              child: Icon(

                Icons.lightbulb\_outline,

                color: \_lightIsOn ? Colors.yellow.shade600 : Colors.black,

                size: 60,

              ),

            ),

            GestureDetector(

              onTap: () {

                setState(() {

                  // Toggle light when tapped.

                  \_lightIsOn = !\_lightIsOn;

                });

              },

              child: Container(

                color: const Color.fromARGB(255, 172, 171, 161),

                padding: const EdgeInsets.all(8),

                // Change button text when light changes state.

                child: Text(\_lightIsOn ? 'TURN LIGHT OFF' : 'TURN LIGHT ON'),

              ),

            ),

          ],

        ),

      ),

    );

  }

}

//---------------------------

// GestureDetector not set child property

/// GestureDetector does not have a child, it takes on the size of its parent, making the entire area of the surrounding Container clickable.

class Gesture02 extends StatefulWidget {

  const Gesture02({super.key});

  @override

  State<Gesture02> createState() => \_Gesture02State();

}

class \_Gesture02State extends State<Gesture02> {

  Color \_color = Colors.white;

  @override

  Widget build(BuildContext context) {

    return Container(

      // color: \_color,

      height: 400,

      width: 400.0,

      decoration: BoxDecoration(

          color: \_color, border: Border.all(width: 2, color: Colors.black)),

      child: GestureDetector(

        onTap: () {

          setState(() {

            \_color == Colors.yellow

                ? \_color = Colors.white

                : \_color = Colors.yellow;

          });

        },

      ),

    );

  }

}

//----------------------------------------------------------------

// GestureDetectors nested

//  The key concept here is the "first come, first served" principle in gesture recognition. - Child GestureDetectors action is parent GestureDetectors not action

class Gesture03 extends StatefulWidget {

  const Gesture03({super.key});

  @override

  State<Gesture03> createState() => \_Gesture03State();

}

class \_Gesture03State extends State<Gesture03> {

  void \_handleParentTap() {

    print('Parent GestureDetector tapped!');

  }

  void \_handleChildTap() {

    print('Child GestureDetector tapped!');

  }

  @override

  Widget build(BuildContext context) {

    return GestureDetector(

      onTap: \_handleParentTap, // Parent GestureDetector onTap callback

      child: Container(

        width: 200,

        height: 200,

        color: Colors.blue,

        child: GestureDetector(

          onTap: \_handleChildTap, // Child GestureDetector onTap callback

          child: const Center(

            child: Text(

              'Tap me!',

              style: TextStyle(color: Colors.white),

            ),

          ),

        ),

      ),

    );

  }

}

//

// Gesture04

enum \_OnTapWinner { none, yellow, green }

class Gesture04 extends StatefulWidget {

  const Gesture04({super.key});

  @override

  State<Gesture04> createState() => \_Gesture04State();

}

class \_Gesture04State extends State<Gesture04> {

  bool \_isYellowTranslucent = false;

  \_OnTapWinner \_winner = \_OnTapWinner.none;

  final Border highlightBorder =

      Border.all(color: Colors.red, width: 5); // define Border object

  @override

  Widget build(BuildContext context) {

    return Column(

      children: <Widget>[

        Expanded(

          child: GestureDetector(

            onTap: () {

              debugPrint('Green onTap');

              setState(() {

                \_winner = \_OnTapWinner.green;

              });

            },

            onTapDown: (\_) => debugPrint('Green onTapDown'),

            onTapCancel: () => debugPrint('Green onTapCancel'),

            child: Container(

              alignment: Alignment.center,

              decoration: BoxDecoration(

                border: \_winner == \_OnTapWinner.green ? highlightBorder : null,

                color: Colors.green,

              ),

              child: GestureDetector(

                // Setting behavior to transparent or opaque as no impact on

                // parent-child hit testing. A tap on 'Yellow' is also in

                // 'Green' bounds. Both enter the gesture arena, 'Yellow' wins

                // because it is in front.

                behavior: \_isYellowTranslucent

                    ? HitTestBehavior.translucent

                    : HitTestBehavior.opaque,

                onTap: () {

                  debugPrint('Yellow onTap');

                  setState(() {

                    \_winner = \_OnTapWinner.yellow;

                  });

                },

                child: Container(

                  alignment: Alignment.center,

                  decoration: BoxDecoration(

                    border:

                        \_winner == \_OnTapWinner.yellow ? highlightBorder : null,

                    color: Colors.amber,

                  ),

                  width: 200,

                  height: 200,

                  child: Text(

                    'HitTextBehavior.${\_isYellowTranslucent ? 'translucent' : 'opaque'}',

                    textAlign: TextAlign.center,

                  ),

                ),

              ),

            ),

          ),

        ),

        Padding(

          padding: const EdgeInsets.all(8.0),

          child: Row(

            children: <Widget>[

              ElevatedButton(

                child: const Text('Reset'),

                onPressed: () {

                  setState(() {

                    \_isYellowTranslucent = false;

                    \_winner = \_OnTapWinner.none;

                  });

                },

              ),

              const SizedBox(width: 8),

              ElevatedButton(

                child: Text(

                  'Set Yellow behavior to ${\_isYellowTranslucent ? 'opaque' : 'translucent'}',

                ),

                onPressed: () {

                  setState(() => \_isYellowTranslucent = !\_isYellowTranslucent);

                },

              ),

            ],

          ),

        ),

      ],

    );

  }

  @override

  void dispose() {

    debugPrintGestureArenaDiagnostics = false;

    super.dispose();

  }

}

// Gesture05

class Gesture05 extends StatefulWidget {

  const Gesture05({super.key});

  @override

  State<Gesture05> createState() => \_Gesture05State();

}

class \_Gesture05State extends State<Gesture05> {

  bool \_isYellowTranslucent = false;

  \_OnTapWinner \_winner = \_OnTapWinner.none;

  String \_tapInfo = '';

  String \_hitTestBehaviorInfo = '';

  final Border highlightBorder = Border.all(color: Colors.red, width: 5);

  @override

  Widget build(BuildContext context) {

    return Column(

      children: <Widget>[

        Expanded(

          child: GestureDetector(

            onTap: () {

              setState(() {

                \_winner = \_OnTapWinner.green;

                \_tapInfo = 'Green tapped!';

              });

            },

            onTapDown: (\_) {

              setState(() {

                \_tapInfo = 'Green onTapDown';

              });

            },

            onTapCancel: () {

              setState(() {

                // để giữ value của biến gán trong GestureDetector con thì phải ko gán tại GestureDetector cha(gán tại GestureDetector luôn ghi đè lại dù HitTestBehavior có là giá trị nào)

                // \_tapInfo = 'Green onTapCancel';

              });

            },

            child: Container(

              alignment: Alignment.center,

              decoration: BoxDecoration(

                border: \_winner == \_OnTapWinner.green ? highlightBorder : null,

                color: Colors.green,

              ),

              child: GestureDetector(

                behavior: \_isYellowTranslucent

                    ? HitTestBehavior.translucent

                    : HitTestBehavior.opaque,

                onTap: () {

                  setState(() {

                    \_winner = \_OnTapWinner.yellow;

                    \_tapInfo = 'Yellow tapped!';

                  });

                },

                onTapDown: (\_) {

                  setState(() {

                    \_tapInfo = 'Yellow onTapDown';

                  });

                },

                onTapCancel: () {

                  setState(() {

                    \_tapInfo = 'Yellow onTapCancel';

                  });

                },

                child: Container(

                  alignment: Alignment.center,

                  decoration: BoxDecoration(

                    border:

                        \_winner == \_OnTapWinner.yellow ? highlightBorder : null,

                    color: Colors.amber,

                  ),

                  width: 250,

                  height: 200,

                  child: Column(

                    mainAxisAlignment: MainAxisAlignment.center,

                    children: [

                      Text(

                        'Tap Info: $\_tapInfo',

                        style: const TextStyle(fontSize: 16),

                      ),

                      Text(

                        'Winner: $\_winner',

                        style: const TextStyle(fontSize: 16),

                      ),

                      Text(

                        'HitTestBehavior: ${\_isYellowTranslucent ? 'translucent' : 'opaque'}',

                        style: const TextStyle(fontSize: 16),

                      ),

                    ],

                  ),

                ),

              ),

            ),

          ),

        ),

        Padding(

          padding: const EdgeInsets.all(8.0),

          child: Row(

            children: <Widget>[

              ElevatedButton(

                child: const Text('Reset'),

                onPressed: () {

                  setState(() {

                    \_isYellowTranslucent = false;

                    \_winner = \_OnTapWinner.none;

                    \_tapInfo = '';

                  });

                },

              ),

              const SizedBox(width: 8),

              ElevatedButton(

                child: Text(

                  'Set Yellow behavior to ${\_isYellowTranslucent ? 'opaque' : 'translucent'}',

                ),

                onPressed: () {

                  setState(() {

                    \_isYellowTranslucent = !\_isYellowTranslucent;

                    \_hitTestBehaviorInfo =

                        'HitTestBehavior: ${\_isYellowTranslucent ? 'translucent' : 'opaque'}';

                  });

                },

              ),

            ],

          ),

        ),

      ],

    );

  }

}

## Dismissible

A widget that can be dismissed by dragging in the indicated direction.

Dragging or flinging this widget in the DismissDirection causes the child to slide out of view. Following the slide animation, if resizeDuration is non-null, the Dismissible widget animates its height (or width, whichever is perpendicular to the dismiss direction) to zero over the resizeDuration.

[Dismissible](https://api.flutter.dev/flutter/widgets/Dismissible/Dismissible.html)({required [Key](https://api.flutter.dev/flutter/foundation/Key-class.html) key, required [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html) child, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? background, [Widget](https://api.flutter.dev/flutter/widgets/Widget-class.html)? secondaryBackground, [ConfirmDismissCallback](https://api.flutter.dev/flutter/widgets/ConfirmDismissCallback.html)? confirmDismiss, [VoidCallback](https://api.flutter.dev/flutter/dart-ui/VoidCallback.html)? onResize, [DismissUpdateCallback](https://api.flutter.dev/flutter/widgets/DismissUpdateCallback.html)? onUpdate, [DismissDirectionCallback](https://api.flutter.dev/flutter/widgets/DismissDirectionCallback.html)? onDismissed, [DismissDirection](https://api.flutter.dev/flutter/widgets/DismissDirection.html) direction = DismissDirection.horizontal, [Duration](https://api.flutter.dev/flutter/dart-core/Duration-class.html)? resizeDuration = const Duration(milliseconds: 300), [Map](https://api.flutter.dev/flutter/dart-core/Map-class.html)<[DismissDirection](https://api.flutter.dev/flutter/widgets/DismissDirection.html), [double](https://api.flutter.dev/flutter/dart-core/double-class.html)> dismissThresholds = const <DismissDirection, double>{}, [Duration](https://api.flutter.dev/flutter/dart-core/Duration-class.html) movementDuration = const Duration(milliseconds: 200), [double](https://api.flutter.dev/flutter/dart-core/double-class.html) crossAxisEndOffset = 0.0, [DragStartBehavior](https://api.flutter.dev/flutter/gestures/DragStartBehavior.html) dragStartBehavior = DragStartBehavior.start, [HitTestBehavior](https://api.flutter.dev/flutter/rendering/HitTestBehavior.html) behavior = HitTestBehavior.opaque})

Creates a widget that can be dismissed.

Example

// Example 1 - Delete item from list

class Dismissible01 extends StatefulWidget {

  const Dismissible01({super.key});

  @override

  State<Dismissible01> createState() => \_DismissibleExampleState();

}

class \_DismissibleExampleState extends State<Dismissible01> {

  List<int> items = List<int>.generate(100, (int index) => index);

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

      itemCount: items.length,

      padding: const EdgeInsets.symmetric(vertical: 15),

      itemBuilder: (BuildContext context, int index) {

        return Dismissible(

          background: Container(

            // set background when gesture on items

            color: Colors.green,

          ),

          key: ValueKey<int>(items[index]),

          onDismissed: (DismissDirection direction) {

            setState(() {

              items.removeAt(index);

            });

          },

          child: ListTile(

            title: Text(

              'Item ${items[index]}',

            ),

          ),

        );

      },

    );

  }

}

// Example 2 - Delete items from list 2

class Dismissible02 extends StatelessWidget {

  const Dismissible02({super.key});

  static List<String> items = [

    "Item 1",

    "Item 2",

    "Item 3",

    "Item 4",

    "Item 5",

    "Item 6",

    "Item 7",

    "Item 8",

    "Item 9"

  ];

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

      itemCount: items.length,

      itemBuilder: (context, index) {

        final item = items[index];

        return Dismissible(

          key: Key(item),

          onDismissed: (direction) {

            // Remove the item from the data source

            items.removeAt(index);

            // Show a snackbar with the item name

            ScaffoldMessenger.of(context).showSnackBar(

              SnackBar(

                content: Text('$item dismissed'),

              ),

            );

          },

          background: Container(

            color: Colors.red,

            child: const Icon(Icons.delete, color: Colors.white),

          ),

          child: ListTile(

            title: Text(item),

          ),

        );

      },

    );

  }

}

// Example 3 - Chuyển trang khi Dismiss

class Dismissible03 extends StatelessWidget {

  const Dismissible03({super.key});

  static List<String> items = [

    "Item 1",

    "Item 2",

    "Item 3",

    "Item 4",

    "Item 5",

    "Item 6",

    "Item 7",

    "Item 8",

    "Item 9"

  ];

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

      itemCount: items.length,

      itemBuilder: (context, index) {

        final item = items[index];

        return Dismissible(

          key: Key(item),

          onDismissed: (direction) {

            // Remove the item from the data source

            items.removeAt(index);

            // Navigate to a new page when dismissed

            // Với .pushReplacement, trang hiện tại bị loại bỏ khỏi ngăn xếp và thay thế bằng trang mới. Người dùng không thể quay lại trang hiện tại từ trang mới bằng cách sử dụng nút "Back".

            Navigator.of(context).pushReplacement(

              MaterialPageRoute(

                builder: (BuildContext context) => ReplacementPage(item),

              ),

            );

          },

          background: Container(

            color: Colors.red,

            child: const Icon(Icons.delete, color: Colors.white),

          ),

          child: ListTile(

            title: Text(item),

          ),

        );

      },

    );

  }

}

class ReplacementPage extends StatelessWidget {

  final String itemName;

  const ReplacementPage(this.itemName, {super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        automaticallyImplyLeading: true,

        title: const Text('Replacement Page'),

      ),

      body: Center(

        child: Text('$itemName dismissed. Do something else on this page.'),

      ),

    );

  }

}

// Example 4 - Chuyển trang khi Dismiss và back to the home page

class Dismissible04 extends StatelessWidget {

  const Dismissible04({super.key});

  static List<String> items = [

    "Item 1",

    "Item 2",

    "Item 3",

    "Item 4",

    "Item 5",

    "Item 6",

    "Item 7",

    "Item 8",

    "Item 9"

  ];

  @override

  Widget build(BuildContext context) {

    return ListView.builder(

      itemCount: items.length,

      itemBuilder: (context, index) {

        final item = items[index];

        return Dismissible(

          key: Key(item),

          onDismissed: (direction) {

            // Remove the item from the data source

            items.removeAt(index);

            // Navigate to a new page when dismissed

            Navigator.of(context).push(

              MaterialPageRoute(

                builder: (BuildContext context) => ReplacementPage(item),

              ),

            );

          },

          background: Container(

            color: Colors.red,

            child: const Icon(Icons.delete, color: Colors.white),

          ),

          child: ListTile(

            title: Text(item),

          ),

        );

      },

    );

  }

}

class ReplacementPage1 extends StatelessWidget {

  final String itemName;

  const ReplacementPage1(this.itemName, {super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        automaticallyImplyLeading: true,

        title: const Text('Replacement Page'),

      ),

      body: Center(

        child: Text('$itemName dismissed. Do something else on this page.'),

      ),

    );

  }

}

## MediaQuery

Trong Flutter, **MediaQuery** là một cách để truy cập thông tin về thiết bị và môi trường màn hình hiện tại. Đối tượng **MediaQuery** chứa thông tin về kích thước màn hình, hướng (portrait hoặc landscape), tỷ lệ điểm ảnh (pixel density), vùng safe area (nơi có thể đặt nội dung mà không bị cắt), và nhiều thông tin khác.

**MediaQuery** giúp ứng dụng Flutter dễ dàng thích nghi với nhiều loại thiết bị và môi trường màn hình khác nhau, tạo ra trải nghiệm người dùng tốt hơn trên mọi nền tảng.

Một số ví dụ về cách **MediaQuery** có thể được sử dụng bao gồm:

1. **Lấy thông tin về kích thước màn hình:** Bạn có thể sử dụng **MediaQuery.of(context).size** để lấy kích thước màn hình hiện tại. Điều này có thể hữu ích để điều chỉnh giao diện của ứng dụng dựa trên kích thước màn hình.
2. **Xác định hướng màn hình:** Sử dụng **MediaQuery.of(context).orientation** để biết xem màn hình đang ở chế độ portrait (dọc) hay landscape (ngang). Điều này giúp bạn tùy chỉnh giao diện cho cả hai chế độ.
3. **Tính toán tỷ lệ điểm ảnh (pixel density):** **MediaQuery.of(context).devicePixelRatio** cho biết tỷ lệ giữa kích thước điểm ảnh và kích thước thiết bị. Điều này có thể hữu ích khi bạn cần tải hình ảnh với chất lượng phù hợp với thiết bị.
4. **Thiết lập safe area:** **MediaQuery.of(context).padding** cho biết khoảng cách an toàn xung quanh màn hình, giúp bạn đặt nội dung sao cho không bị cắt bỏ.
5. **Lấy thông tin về ngôn ngữ và hệ điều hành:** Bạn có thể sử dụng **MediaQuery.of(context).platformBrightness** để biết màu sắc chế độ sáng hoặc tối của hệ điều hành và **MediaQuery.of(context).platform** để xác định hệ điều hành (iOS, Android, hoặc khác).
6. Lệnh **MediaQuery.of(context).copyWith(...)** trong Flutter được sử dụng để tạo một bản sao mới của đối tượng **MediaQueryData** (thường được gọi là bản sao của **MediaQuery**) với một số cài đặt tùy chỉnh. Điều này cho phép bạn tạo ra một **MediaQuery** mới với các giá trị được thay đổi so với **MediaQuery** gốc, mà sau đó có thể sử dụng để ảnh hưởng đến cách giao diện của ứng dụng hoạt động.

Dưới đây là một số ví dụ về việc sử dụng **MediaQuery.of(context).copyWith(...)** để tùy chỉnh **MediaQuery**:

* **Thay đổi hướng màn hình:** Bạn có thể thay đổi hướng màn hình của **MediaQuery** bằng cách sử dụng **.copyWith(orientation: ...)** để thiết lập hướng mới, dựa trên cách bạn muốn ứng dụng phản ánh hướng màn hình hiện tại.
* **Thay đổi tỷ lệ điểm ảnh (pixel density):** Bạn có thể điều chỉnh tỷ lệ pixel density bằng cách sử dụng **.copyWith(devicePixelRatio: ...)**, điều này hữu ích khi bạn cần kiểm soát việc tải hình ảnh với chất lượng khác nhau dựa trên tỷ lệ điểm ảnh.
* **Thay đổi khoảng cách an toàn (safe area):** Bạn có thể thay đổi khoảng cách an toàn bằng **.copyWith(padding: ...)**. Điều này giúp đặt nội dung sao cho không bị cắt bỏ trên các màn hình có safe area lớn hơn.

//---------------------------

class MediaQuery01 extends StatelessWidget {

  const MediaQuery01({super.key});

  @override

  Widget build(BuildContext context) {

    // Accessing MediaQuery to get screen properties

    final mediaQuery = MediaQuery.of(context);

    // Adjusting the widget based on screen width

    final screenWidth = mediaQuery.size.width;

    final isWideScreen = screenWidth > 600;

    return Scaffold(

      appBar: AppBar(

        title: const Text('Responsive App'),

      ),

      body: Center(

        child: Text(

          isWideScreen ? 'Wide Screen Layout' : 'Narrow Screen Layout',

          style: TextStyle(fontSize: isWideScreen ? 24.0 : 16.0),

        ),

      ),

    );

  }

}

//

class MediaQuery02 extends StatelessWidget {

  const MediaQuery02({super.key});

  @override

  Widget build(BuildContext context) {

    // Accessing MediaQuery to get text scale factor

    final textScaleFactor = MediaQuery.of(context).textScaler;

    return Scaffold(

      appBar: AppBar(

        title: const Text('Text Scaling Demo'),

      ),

      body: Center(

        child: Text(

          'Hello, Text Scaling! - $textScaleFactor',

          style: TextStyle(

            fontSize: 20 \* MediaQuery.of(context).devicePixelRatio,

          ),

        ),

      ),

    );

  }

}

//

class MediaQuery03 extends StatelessWidget {

  const MediaQuery03({super.key});

  @override

  Widget build(BuildContext context) {

    // getting the size of the window

    final size = MediaQuery.of(context).size;

    final height = size.height;

    final width = size.width;

    return Scaffold(

      appBar: AppBar(

        title: const Text("Geeks For Geeks"),

        backgroundColor: Colors.green,

      ),

      body: Container(

        color: Colors.yellow,

        height: height / 2, //half of the height size

        width: width / 2, //half of the width size

      ),

    );

  }

}

//

class MediaQuery04 extends StatelessWidget {

  const MediaQuery04({super.key});

  @override

  Widget build(BuildContext context) {

    // getting the orientation of the app

    var orientation = MediaQuery.of(context).orientation;

    Orientation currentOrientation = MediaQuery.of(context).orientation;

    debugPrint('Orientation - $currentOrientation');

    //size of the window

    final size = MediaQuery.of(context).size;

    final height = size.height;

    final width = size.width;

    return Scaffold(

        appBar: AppBar(

          title: const Text("Geeks For MediaQuery04"),

          backgroundColor: Colors.green,

        ),

        // checking the orientation

        body: orientation == Orientation.portrait

            ? Container(

                color: Colors.blue,

                height: height / 2,

                width: width / 4,

                child: Text("$currentOrientation"),

              )

            : Container(

                height: height / 4,

                width: width / 2,

                color: Colors.red,

                child: Text("$currentOrientation"),

              ));

  }

}

## OrientationBuilder

[OrientationBuilder](https://api.flutter.dev/flutter/widgets/OrientationBuilder/OrientationBuilder.html)({[Key](https://api.flutter.dev/flutter/foundation/Key-class.html)? key, required [OrientationWidgetBuilder](https://api.flutter.dev/flutter/widgets/OrientationWidgetBuilder.html) builder})

Builds a widget tree that can depend on the parent widget's orientation (distinct from the device orientation).

"Distinct from the device orientation":

The orientation mentioned here is specific to the parent widget's orientation, which may not necessarily be the same as the overall device orientation. The device orientation refers to whether the device is in a portrait or landscape mode globally. However, a specific part of the UI (represented by the parent widget) might have its own orientation, especially if it's contained within a flexible or rotating container.

In summary, OrientationBuilder is a widget that helps you build a responsive widget tree within the context of its parent widget's orientation. It gives you the flexibility to adapt and customize the UI based on the local orientation of a specific part of your app, independent of the global device orientation.

class MyOrientationDemo extends StatelessWidget {

  const MyOrientationDemo({super.key});

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text('OrientationBuilder Example'),

      ),

      body: Center(

        child: OrientationBuilder(

          builder: (context, orientation) {

            // Build UI elements based on device orientation

            return Column(

              mainAxisAlignment: MainAxisAlignment.center,

              children: <Widget>[

                Icon(

                  // Display different icons based on orientation

                  orientation == Orientation.portrait

                      ? Icons.horizontal\_rule

                      : Icons.phone\_iphone,

                  size: 100.0,

                ),

                const SizedBox(height: 20.0),

                Text(

                  // Display different text based on orientation

                  'Device is in ${orientation == Orientation.portrait ? 'Portrait' : 'Landscape'} mode',

                  style: const TextStyle(fontSize: 20.0),

                ),

              ],

            );

          },

        ),

      ),

    );

  }

}

**OrientationBuilder** and **MediaQuery.of(context).orientation** are both used in Flutter to handle changes in device orientation, but they serve slightly different purposes.

### Comparison:

* **Scope:**
  + **OrientationBuilder** is scoped to a specific part of the widget tree, allowing you to conditionally rebuild only that part.
  + **MediaQuery.of(context).orientation** can be used globally, and you can check the orientation anywhere in your code.
* **Flexibility:**
  + **OrientationBuilder** provides more flexibility in terms of building UI based on orientation, as it allows you to use the full power of the Flutter widget tree.
  + **MediaQuery.of(context).orientation** gives you a direct value and is often used for simple condition checks.
* **Use Case:**
  + Use **OrientationBuilder** when you need to conditionally build different parts of your UI based on orientation within the widget tree.
  + Use **MediaQuery.of(context).orientation** when you need to access the orientation value for global logic or conditions outside the widget tree.

In summary, while both are related to handling orientation, **OrientationBuilder** is a widget that allows for conditional building within the widget tree, while **MediaQuery.of(context).orientation** is a direct way to access the orientation value globally in your Flutter code.

## Layers

Layers are an important concept of the Flutter framework, which are grouped into multiple categories in terms of complexity and arranged in the top-down approach. The topmost layer is the UI of the application, which is specific to the Android and iOS platforms. The second topmost layer contains all the Flutter native widgets. The next layer is the rendering layer, which renders everything in the Flutter app. Then, the layers go down to Gestures, foundation library, engine, and finally, core platform-specific code. The following diagram specifies the layers in Flutter app development.
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## Reference

https://docs.flutter.dev/ui/widgets

<https://docs.flutter.dev/cookbook>

<https://fonts.google.com> – fonts, icons và hướng dẫn sử dụng

## Set default size window app

Mở file windows\runner\main.cpp trong project flutter, edit values như bên dưới

Win32Window::Point origin(1000, 10); // set value vị trí góc trên-trái (lề trái, lề trên)

Win32Window::Size size(600, 800); // set value size window (width, height)

## Cài gói logger để in thông tin debug (để ko còn cảnh báo khi sử dụng lệnh print để debug)

(Ko nên dùng vì in ttin ra khá rối, nên dùng lệnh debugPrint(''))

* Edit file pubspec.yaml:
* dependencies:
* flutter:
* sdk: flutter
* logger: ^1.0.0-nullsafety.0 # ngang hàng với flutter

save để update dữ liệu.

* Sử dụng:
  + Import package: import 'package:logger/logger.dart';
  + Khai báo instance: final logger = Logger();
  + Gọi lệnh ở những vị trí cần in debug bằng 1 trong các cách sau:
* logger.d('Debug message'); // nên dùng .d

// logger.i('Info message');

// logger.w('Warning message');

// logger.e('Error message');

## Cấu hình dùng mouse cuộn màn hình app trên PC

C1: dùng ScrollConfiguration để cấu hình

// B1: Định nghĩa class cấu hình

class MyCustomScrollBehavior extends MaterialScrollBehavior {

  // Override behavior methods and getters like dragDevices

  @override

  Set<PointerDeviceKind> get dragDevices => {

        PointerDeviceKind.touch, // cảm ứng

        PointerDeviceKind.mouse, // vuốt màn hình bằng chuột. default ko có

        // etc.

      };

}

/\*

B2: Áp dụng cấu hình

Tại Widget build thêm như dưới đây

Widget build(BuildContext context) {

    return ScrollConfiguration(

      behavior: MyCustomScrollBehavior(),

child: GridView.count(……..

\*/

class GridView2 extends StatelessWidget {

  const GridView2({super.key});

  @override

  Widget build(BuildContext context) {

    return ScrollConfiguration(

      behavior: MyCustomScrollBehavior(),

      child: GridView.count(

        physics: const AlwaysScrollableScrollPhysics(),

        scrollDirection: Axis

            .vertical, // Axis.horizontal -> crossAxisCount là số row;  Axis.vertical -> crossAxisCount là số column

        crossAxisCount: 2, // Số cột trong grid

        children: List.generate(20, (index) {

          return Center(

            child: Container(

              width: 150,

              height: 150,

              color: Colors.blue, // Màu nền cho mỗi ô trong grid

              child: Text(

                'Item $index',

                style: const TextStyle(fontSize: 24, color: Colors.white),

              ),

            ),

          );

        }),

      ),

    );

  }

}