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## 项目背景——毕业论文排版难

### LaTeX阻力大

* 众所周知，论文排版通常使用Word和LaTeX，众多知名高校同时提供了这两种方式的支持，且提供了官方的LaTeX模版。
* 而我校虽然身为985高校，却迟迟没有提供对LaTeX的支持，更遑论官方的LaTeX模版。虽然学校要求使用Word输出的PDF提交，但自行使用LaTeX排版的论文可能会因为与Word的实现效果不同而受到“责难”，同时如果被抽到送审查重，是需要提供Word版本的论文的。

因此，虽然LaTeX输出的PDF在文件格式上是“兼容”的，也有前辈做出了LaTeX的模版，但还是需要自行承担排版格式不被认可的风险，哪怕这样，LaTeX也存在

* 学习成本极高，需要较强的动手能力，编程素养和学习能力
* 编译缓慢，每次编译需要花费十秒左右的编译时间
* 缺少相关支持和学习环境，遇到问题难以求助

等问题。

而如果格式不通过，需要学习大量LaTeX格式知识手动调整，也就失去LaTeX的意义了

因此，对于学生而言，使用Word仍然是成本最低最保险的选择。

### Word不好用

但是Word却又面临

* 学校并未提供模版，需要手动反复调整格式
  + 而大部分学生并不具备该能力，排出的论文在格式上杂乱无章
  + 甚至学校给出的排版范例本身的格式也并不符合排版规范
* 大部分学生并不会结合排版规范使用Word的样式等自动化排版功能

即使解决模版问题，仍有

* 公式输入极其繁琐
* 公式编号困难
* Word程序本身容易卡顿不稳定

等问题

因此，如果我们能在Word的基础上，给出一种足够自动化，学习成本也不是很高，并且简单容易的可选替代方案，那么将极大的改进Word论文的写作体验。

## 解决方案

### 已有自动化排版方案不能满足需求

对于照顾低水平用户的Word排版自动化这一问题，已有论述相关排版方案的论文（主要是一些学校计算机学院的本科毕业论文）的方案是，使用各种语言构建图形化操作界面，调用win32接口利用VBA操纵Word，通过简单的查找替换和正则表达式匹配，实现将纯文本编号，替换为Word原生编号，以及匹配标题样式等功能。这样的做法通常需要用户先用“纯文本”的“土办法”把各个编号写好，且对于Word小白排出的各种杂乱格式不能做到完全匹配和疏通，还容易改出新的排版问题。

因此已有的论文方案并不能很好的改善Word排版自动化难的问题。

### 基于pandoc的markdown转换方案

pandoc是一个开源的“通用的文档转换器”，可以实现对.docx，.html，.tex，.epub，甚至是.pptx等格式的相互转换。（当然是会有各种各样的格式损失的）

而pandoc的转换核心便是基于该项目采用的markdown格式，关于markdown的篇幅占据了pandoc手册三分之一左右[[1]](#footnote-1)

同时pandoc本身支持插件，可以用插件增强实现在转换中的数据和格式处理。

### markdown

markdown是一门简单的标记语言，通过简单的格式符号即可实现常用的“标题”，“正文”，“列表”，“引用”，“代码块”，“LaTeX数学公式”，“图片”，“表格”等内容的表示。

TODO 图片展示

### markdown 与 LaTeX和Word 的核心区别

不管是LaTeX还是Word，都是基于“纸张”的排版模式，更注重的是内容打印在纸张上的“格式”。

而markdown没有任何纸张的概念，markdown也不管任何格式如何“被显示”，只专注于核心的写作内容，即想表达的思想，而不用花时间在与内容无关的格式上，哪怕是一点点！

LaTeX更加擅长高级的如书籍之类的“排版”，对于论文的格式远比各种复杂的书籍简单，用LaTeX排版显得过于臃肿，且TeX发明到现在已经近40年，那个时候连PDF格式都没有，许多由于当时计算机性能不足而产生的设计在如今看来是非常可笑的

Word则可以看作是90年代计算机远未普及，日常生产生活中需要大量依赖纸质文件传达信息，这个时候Word以简单的图形化设计让人人都能轻松制作出较为整齐的轻量化纸质文件，专业性方面又足够可以胜任相对较长的论文。但是如今电子设备大量普及，无纸化办公成为趋势，很多场景已经不需要Word，而Word作为“排版”软件，只能是死板的“白纸黑字”，不支持“夜间模式”，也不能支持灵活的页面宽度调整，已经有“屠龙者变恶龙”的趋势了

### markdown的优势

* markdown是简单的——10分钟的视频或是文字教程即可学会核心语法
* markdown是面向未来的——计算机领域用脚投票出来文档写作语言，越来越多的软件支持markdown语法，未来不支持markdown语法的文字录入工具极有可能被淘汰
* markdown是可扩展的——不同的地方可以基于不同的需求自行扩展相应语法实现不同功能

### pandoc扩展的markdown

pandoc工具本身对markdown进行了语法增强，实现了 **“交叉引用”，“脚注”，“增强的多级列表”** 等功能，进一步扫清了markdown在论文写作中的不足部分。

### 目前pandoc结合markdown转Word方案的不足

网络上已经有一些用markdown来写论文再经由pandoc转换的方案，且用上了相应插件来实现交叉引用等功能，但由于docx格式的特殊性以及pandoc的一些局限，目前没有一整套的方案可以同时实现Word中原生的

* 题注（图片表格的编号）及其交叉引用
* 公式右侧编号
* 分节符，分页符，制表符的插入
* 复杂页眉页脚设置

等功能

## 实现思路

### pandoc插件工作原理

输入格式 –> 抽象得到json数据格式（仅包含文字和对应的样式） –> **将json传入各个插件依次处理** –> 插件处理完之后的新json -> 根据“模版文件”（预设了样式的Word）样式得到输出格式

### 可行性证明

* 不管pandoc能不能直接把markdown转换成符合要求的Word文件（docx格式），最终一定会得到格式标准的docx输出文件
* docx文件采用zip格式压缩封装，可以解压处理后再封装
* docx所基于的ooxml格式在2006年成为国际标准

TODO xml图片

结论：不管pandoc能不能最终完成输出符合论文排版要求的Word，都一定可以通过编程进行后续处理使其符合论文排版要求

### 具体操作

* 自行规定扩充一定的markdown语法来表示markdown原来无法表示的语法，如“制表符”，“分页符”，“分节符”等
* 通过pandoc或其他操作，把增强的语法变成Word中原生的功能

具体详细的需要处理的内容此处不表

## 技术路线

根据两种思路，存在两条实现方案，且可以互为补充共同生效

### 编写pandoc插件

可行性：根据pandoc文档，可以根据特定的语法直接插入Word的ooxml代码，该代码将在转换为Word后直接变成docx文件的一部分。

只需要预设好特定的简化标识，即可利用插件在转换的过程中将简化的标识替换成对应功能的ooxml代码，实现相应功能。

TODO 插入ooxml代码实现分节符

难点：

* 部分功能理论上无法用该方式实现，尝试寻找替代实现方法或使用另一技术路线补充
* 数据结构较为复杂

### 直接编辑修改之后的docx文件

可行性无需怀疑，较为直观，只需要处理xml文件即可实现所有功能

难点：

* 缺少处理xml的工具（python中的xml工具大多用以提取数据或简单新增，实现树状的重组替换较为复杂）
* docx 文档结构较为复杂

## 预期规划

* 技术预研——接近完成
* 程序编写——2021年2月前完成
* 中文文档编写——2021年4月
* 校验测试排错——2021年5月
* 英文文档编写

1. 根据pandoc手册PDF版本的页数 [↑](#footnote-ref-1)