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# 概述

## 系统简述

## 软件设计目标

### 功能性设计目标

最高优先级：供应商认证，登录，退出，员工账号管理，产品录入，产品评估，入库审批，产品上架，产品展示

次要优先级：供应商资料管理，黑白名单，产品配置，产品配置入库审批，用户评价

最低优先级：产品导入，呼叫中心系统，购买产品

### 非功能性设计目标

### 1.2.2.1可用性

|  |  |
| --- | --- |
| 名称 | 描述 |
| 可操作性 | 界面简约清晰，操作便捷，容易上手 |
| 一致性 | 在不同设备上保持数据一致性 |

### 1.2.2.2可靠性

|  |  |
| --- | --- |
| 名称 | 描述 |
| 故障发生周期 | 平均每次故障发生的周期大于1个月 |
| 平均故障修复时间 | 平均每次故障修复的时间小于3天 |
| 安全性 | 恶意用户不能损坏或窃取该系统隐私数据 |

### 1.2.2.3性能

|  |  |
| --- | --- |
| 名称 | 描述 |
| 事务响应时间 | 平均每个事务的响应时间小于1秒 |
| 吞吐量 | 整个系统平均每秒处理大于20个事务 |
| 容量 | 整个系统支持大于50个用户同时操作 |
| 资源消耗 | 内存占用少，磁盘空间占用少，对网络信号强度和网络速度依赖不高 |

### 1.2.2.4可支持性

|  |  |
| --- | --- |
| 名称 | 描述 |
| 编码标准 | utf-8 |
| 类库 | jdk-8 |
| 可移植性 | 使用HTML，CSS，JavaScript和Java进行该网站的开发，保证了该网站的可移植性 |

## 参考资料

# 术语表

统计一些在项目过程中可能会发生歧义、一定要清晰定义的术语

# 设计概述

## 系统结构设计

### 系统逻辑架构

### 系统物理架构

### 系统逻辑数据模型

## 系统功能划分与设计

### 子系统-模块名字

#### 功能描述

#### 各个用例的流程图

#### 概念类图

## 系统接口设计

### 提供给用户的接口

各个网页

### 系统内部的接口

各个模块在工作的时候需要用到的接口,不需要具体到参数类型等详细内容,但是起码给接口一个名字

### 系统外部的接口

无

## 约束和假定

约束:

时间日程

项目质量

资金预算

假设:

比如说我们都是全栈工程师

项目三个约束条件(Triple Constraint)：时间日程（项目周期）、性能规规（质量）、以及资金（成本费用）预算。项目的假设没找到具体定义。

约束条件和假设是可以贯穿整个项目的。比如，项目必须在10月份完成（约束条件），预算是100万（约束条件）。我们提供5个熟练的队员（假设有5个人，假设他们是熟练的）。到后期，5个人来了4个（这时就不是假设了，是问题了）。4个人中，还有一个菜鸟（又成问题了）。假设也是风险的来源，如果不成立，就会转为问题。

## 非功能性设计

### 可用性设计

1. 配备用户操作手册，系统配备指导新用户操作的教学流程，总结一些常见的问题并给出建议。
2. 采用迭代设计，从设计的早期阶段通过评估逐步优化设计。在评估的过程中能够使设计人员和开发人员整合用户和客户例如投资者、供应商、审核录入配置人员等的反馈，直到系统能达到一个可接受的可用性水平。另外确保可用性的首选方法是测试系统上的实际用户。实现高可用性需要将设计工作重点放在系统的预期时的最终用户身上。确定主要用户是谁，他们的工作方式以及必须完成的任务有很多种方法。

### 可靠性设计

1. 系统维护员不定期检查系统，当系统出现问题时及时维护。
2. 设置备份服务器，避免系统因服务器问题全面瘫痪。
3. 服务器上系统和软件的版本尽可能选择稳定且新的版本，以减少软件或系统漏洞，关闭服务器不用的端口，及时更新安全补丁。
4. 后台开发时加强进行安全性测试，包括密码加密、使用验证码等。
5. 常做数据备份，防止数据丢失。
6. 管理员本身的密码尽可能复杂，并且通常访问数据库或后台的时候尽可能使用低权限的账户。

### 性能设计

1. 根据需求配置更高性能的服务器，提升用户访问体验。
2. 可以增加带宽大小，保证多用户并发访问，防止系统因访问量过大响应迟缓。
3. 可以考虑将服务器搭建在云服务器上，依靠云服务保证网站服务器性能方面达到最大保障。

### 可支持性设计

1. 严格按照编码标准和编码规范进行开发，采用模块化设计降低耦合性，使系统更具有更高的移植性。