CS6140 Assignment 2

Chengbo Gu

2017-2-5 16:23:51

## Problem 1

## Problem 2

How to classify Alzheimer's disease and identify those presymptomatic individuals with mild cognitive impairment (MCI) who will eventually convert to Alzheimer's is the issue addressed in Sandip Ray's manuscript. Statistical methods including significance analysis of microarrays (SAM), unsupervised clustering algorithm, predictive analysis of microarrays (PAM, 10-fold cross-validation regularization and logistic regression) were used in Ray's work. His conclusion is that 18 signaling proteins in blood plasma are found that can be used to classify blinded samples from Alzheimer's and control subjects with close to 90% accuracy. Also, these signaling proteins can help identify patients who had MCI that progressed to Alzheimer's disease 2-6 years later. Biological analysis of the 18 proteins points to systemic dysregulation of hematopoiesis, immune responses, apoptosis and neuronal support in presymptomatic Alzheimer's disease, which makes the conclusion more convincing.

The first and most interesting part of Ray's work for me is that whenever he draws a conclusion, he wants to verify it from other perspectives. For instance, after SAM identified 19 proteins with highly significant differences in expression between Alzheimer's and NDC samples, he applied an unsupervised clustering algorithm based on the similarity in abundance of these 19 markers which produced two main clusters that contained mostly Alzheimer's or NDC samples respectively. Similarly, after PAM identified 18 predictors and classified Alzheimer's and NDC samples with very high accuracy, the unsupervised clustering based on these 18 markers was able to separate Alzheimer's and NDC samples at the same time. From high level, this manuscript is not merely about statistical analysis but combined with the biological one. Moreover, they are consistent with each other.

Another impressive part is that these 18 predictors also perform well in distinguishing Alzheimer's samples from other neurological diseases and rheumatoid arthritis. Though this may not be Ray's initial intention, the result does support his statement that these 18 biomarkers certainly form an Alzheimer's-specific signature.

To go further, we may want to figure it out why there exists a discrepancy between SAM and PAM -- the missing biomarker CCL22. Why it shows significant difference but is discarded by PAM? What will the regression model and prediction error be with 19 predictors? What will the regulatory networks be connecting the 19 signaling proteins? What's the correlation between CCL22 and M-CSF?

If possible, we also want to collect more plasma samples and test the model against them. Size of only 259 plasma samples seems to be too small. To sum up, the aforementioned additional work would make the research more persuasive if finished.

## Problem 3

### project 212 URL:<http://cs229.stanford.edu/proj2015/212_report.pdf>

To make predictions regarding post-college earnings and debt of alumni by machine learning models is the issue discussed in Monica's project. Techniques like single regression imputation, sequential forward-based feature selection, linear/locally weighted linear/K-nearest neighbors/support vector regression and neural networks were applied during the process. The incremental model selection process indicated that regression imputation of privacy-suppressed values improved performance of models. Besides, weighted linear regression outperformed other models with below 10% and 18% average error for earning and debt data respectively. Moreover, this model performed well towards law schools though law schools made up only little of the data.

One of the most attractive highlights in Monica's project is privacy-suppressed values handling. Instead of simply removing all features with any privacy-suppressed entries or merely setting missing values to the mean of observed values, single regression imputation was applied. To make the regression model statistically meaningful, they imposed a requirement that imputed features must have missing data for less than 30% of schools. Since privacy-suppressed values occurred in potentially useful metrics, the aforementioned implementation does increase the credibility of the model.

Model competing is a fascinating part in this project as well. There are totally 5 classes of optimized models among which best weighted linear regression model outperformed others. The authors discussed the superiority of the best weighted linear regression by exploring whether the model generalized well outside their dataset and got a positive result. Besides, they also analyzed the reason why support vector regression did much worse than all other models. Due to the reasonable steps that they gone through model refining, one could safely draw the conclusion that the best model among the 5 was indeed the best weighted linear regression.

Although there is no doubt that this project is amazing with huge workload, there are still some deficiencies as far as I am concerned. The very first one is the representativeness of the dataset the authors selected. Their goal was to make prediction of post-collegiate earnings and debt while the data they collected was from post-college earnings and debt of alumni who were on federal financial aid. Students who received federal financial aid may share some unique features that potentially influenced their earnings and debt. Without eliminating this possibility, the authors couldn't simply assume that their data is representative. I do know the fact that there are some cases when it is extreme hard to retrieve data, but I strongly recommend obtaining data from all kinds of alumni.

The second one could be the poor performance of their best model given data of trade schools. As the author stated, the current algorithm has trouble extending to such schools, which indicates that future earnings and debt might be best characterized by a different set of features.

For future work, partnering with the U.S. Department of Education to gain access to all kinds of data (from all kinds of alumni and maybe some privacy-suppressed data) would be a big plus. More generalized models for imputation can be involved to handle the remaining privacy-suppressed data better if given enough computational resource. Finally, improving the performance towards trade schools by possibly selecting new features could form the project an organic whole.

## Problem 4

### (a) Select the training set

First, we read the data, retrieve trainSet and testSet. Also build test model which will be used to calculate mean sqaure prediction error later.

mydata <- as.data.frame(read.table("prostate.txt"))  
trainSet <- mydata[mydata$train == "TRUE", -c(10)]  
testSet <- mydata[mydata$train == "FALSE", -c(10)]  
x.test <- model.matrix(lpsa ~ ., data = testSet)  
y.test <- testSet$lpsa

### (b) Data exploration

In this section, we will try to identify outliers from training set and perform one-variable and two-variable summary statistics.

sum(is.na.data.frame(mydata))

## [1] 0

# identify outliers  
m.dist <- sort(mahalanobis(trainSet, colMeans(trainSet), cov(trainSet)), decreasing=TRUE)  
plot(m.dist, ylab="manalanobis distance", xlab="index of m.dist", main = "Outliers Identification")
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#### Discussion

As we can see above, there is no missing value in our dataset. Besides, the plot indicates that the first 8 patients are seems to be outliers. However, different from the rest doesn't necessarily mean wrong as we discussed in class. Since the number of observations is small, we decided not to remove the first 8 patients with large mahalanobis distance. After this, we can apply one-variable and two-variable summary.

#### one variable summary

simple one variable summary

# one variable summary  
one.variable.summary <- summary(trainSet, digits=2)  
one.variable.summary

## lcavol lweight age lbph   
## Min. :-1.35 Min. :2.4 Min. :41 Min. :-1.386   
## 1st Qu.: 0.49 1st Qu.:3.3 1st Qu.:61 1st Qu.:-1.386   
## Median : 1.47 Median :3.6 Median :65 Median :-0.051   
## Mean : 1.31 Mean :3.6 Mean :65 Mean : 0.071   
## 3rd Qu.: 2.35 3rd Qu.:3.9 3rd Qu.:69 3rd Qu.: 1.548   
## Max. : 3.82 Max. :4.8 Max. :79 Max. : 2.326   
## svi lcp gleason pgg45   
## Min. :0.00 Min. :-1.39 Min. :6.0 Min. : 0   
## 1st Qu.:0.00 1st Qu.:-1.39 1st Qu.:6.0 1st Qu.: 0   
## Median :0.00 Median :-0.80 Median :7.0 Median : 15   
## Mean :0.22 Mean :-0.21 Mean :6.7 Mean : 26   
## 3rd Qu.:0.00 3rd Qu.: 0.99 3rd Qu.:7.0 3rd Qu.: 50   
## Max. :1.00 Max. : 2.66 Max. :9.0 Max. :100   
## lpsa   
## Min. :-0.43   
## 1st Qu.: 1.67   
## Median : 2.57   
## Mean : 2.45   
## 3rd Qu.: 3.37   
## Max. : 5.48

Of course we can explore some more details with following commands

format(round(stat.desc(trainSet, basic=F), 2), nsmall = 2)

## lcavol lweight age lbph svi lcp gleason pgg45 lpsa  
## median 1.47 3.60 65.00 -0.05 0.00 -0.80 7.00 15.00 2.57  
## mean 1.31 3.63 64.75 0.07 0.22 -0.21 6.73 26.27 2.45  
## SE.mean 0.15 0.06 0.92 0.18 0.05 0.17 0.09 3.58 0.15  
## CI.mean.0.95 0.30 0.12 1.83 0.36 0.10 0.34 0.17 7.15 0.29  
## var 1.54 0.23 56.28 2.14 0.18 1.96 0.50 858.59 1.46  
## std.dev 1.24 0.48 7.50 1.46 0.42 1.40 0.71 29.30 1.21  
## coef.var 0.95 0.13 0.12 20.49 1.88 -6.54 0.11 1.12 0.49

format(round(stat.desc(trainSet, desc=F), 2), nsmall=2)

## lcavol lweight age lbph svi lcp gleason pgg45 lpsa  
## nbr.val 67.00 67.00 67.00 67.00 67.00 67.00 67.00 67.00 67.00  
## nbr.null 0.00 0.00 0.00 0.00 52.00 0.00 0.00 25.00 0.00  
## nbr.na 0.00 0.00 0.00 0.00 0.00 0.00 0.00 0.00 0.00  
## min -1.35 2.37 41.00 -1.39 0.00 -1.39 6.00 0.00 -0.43  
## max 3.82 4.78 79.00 2.33 1.00 2.66 9.00 100.00 5.48  
## range 5.17 2.41 38.00 3.71 1.00 4.04 3.00 100.00 5.91  
## sum 88.00 242.95 4338.00 4.79 15.00 -14.35 451.00 1760.00 164.31

#### two variable summary

# two variable summary  
round(cor(trainSet), digits=2)

## lcavol lweight age lbph svi lcp gleason pgg45 lpsa  
## lcavol 1.00 0.30 0.29 0.06 0.59 0.69 0.43 0.48 0.73  
## lweight 0.30 1.00 0.32 0.44 0.18 0.16 0.02 0.07 0.49  
## age 0.29 0.32 1.00 0.29 0.13 0.17 0.37 0.28 0.23  
## lbph 0.06 0.44 0.29 1.00 -0.14 -0.09 0.03 -0.03 0.26  
## svi 0.59 0.18 0.13 -0.14 1.00 0.67 0.31 0.48 0.56  
## lcp 0.69 0.16 0.17 -0.09 0.67 1.00 0.48 0.66 0.49  
## gleason 0.43 0.02 0.37 0.03 0.31 0.48 1.00 0.76 0.34  
## pgg45 0.48 0.07 0.28 -0.03 0.48 0.66 0.76 1.00 0.45  
## lpsa 0.73 0.49 0.23 0.26 0.56 0.49 0.34 0.45 1.00

pairs(trainSet)
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#### Discussion

svi is the only categorical predictor in our dataset which has the value of either 0 or 1. lcp vs lcavol, pgg45 vs lcp, pgg45 vs gleason are the paris which are highly correlated predictors.

### (c) Assumption of Normality

In this section, we will validate the assumption of normality of residuals.

# Assumption of Normality  
fit <- lm(lpsa ~ ., data=trainSet)  
y <- fit$residuals  
fit.summary <- summary(fit)  
qqnorm(y, ylim=c(-2.5,2.5))  
abline(a=0,b=1,col="red")
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#### Discussion

The red line in the qq-plot is y=x which indicates that the closer the data is to the redline, the more likely the data is normally distributed. Since we don't have many observations, this qq-plot is not that bad. We could draw the conclusion that the linearity of the points suggests that the residuals are normally distributed using all predictors.

### (d) Variable selection and Performance evaluation

In this section, we will use 2 methods to select variables. They are bic and lasso. The reason why we won't apply ridge selection is that ridge regression shrinks all regression coeffients towards 0 at the same time. For bic, we first use exhaustive subset seartch to select the variables and then build interaction models based on it trying to catch the nonlinearship between variables. We report the prediction error of them at last.

For lasso, we realize that the process is not deterministic but probabilistic because of the cross-validation. Thus, we repeat the process 1000 times, count the number of variables that lasso help us eliminate and store the mean sqaure prediction error every time. We last report the average of mean sqaure prediction error of lasso models when the number of variables eliminated is 0,1,3 respectively.

Finally, we compare the models of the two classes by their performance. #### BIC

# variable selection   
# all subset  
regfit.full <- regsubsets(lpsa ~ ., data=trainSet)  
reg.summary <- summary(regfit.full)  
reg.summary

## Subset selection object  
## Call: regsubsets.formula(lpsa ~ ., data = trainSet)  
## 8 Variables (and intercept)  
## Forced in Forced out  
## lcavol FALSE FALSE  
## lweight FALSE FALSE  
## age FALSE FALSE  
## lbph FALSE FALSE  
## svi FALSE FALSE  
## lcp FALSE FALSE  
## gleason FALSE FALSE  
## pgg45 FALSE FALSE  
## 1 subsets of each size up to 8  
## Selection Algorithm: exhaustive  
## lcavol lweight age lbph svi lcp gleason pgg45  
## 1 ( 1 ) "\*" " " " " " " " " " " " " " "   
## 2 ( 1 ) "\*" "\*" " " " " " " " " " " " "   
## 3 ( 1 ) "\*" "\*" " " " " "\*" " " " " " "   
## 4 ( 1 ) "\*" "\*" " " "\*" "\*" " " " " " "   
## 5 ( 1 ) "\*" "\*" " " "\*" "\*" " " " " "\*"   
## 6 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 7 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 8 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

par(mfrow=c(2,2))  
plot(reg.summary$rss, xlab="Number of variables", ylab="RSS", type='l')  
plot(reg.summary$adjr2, xlab="Number of variables", ylab="adjR2", type='l')  
plot(reg.summary$cp, xlab="Number of variables", ylab="Cp", type='l')  
abline(a=0, b=1, lty=3, lwd=2)  
plot(reg.summary$bic, xlab="Number of variables", ylab="BIC", type='l')
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coefi <- coef(regfit.full, which.min(reg.summary$bic))  
y.pred.full2 <- x.test[, names(coefi)] %\*% coefi  
predict.full2 <- mean((y.pred.full2 - y.test)^2)  
coefi

## (Intercept) lcavol lweight   
## -1.0494396 0.6276074 0.7383751

coefi <- coef(regfit.full, 3)  
y.pred.full3 <- x.test[, names(coefi)] %\*% coefi  
predict.full3 <- mean((y.pred.full3 - y.test)^2)  
coefi

## (Intercept) lcavol lweight svi   
## -1.0227780 0.5199861 0.7367954 0.5379032

#### model refinement based on result of all subset

# add new predictors  
x.interaction.train <- cbind(trainSet[,1], trainSet[,2], trainSet[,9],   
 trainSet[,1]^2, trainSet[,2]^2, trainSet$lcavol\*trainSet$lweight)  
colnames(x.interaction.train)<- c( 'lcavol', 'lweight', 'lpsa', 'lcavol^2', 'lweight^2', 'lcavol\*lweight')  
  
x.interaction.test <- cbind(testSet[,1], testSet[,2], testSet[,9],   
 testSet[,1]^2, testSet[,2]^2, testSet$lcavol\*testSet$lweight)  
colnames(x.interaction.test)<- c( 'lcavol', 'lweight', 'lpsa', 'lcavol^2', 'lweight^2', 'lcavol\*lweight')  
  
# build model that has lc\*lw predictor  
x.intermodel1.test <- model.matrix(lpsa ~ ., data = as.data.frame(x.interaction.test[,-c(4:5)]))  
inter1.fit <- lm(lpsa ~ ., data=as.data.frame(x.interaction.train[, -c(4:5)]))  
coefi <- coef(inter1.fit)  
y.inter1.pred <- x.intermodel1.test[, names(coefi)] %\*% coefi  
predict.inter1 <- mean((y.inter1.pred - y.test)^2)  
  
# build model that has lc^2 and lw^2 predictors  
x.quadratic.test <- model.matrix(lpsa ~ ., data = as.data.frame(x.interaction.test[,-c(6)]))  
quadratic.fit <- lm(lpsa ~ ., data=as.data.frame(x.interaction.train[, -c(6)]))  
coefi <- coef(quadratic.fit)  
y.quadratic.pred <- x.quadratic.test[, names(coefi)] %\*% coefi  
predict.quadratic <- mean((y.quadratic.pred - y.test)^2)  
  
# build model that has lc\*lw, lc^2 and lw^2 predictors  
x.intermodel2.test <- model.matrix(lpsa ~ ., data = as.data.frame(x.interaction.test))  
inter2.fit <- lm(lpsa ~ ., data=as.data.frame(x.interaction.train))  
coefi <- coef(inter2.fit)  
y.inter2.pred <- x.intermodel2.test[, names(coefi)] %\*% coefi  
predict.inter2 <- mean((y.inter2.pred - y.test)^2)  
  
# report mean sqaure prediction error   
result <- t(as.matrix(c(predict.full2, predict.full3, predict.inter1,   
 predict.quadratic, predict.inter2)))  
colnames(result) <- c('lc+lw', 'lc+lw+svi', 'lc+lw+lc\*lw',   
 'lc+lw+lc^2^+lw^2^', 'lc+lw+lc\*lw+lc^2^+lw^2^')  
kable(result, caption = 'mean sqaure prediction error models based on bic variable selection')

mean sqaure prediction error models based on bic variable selection

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| lc+lw | lc+lw+svi | lc+lw+lc\*lw | lc+lw+lc2+lw2 | lc+lw+lc\*lw+lc2+lw2 |
| 0.4924823 | 0.4005308 | 0.5013104 | 0.4988285 | 0.4725811 |

#### Discussion

For simplicity, we only build the models up to quadratic level. The minimum BIC indicates that only lc and lw are needed to build the model. However, we also build a model on lc, lw and svi because the line of BIC is almost flat between 2 and 3. While adding lc\*lw or lc^2 and lw^2 alone doesn't improve the performance of the model, combining them together yield the best model among these models using lc, lw and the combination of them as predictors. Interestingly, the model built with lc, lw and svi is the best model with minimum mean sqaure prediction error, which indicates that sometimes BIC is not that accurate because it is just a statistical criterion which uses in-sample error to infer extra-sample error.

#### Lasso

# lasso  
grid=10^seq(10, -2, length=100)  
lasso.mod <- glmnet(x=as.matrix(trainSet[,-c(9)]), y=trainSet[,9], alpha=1, lambda=grid)  
plot(lasso.mod)  
legend('topleft', legend = names(trainSet[,-c(9)]), col=1:8, lty=1)

![](data:image/png;base64,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)

counter1 <- 0; counter3 <- 0; counter0 <- 0  
predict.lasso.0 <- 0; flag0 <- FALSE  
predict.lasso.1 <- 0; flag1 <- FALSE  
predict.lasso.3 <- 0; flag3 <- FALSE; lambda <- 0  
par(mfrow=c(2,2))  
for (i in 1:1000){  
 cv.out <- cv.glmnet(x=as.matrix(trainSet[,-c(9)]), y=trainSet[,9], alpha=1)  
 cv.out$lambda.min  
 coefi <- coef(cv.out, s="lambda.min")  
 y.pred.lasso <- predict(cv.out, newx=as.matrix(testSet[,-c(9)]), s="lambda.min")  
 predict.lasso <- mean((y.pred.lasso - y.test)^2)  
 if ( sum(coefi==0) == 1 ) {  
 if (flag1 == FALSE) {  
 plot(cv.out)  
 title("1 predictor is eliminated", line = 2.5)  
 flag1 <- TRUE  
 }  
 counter1 <- counter1 + 1  
 predict.lasso.1 <- predict.lasso.1 + predict.lasso  
 } else if (sum(coefi==0)==3) {  
 if (flag3 == FALSE) {  
 plot(cv.out)  
 title("3 predictors are eliminated", line = 2.5)  
 flag3 <- TRUE  
 y.best.pred <- y.pred.lasso  
 }  
 lambda <- lambda + cv.out$lambda.min  
 counter3 <- counter3 + 1  
 predict.lasso.3 <- predict.lasso.3 + predict.lasso  
 } else {  
 if (flag0 == FALSE) {  
 plot(cv.out)  
 title("no predictor is eliminated", line = 2.5)  
 flag0 <- TRUE  
 }  
 counter0 <- counter0 + 1  
 predict.lasso.0 <- predict.lasso.0 + predict.lasso  
 }  
}  
predict.lasso.1 <- predict.lasso.1/counter1  
predict.lasso.3 <- predict.lasso.3/counter3  
predict.lasso.0 <- predict.lasso.0/counter0  
result <- t(as.matrix(c(predict.lasso.0, predict.lasso.1, predict.lasso.3)))  
colnames(result) <- c('lassoe0', 'lassoe1', 'lassoe3')  
kable(result, caption = 'mean sqaure prediction error of lasso models')

mean sqaure prediction error of lasso models

|  |  |  |
| --- | --- | --- |
| lassoe0 | lassoe1 | lassoe3 |
| 0.5134901 | 0.4952454 | 0.4557995 |

bestlambda <- lambda/counter3
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#### Discussion

Let lassoe1 denote the situation when 1 predictor was eliminated (similarly for lassoe0 and lassoe3). Among 1000 times experiment, lassoe0, lassoe1 and lassoe3 appears 110, 875 and 15 times respectively. By comparing the average of mean sqaure prediction error or these three models, we draw the conclusion that the best model is built when in lassoe3 with 0.0756317.

#### Performance evaluation and Interpretation

# performance evaluation  
result <- t(as.matrix(c(predict.full2, predict.full3, predict.inter1,   
 predict.quadratic, predict.inter2,   
 predict.lasso.0, predict.lasso.1, predict.lasso.3)))  
colnames(result) <- c('lc+lw', 'lc+lw+svi', 'lc+lw+lc\*lw',   
 'lc+lw+lc^2^+lw^2^', 'lc+lw+lc\*lw+lc^2^+lw^2^',   
 'lassoe0', 'lassoe1', 'lassoe3')  
kable(result, caption = 'mean sqaure prediction error')

mean sqaure prediction error

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| lc+lw | lc+lw+svi | lc+lw+lc\*lw | lc+lw+lc2+lw2 | lc+lw+lc\*lw+lc2+lw2 | lassoe0 | lassoe1 | lassoe3 |
| 0.4924823 | 0.4005308 | 0.5013104 | 0.4988285 | 0.4725811 | 0.5134901 | 0.4952454 | 0.4557995 |

#### Predict against test
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#### Discussion

Finally we can evaluate the performance of two classes of models. From my point of view, for this certain dataset, there is no significant difference between the models we built. They all have mean sqaure prediction error around 0.4-0.5. But we can certainly pick the additive one with lc, lw and svi as predictors to be the best model regarding this dataset. In this model, svi is a qualitive predictor while the other two are quantative. It holds the minimum mean square prediction error which could be inferred both numerically and graphically. Compared with others, points from this model are closer to the line y=x. The reason it outperforms is that the number of predictors here is relatively small thus using OLS won't result in a large MSE because of variance.

However, based on bias-variance tradeoff, it would be better to introduce bias rather than having a large variance in the cases when there are only small observations but large number of features. Lasso fit is more likely to ourperform in this situation. Unlike ridge regression which does not really select features, lasso does both parameter shrinkage and variable selection automatically because it zero out the co-efficients of collinear variables. To draw a conclusion, model selection and competition is truly an important part in machine learning. We should select the correct model both accordingly and wisely.