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## Diving into the four pillars of a good unit test

A good unit test has the following four attributes:

* Protection against regressions
* Resistance to refactoring
* Fast feedback
* Maintainability

### The first pillar: Protection against regression

A *regression* is a software bug. It’s when a feature stops working as intended after some code modification, usually after you roll out new functionality.

To evaluate how well test scores are on the metric of protecting against regressions, you need to consider the following:

* The amount of code that is executed during the test
* The complexity of that code
* The code’s domain significance
* The second pillar: Resistance to refactoring

### The second pillar: Resistance to refactoring

The second attribute of a good unit test is resistance to refactoring—the degree to which a test can sustain a refactoring of the underlying application code without turning red (failing).

To evaluate how well a test scores on the metric of resisting to refactoring, you need to look at how many false positives the test generates. The fewer, the better.

The goal of unit testing is to enable sustainable project growth. The mechanism by which the tests enable sustainable growth is that they allow you to add new features and conduct regular refactoring without introducing regressions.

There are two specific benefits here:

* Tests provide an early warning when you break existing functionality.
* You become confident that your code changes won’t lead to regression. Without such confidence, you will be much more hesitant to refactor and much more likely to leave the code base to deteriorate.

False positives interfere with both benefits:

* If tests fail with no good reason, they dilute your ability and willingness to react to problems in code.
* On the other hand, when false positives are frequent, you slowly lose trust in the test suite. This lack of trust leads to fewer refactoring, because you try to reduce code changes to a minimum to avoid regressions.

### What causes false positives?

The more the test is coupled to the implementation details of the system under test (SUT), the more false alarms it generates. The only way to reduce the chance of getting a false positive is to decouple the test from those implementation details.
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