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**АННОТАЦИЯ**

Данная работа посвящена изучению алгоритмов работы с графами. Основное внимание уделено алгоритму Краскала для нахождения минимального остовного дерева. Реализована программа на языке C++ с использованием системы непересекающихся множеств (DSU). В процессе работы рассматриваются структура данных для представления рёбер, сортировка, а также методы анализа временной и пространственной сложности алгоритмов. Программа находит минимальное остовное дерево, выводя его рёбра и общий вес.

**SUMMARY**

This project focuses on studying graph algorithms, particularly Kruskal’s algorithm for finding the minimum spanning tree. The program, implemented in C++, utilizes the disjoint-set union

(DSU) data structure. It explores data structures for edge representation, sorting, and analyzes time and space complexities of the algorithms. The program identifies the minimum spanning tree, outputting its edges and total weight.
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**ВВЕДЕНИЕ**

Цель работы: Реализовать алгоритм поиска минимального остова на основе алгоритма Краскала (Крускала). Продемонстрировать знания следующих вопросов:

* Сортировка
* Обход графов (в глубину и в ширину)
* Хранение графов (списки смежности, матрицы смежности, инцидентности)
* Построение системы непересекающихся множеств

Входные данные:

Любой текстовый файл, содержащий матрицу смежности графа в виде:

A B C

0 3 1

3 0 2

1 2 0

где первая строка содержит через пробел список всех рёбер, за которым следует матрица смежности. В матрице значение 0 стоит, если ребра между вершинами нет, и положительное число, которое соответствует весу, когда ребро между вершинами существует.

Выходные данные:

Результат в виде отсортированных по имени пар и суммарный вес:

A C

B C

3

Максимальный размер входных данных: 50 вершин. Вершины могут быть заданы любой текстовой последовательностью без пробелов. Вес ребра ограничен интервалом от 1 до 1023 включительно.

### 1. Теоретическая база

* 1. **Алгоритм Краскала и его применение**

**Алгоритм Краскала** — это один из классических алгоритмов для нахождения **минимального остовного дерева** (MST) в графе. Минимальное остовное дерево графа — это подмножество рёбер графа, которое соединяет все его вершины без циклов и с минимальной суммой весов рёбер.

Алгоритм Краскала работает на **неориентированных взвешенных графах**, где рёбра имеют веса, и его задача — выбрать такие рёбра, которые соединят все вершины графа, не образуя циклов, и при этом суммарный вес рёбер был минимальным.

#### **Принцип работы алгоритма Краскала**

Алгоритм Краскала находит минимальное остовное дерево (MST) в неориентированном взвешенном графе. Его задача — выбрать подмножество рёбер, которое соединяет все вершины графа, не образуя циклов, и минимизировать общую сумму весов рёбер. Основой работы является сортировка рёбер по весу и использование структуры данных «система непересекающихся множеств» (DSU), чтобы отслеживать соединённые компоненты графа и предотвращать циклы.

**Пошаговый процесс алгоритма:**

1. Все рёбра графа сортируются по весу.
2. Начинаем с самого лёгкого рёбра и проверяем, не образует ли оно цикл. Для этого используется DSU.
3. Если рёбра не образуют цикл, то оно добавляется в остовное дерево.
4. Процесс повторяется, пока не будут добавлены все рёбра, составляющие минимальное остовное дерево.

В коде процесс реализован следующим образом:

1. Рёбра собираются из матрицы смежности в список edges.
2. Эти рёбра сортируются с помощью функции quicksort.
3. Структура DSU используется для проверки, находятся ли две вершины в одном компоненте связности. Если нет — соединяем их.

std::vector<Edge> mst;

int totalWeight = 0;

std::vector<Edge> sortedEdges = edges;

std::sort(sortedEdges.begin(), sortedEdges.end());

DisjointSet ds(vertices.size());

for (const auto& edge : sortedEdges) {

int u = std::distance(vertices.begin(), std::find(vertices.begin(), vertices.end(), edge.vertex1));

int v = std::distance(vertices.begin(), std::find(vertices.begin(), vertices.end(), edge.vertex2));

if (ds.find(u) != ds.find(v)) {

ds.unite(u, v);

mst.push\_back(edge);

totalWeight += edge.weight;

}

}

### 2. Представление рёбер в графе

**2.1. Реализация структуры данных для рёбер**

В графах рёбра — это основные компоненты, которые связывают вершины. Для работы с графами необходимо правильно организовать данные, представляющие рёбра, чтобы эффективно решать задачи, такие как нахождение минимального остовного дерева (MST), выполнение поиска в глубину и в ширину, и другие. В данном разделе рассмотрим структуру данных для представления рёбер в графе, используемую в программе.

В коде для представления рёбер используется структура данных **Edge**. Эта структура инкапсулирует информацию о рёбрах графа, таких как вершины, которые она соединяет, и вес ребра. Структура **Edge** является основным элементом для алгоритма Краскала и других операций с графами.

**Структура данных Edge:**

struct Edge

{

std::string vertex1, vertex2;

int weight;

bool operator < (const Edge& edge) const

{

return weight < edge.weight;

}

};

**Поля структуры Edge:**

1. string vertex1 — первая вершина, которую соединяет ребро.
2. string vertex2 — вторая вершина, которую соединяет ребро.
3. int weight — вес рёбра, который указывает на "стоимость" соединения между вершинами.

**Оператор сравнения <:**

В структуре также определён оператор <, который позволяет сравнивать рёбра по весу. Этот оператор используется для сортировки рёбер при реализации алгоритма Краскала. Сортировка рёбер по весу позволяет выбрать минимальные рёбра для построения минимального остовного дерева.

**Перегрузка оператора сравнения:**

Чтобы алгоритм быстрой сортировки мог сравнивать рёбра по весу, в структуре Edge реализован оператор <:

bool operator < (const Edge& edge) const

{

return weight < edge.weight;

}

**2.2. Оценка времени выполнения и потребляемых ресурсов**

В данном разделе будет проведена оценка времени работы и использования памяти программы, основанной на алгоритме Краскала, а также других алгоритмов, таких как обходы графа (DFS и BFS) и сортировка рёбер. Оценка будет дана с учётом сложности используемых алгоритмов и структуры данных.

**Оценка времени выполнения:**

##### **Алгоритм Краскала**

Алгоритм Краскала работает путём перебора всех рёбер, начиная с самых лёгких, и объединяет компоненты связности с помощью структуры данных **система непересекающихся множеств** (СНМ).

**Сортировка стандартной библиотеки C++**

Стандартная библиотекаC++ предлагает алгоритм sort, который выполняют сортировку за время, пропорциональное n log(n), где N — количество элементов массива.

* **Время работы** алгоритма Краскала можно оценить как **O(m log m + m α(n))**, где:
  + **O(n log n)** — это время на сортировку рёбер.
  + **O(m α(m))** — это время на выполнение операций поиска и объединения в структуре данных СНМ. Здесь **α(m)** — это обратная функция от числа **n**, которая растёт очень медленно и практически является константой для большинства практических значений **n**.

Таким образом, для графа с **m** рёбрами и **n** вершинами общее время работы алгоритма Краскала будет **O(n log m)**, так как операция поиска и объединения имеет амортизированное время **O(α(n))**, которое можно считать константным.

#### **2.3.** **Общее время выполнения программы**

Программа выполняет несколько операций: сортировку рёбер, запуск алгоритма Краскала и выполнение обходов графа. Таким образом, общее время работы программы будет доминироваться временем сортировки рёбер, поскольку **O(n log n)** является наибольшей сложностью среди всех операций.

Итак, для графа с **n** вершинами и **m** рёбрами общее время работы программы будет **O(n log n + m + n)**.

**Оценка использования памяти**

1. **Рёбра**: каждый объект Edge содержит два строковых идентификатора и вес (int), что требует O(1) памяти. При n рёбрах общая память составит O(n).
2. **Матрица смежности**: занимает O(n²) памяти, где n — количество вершин.
3. **Система непересекающихся множеств (DSU)**: два вектора (parent и rank) требуют O(n) памяти.

Итого: суммарное использование памяти программы для плотных графов (где количество рёбер близко к n²) будет O(n²), для разреженных графов — O(n + m), где m — количество рёбер.

### 3. Система непересекающихся множеств (DSU)

**3.1. Реализация DSU**

Система непересекающихся множеств, или **Disjoint Set Union (DSU)**, представляет собой класс, который поддерживает операции объединения и поиска для множества элементов. Используется в таких задачах, как нахождение минимального остовного дерева или обработка динамических связей между элементами.

#### **Основные операции системы непересекающихся множеств:**

#### Система DSU поддерживает два основных типа операций:

1. **Поиск (find)**: Определяет, к какому множеству принадлежит элемент. Если два элемента принадлежат одному и тому же множеству, то результат их поиска будет одинаковым. Эта операция используется, чтобы проверить, не образуют ли два рёбра цикл в процессе построения остовного дерева.
2. **Объединение (**unite**)**: Объединяет два множества в одно. Это операция объединяет два элемента, находящихся в разных множествах, в одно множество. В контексте алгоритма Краскала это позволяет добавить новое ребро в остовное дерево без образования цикла.

#### **3.1.1. Реализация СНМ (DSU):**

В коде для реализации системы непересекающихся множеств используется два основных вектора: **parent** и **rank**. Операции поиска и объединения выполняются с использованием этих векторов.

class DisjointSet {

public:

DisjointSet(int size) : parent(size), rank(size, 0)

{

for (int i = 0; i < size; ++i) {

parent[i] = i;

}

}

int find(int u)

{

if (u != parent[u])

parent[u] = find(parent[u]);

return parent[u];

}

void unite(int u, int v)

{

int rootU = find(u);

int rootV = find(v);

if (rootU != rootV) {

if (rank[rootU] > rank[rootV])

parent[rootV] = rootU;

else if (rank[rootU] < rank[rootV])

parent[rootU] = rootV;

else

{

parent[rootV] = rootU;

rank[rootU]++;

}

}

}

private:

std::vector<int> parent;

std::vector<int> rank;

};

* vector<int> parent: Содержит информацию о родительском элементе множества, к которому принадлежит элемент **u**. Если **parent[u] == u**, то **u** является корнем множества.
* vector<int> rank: Используется для оптимизации операции объединения. Он хранит "высоту" (или глубину) дерева, которое представляет множество. Чем больше **rank**, тем глубже дерево.

##### **3.1.2. Операция find** Операция **find** используется для поиска представителя множества (или корня дерева), к которому принадлежит элемент.

int find(int u) {

if (u != parent[u])

parent[u] = find(parent[u]);

return parent[u];

}

При выполнении операции **find** мы идём по дереву до его корня, а затем сжимаем путь, что помогает ускорить выполнение последующих операций.

##### **3.1.3. Операция unite**

Операция unite объединяет два множества. Чтобы избежать образования слишком глубоких деревьев, используется объединение по рангу. Это означает, что более мелкое дерево (с меньшим рангом) присоединяется к корню более глубокого дерева. Таким образом, деревья остаются сбалансированными, что повышает эффективность операций.

void unite(int u, int v) {

int rootU = find(u);

int rootV = find(v);

if (rootU != rootV) {

if (rank[rootU] > rank[rootV]) {

parent[rootV] = rootU;

}

else if (rank[rootU] < rank[rootV]) {

parent[rootU] = rootV;

}

else {

parent[rootV] = rootU;

rank[rootU]++;

}

}

**3.2. Оценка времени работы операций**

Обе операции — find и unite — могут быть выполнены за амортизированное время O(n), являясь константным.

* Операция find: Благодаря пути сжатия, она работает очень эффективно, даже для больших наборов данных.
* Операция unite: Использование объединения по рангу также улучшает производительность, сводя к минимуму возможную глубину деревьев.

Таким образом, система непересекающихся множеств является высокоэффективной структурой данных для решения задач, связанных с объединением компонент и проверкой их связности.

### 4. Основные алгоритмы обхода в графах

Обходы — это методы, которые посещают все вершины графа, следуя определенному порядку, в отличие от поиска, который ориентирован на нахождение конкретных элементов.

1. **Обход в глубину (DFS)**
2. **Обход в ширину (BFS)**

**4.1. Алгоритм обхода в глубину (DFS)**

Обход в глубину (DFS, Depth-First Search) — это алгоритм, который посещает вершины графа, начиная с начальной, и дальше углубляется по пути, посещая соседей, пока не дойдёт до конечных вершин, не имеющих непосещённых соседей. После этого он возвращается и продолжает обход других вершин.

Алгоритм продолжает обходить граф по пути, пока не дойдёт до конечных вершин. Если одна ветвь заканчивается, алгоритм возвращается и пытается исследовать другие ветви.

* 1. **Алгоритм обхода в ширину (BFS)**

Обход в ширину (BFS, Breadth-First Search) — это алгоритм, который исследует все вершины на одном уровне (соседей текущей вершины) перед тем, как перейти к следующему уровню.

В отличие от DFS, который углубляется в граф, BFS исследует все соседние вершины сначала, а затем переходит к следующему уровню.

### 5. Результат работы программы

Продемонстрировано чтение матрицы смежности (рис. 1). Так же показан пример работы алгоритма Краскала (рис. 2).

![](data:image/png;base64,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)

Рисунок 1 – Пример таблицы смежности в файле
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Рисунок 2 – Вывод рёбер и веса остовного дерева

**ЗАКЛЮЧЕНИЕ**

В ходе выполнения работы была реализованна программа, которая считывает из файла матрицу смежности графа и при помощи алгоритма Краскала приводит граф к виду дерева. Выводятся ребра остовного графа и суммарный вес

В работе была продемонстрирована реализация ряда следующих алгоритмов и структур данных, таких как:

1. Алгоритм Краскала для поиска минимального остова. Была использована сиситема непересекающихся множеств (DSU), чтобы эффективно отслеживать компоненты связности и избегать образования циклов при добавлении рёбер в остовное дерево.

2. Система непересекающихся множеств (DSU), а так же функции, с помощью которых она была реализована: операция поиска (find) и объединения (unite).
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**приложение А**

**ПРОГРАММНЫЙ КОД**

#include <iostream>

#include <fstream>

#include <vector>

#include <string>

#include <algorithm>

#include <sstream>

struct Edge

{

std::string vertex1, vertex2;

int weight;

bool operator < (const Edge& edge) const

{

return weight < edge.weight;

}

};

class DisjointSet {

public:

DisjointSet(int size) : parent(size), rank(size, 0)

{

for (int i = 0; i < size; ++i) {

parent[i] = i;

}

}

int find(int u)

{

if (u != parent[u])

parent[u] = find(parent[u]);

return parent[u];

}

void unite(int u, int v)

{

int rootU = find(u);

int rootV = find(v);

if (rootU != rootV) {

if (rank[rootU] > rank[rootV])

parent[rootV] = rootU;

else if (rank[rootU] < rank[rootV])

parent[rootU] = rootV;

else

{

parent[rootV] = rootU;

rank[rootU]++;

}

}

}

private:

std::vector<int> parent;

std::vector<int> rank;

};

void readGraph(const std::string& filename, std::vector<Edge>& edges, std::vector<std::string>& vertices) {

std::ifstream file(filename);

if (!file.is\_open()) {

throw std::runtime\_error("Unable to open file");

}

std::string line;

// Read vertices

if (std::getline(file, line)) {

std::istringstream iss(line);

std::string vertex;

while (iss >> vertex) {

vertices.push\_back(vertex);

}

}

int n = vertices.size();

for (int i = 0; i < n && std::getline(file, line); ++i) {

std::istringstream iss(line);

for (int j = 0; j < n; ++j) {

int weight;

iss >> weight;

if (weight > 0) {

edges.push\_back({ vertices[i], vertices[j], weight });

}

}

}

file.close();

}

void kruskalMST(const std::vector<Edge>& edges, const std::vector<std::string>& vertices) {

std::vector<Edge> mst;

int totalWeight = 0;

std::vector<Edge> sortedEdges = edges;

std::sort(sortedEdges.begin(), sortedEdges.end());

DisjointSet ds(vertices.size());

for (const auto& edge : sortedEdges) {

int u = std::distance(vertices.begin(), std::find(vertices.begin(), vertices.end(), edge.vertex1));

int v = std::distance(vertices.begin(), std::find(vertices.begin(), vertices.end(), edge.vertex2));

if (ds.find(u) != ds.find(v)) {

ds.unite(u, v);

mst.push\_back(edge);

totalWeight += edge.weight;

}

}

for (const auto& edge : mst) {

std::cout << edge.vertex1 << " " << edge.vertex2 << std::endl;

}

std::cout << totalWeight << std::endl;

}

int main() {

std::string filename;

std::cout << "Enter the filename: ";

std::cin >> filename;

try {

std::vector<Edge> edges;

std::vector<std::string> vertices;

readGraph(filename, edges, vertices);

kruskalMST(edges, vertices);

}

catch (const std::exception& e) {

std::cerr << "Error: " << e.what() << std::endl;

return 1;

}

return 0;

}