**EXPERIMENT 1A**

**AIM:**

To Solve problems by using sequential search

**ALGORITHM:**

* Step 1: Traverse the array
* Step 2: Match the key element with array element
* Step 3: If key element is found, return the index position of the array element
* Step 4: If key element is not found, return -1

**PROGRAM:**

class GFG {

public static int search(int arr[], int x)

{

int n = arr.length;

for (int i = 0; i < n; i++) {

if (arr[i] == x)

return i;

}

return -1;

}

public static void main(String args[])

{

int arr[] = { 2, 3, 4, 10, 40 };

int x = 10;

int result = search(arr, x);

if (result == -1)

System.out.print(

"Element is not present in array");

else

System.out.print("Element is present" + " at index " + result);

}

}

**OUTPUT:**
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**RESULT:**

**Thus the program for sequential search was executed successfully**

**1.B.**

**AIM:**

**To Solve problems by using binary search**

**ALGORITHM**:

1. **Calculate the mid element of the collection.**
2. **Compare the search value X with the mid element.**
3. **If X = middle element, then we return the mid index position for the key found.**
4. **Else If X > mid element, then the key lies in the right half of the collection. Thus repeat steps 1 to 3 on the lower (right) half of the collection.**
5. **Else X < mid element, then the key is in the upper half of the collection. Hence you need to repeat the binary search in the upper half**.
6. **Print the index of the search value present in the collection**

**PROGRAM:**

**class BinarySearch {**

**int binarySearch(int arr[], int l, int r, int x)**

**{**

**if (r >= l) {**

**int mid = l + (r - l) / 2;**

**if (arr[mid] == x)**

**return mid;**

**if (arr[mid] > x)**

**return binarySearch(arr, l, mid - 1, x);**

**return binarySearch(arr, mid + 1, r, x);**

**}**

**return -1;**

**}**

**public static void main(String args[])**

**{**

**BinarySearch ob = new BinarySearch();**

**int arr[] = { 2, 3, 4, 10, 40 };**

**int n = arr.length;**

**int x = 3;**

**int result = ob.binarySearch(arr, 0, n - 1, x);**

**if (result == -1)**

**System.out.println("Element not present");**

**else**

**System.out.println("Element found at index " + result);**

**}**

**}**

**OUTPUT:**
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**RESULT:**

**Thus the program for Binary search was executed successfully**

**1.C: AIM:**

**To Solve problems by using quadratic sorting algorithms (selection)**

**ALGORITHM:**

1. *Initialize minimum value(min\_idx) to location 0*
2. *Traverse the array to find the minimum element in the array*
3. *While traversing if any element smaller than****min\_idx****is found then swap both the values.*
4. *Then, increment min\_idx to point to next element*
5. *Repeat until array is sorted*

**PROGRAM:**

**// Java program for implementation of Selection Sort**

**class SelectionSort**

**{**

**void sort(int arr[])**

**{**

**int n = arr.length;**

**// One by one move boundary of unsorted subarray**

**for (int i = 0; i < n-1; i++)**

**{**

**// Find the minimum element in unsorted array**

**int min\_idx = i;**

**for (int j = i+1; j < n; j++)**

**if (arr[j] < arr[min\_idx])**

**min\_idx = j;**

**// Swap the found minimum element with the first**

**// element**

**int temp = arr[min\_idx];**

**arr[min\_idx] = arr[i];**

**arr[i] = temp;**

**}**

**}**

**// Prints the array**

**void printArray(int arr[])**

**{**

**int n = arr.length;**

**for (int i=0; i<n; ++i)**

**System.out.print(arr[i]+" ");**

**System.out.println();**

**}**

**// Driver code to test above**

**public static void main(String args[])**

**{**

**SelectionSort ob = new SelectionSort();**

**int arr[] = {64,25,12,22,11};**

**ob.sort(arr);**

**System.out.println("Sorted array");**

**ob.printArray(arr);**

**}**

**}**

**OUTPUT:**
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**RESULT:**

**Thus the Program for quadratic sorting algorithms (selection) was executed successfully**

**1.D. AIM:**

**To Solve problems by using quadratic sorting algorithms (insertion)**

**ALGORITHM:**

1. **To sort an array of size N in ascending order:**
2. **Iterate from arr[1] to arr[N] over the array.**
3. **Compare the current element (key) to its predecessor.**
4. **If the key element is smaller than its predecessor, compare it to the elements before. Move the greater elements one position up to make space for the swapped element.**

**PROGRAM:**

**// Java program for implementation of Insertion Sort**

**class InsertionSort {**

**/\*Function to sort array using insertion sort\*/**

**void sort(int arr[])**

**{**

**int n = arr.length;**

**for (int i = 1; i < n; ++i) {**

**int key = arr[i];**

**int j = i - 1;**

**/\* Move elements of arr[0..i-1], that are**

**greater than key, to one position ahead**

**of their current position \*/**

**while (j >= 0 && arr[j] > key) {**

**arr[j + 1] = arr[j];**

**j = j - 1;**

**}**

**arr[j + 1] = key;**

**}**

**}**

**/\* A utility function to print array of size n\*/**

**static void printArray(int arr[])**

**{**

**int n = arr.length;**

**for (int i = 0; i < n; ++i)**

**System.out.print(arr[i] + " ");**

**System.out.println();**

**}**

**// Driver method**

**public static void main(String args[])**

**{**

**int arr[] = { 12, 11, 13, 5, 6 };**

**InsertionSort ob = new InsertionSort();**

**ob.sort(arr);**

**printArray(arr);**

**}**

**}**

**OUTPUT:**

![](data:image/png;base64,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)

**RESULT:**

**Thus the Program for quadratic sorting algorithms (insertion) was executed successfully**