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Существует два основных подхода в использовании фрагментов.

Первый способ основан на замещении родительского контейнера. Создаётся стандартная разметка и в том месте, где будут использоваться фрагменты, размещается контейнер, например, **FrameLayout**. В коде контейнер замещается фрагментом. При использовании подобного сценария в разметке не используется тег **fragment**, так как его нельзя менять динамически. Также вам придётся обновлять ActionBar, если он зависит от фрагмента. Здесь показан [такой пример](http://developer.alexanderklimov.ru/android/theory/fragment-add.php).

Второй вариант - используются отдельные разметки для телефонов и планшетов, которые можно разместить в разных папках ресурсов. Например, если в планшете используется двухпанельная разметка с двумя фрагментами на одной активности, мы используем эту же активность для телефона, но подключаем другую разметку, которая содержит один фрагмент. Когда нам нужно переключиться на второй фрагмент, то запускаем вторую активность.

Второй подход является наиболее гибким и в целом предпочтительным способом использования фрагментов. Активность проверяет в каком режиме (свои размеры) он запущен и использует разную разметку из ресурсов. Графически это выглядит следующим образом.
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Основные классы

Сами фрагменты наследуются от **android.app.Fragment**. Существует подклассы фрагментов: **ListFragment**, **DialogFragment**, **PreferenceFragment**, **WebViewFragment** и др. Не исключено, что число классов будет увеличиваться, например, появился ещё один класс **MapFragment**.

Для взаимодействия между фрагментами используется класс **android.app.FragmentManager** - специальный менеджер по фрагментам.

Как в любом офисе, спецманагер не делает работу своими руками, а использует помощников. Например, для транзакций (добавление, удаление, замена) используется класс-помощник **android.app.FragmentTransaction**.

Для сравнения приведу названия классов из библиотеки совместимости:

* android.support.v4.app.FragmentActivity
* android.support.v4.app.Fragment
* android.support.v4.app.FragmentManager
* android.support.v4.app.FragmentTransaction

Как видите, разница в одном классе, который я привёл первым. Он используется вместо стандартного **Activity**, чтобы система поняла, что придётся работать с фрагментами. На данный момент студия создаёт проект на основе **ActionBarActivity**, который является подклассом **FragmentActivity**.

В одном приложении нельзя использовать новые фрагменты и фрагменты из библиотеки совместимости.

В 2018 году Гугл объявила фрагменты из пакета **androd.app** устаревшими. Заменяйте везде на версию из библиотеки совместимости.

Общий алгоритм работы с фрагментами будет следующим:

У каждого фрагмента должен быть свой класс. Класс наследуется от класса **Fragment** или схожих классов, о которых говорилось выше. Это похоже на создание новой активности или нового компонента.

Также, как в активности, вы создаёте различные методы типа **onCreate()** и т.д. Если фрагмент имеет разметку, то используется метод **onCreateView()** - считайте его аналогом метода **setContentView()**, в котором вы подключали разметку активности. При этом метод **onCreateView()** возвращает объект **View**, который является корневым элементом разметки фрагмента.

Разметку для фрагмента можно создать программно или декларативно через XML.

Создание разметки для фрагмента ничем не отличается от создания разметки для активности. Вот отрывок кода из метода **onCreateView()**:

public class FirstFragment extends Fragment implements OnClickListener {

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

View view = inflater.inflate(R.layout.first\_fragment,

container, false);

Button nextButton = (Button) view.findViewById(R.id.button\_first);

nextButton.setOnClickListener(this);

return view;

}

// ...

}

Глядя на этот код, вы должные понять, что фрагмент использует разметку из файла **res/layout/first\_fragment.xml**, которая содержит кнопку с идентификатором **android:id="@+id/button\_first"**. Здесь также прослеживается сходство с подключением компонентов в активности. Обратите внимание, что перед методом **findViewById()**используется **view**, так как этот метод относится к компоненту, а не к активности, как мы обычно делали в программах, когда просто опускали имя активности. Т.е. в нашем случае мы ищем ссылку на кнопку не среди разметки активности, а внутри разметки самого фрагмента.

Нужно помнить, что в методе **inflate()** последний параметр должен иметь значение **false** в большинстве случаев.

FragmentManager

Класс **FragmentManager** имеет два метода, позволяющих найти фрагмент, который связан с активностью:

**findFragmentById(int id)**

Находит фрагмент по идентификатору

**findFragmentByTag(String tag)**

Находит фрагмент по заданному тегу

Методы транзакции

Мы уже использовали некоторые методы класса **FragmentTransaction**. Познакомимся с ними поближе

**add()**

Добавляет фрагмент к активности

**remove()**

Удаляет фрагмент из активности

**replace()**

Заменяет один фрагмент на другой

**hide()**

Прячет фрагмент (делает невидимым на экране)

**show()**

Выводит скрытый фрагмент на экран

**detach() (API 13)**

Отсоединяет фрагмент от графического интерфейса, но экземпляр класса сохраняется

**attach() (API 13)**

Присоединяет фрагмент, который был отсоединён методом **detach()**

Методы **remove()**, **replace()**, **detach()**, **attach()** не применимы к статичным фрагментам.

Перед началом транзакции нужно получить экземпляр **FragmentTransaction** через метод **FragmentManager.beginTransaction()**. Далее вызываются различные методы для управления фрагментами.

В конце любой транзакции, которая может состоять из цепочки вышеперечисленных методов, следует вызвать метод **commit()**.

FragmentManager fragmentManager = getFragmentManager()

fragmentManager.beginTransaction()

.remove(fragment1)

.add(R.id.fragment\_container, fragment2)

.show(fragment3)

.hide(fragment4)

.commit();

Аргументы фрагмента

Фрагменты должны сохранять свою модульность и не должны общаться друг с другом напрямую. Если один фрагмент хочет докопаться до другого, он должен сообщить об этом своему менеджеру активности, а он уже передаст просьбу другому фрагменту. И наоборот. Это сделано специально для того, чтобы было понятно, что менеджер тут главный и он не зря зарплату получает. Есть три основных способа общения фрагмента с активностью.

* Активность может создать фрагмент и установить аргументы для него
* Активность может вызвать методы экземпляра фрагмента
* Фрагмент может реализовать интерфейс, который будет использован в активности в виде слушателя

Фрагмент должен иметь только один пустой конструктор без аргументов. Но можно создать статический **newInstance** с аргументами через метод **setArguments()**.

public class CatFragment extends Fragment {

public static CatFragment newInstance(int someInt, String someString) {

CatFragment catFragment = new CatFragment();

Bundle args = new Bundle();

args.putInt("someInt", someInt);

args.putString("SomeString", someString);

catFragment.setArguments(args);

return catFragment;

}

}

Доступ к аргументам можно получить в методе **onCreate()** фрагмента:

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

// Get back arguments

int someInt = getArguments().getInt("someInt", 0);

String someString = getArguments().getString("someString", "");

}

Динамически загружаем фрагмент в активность.

FragmentTransaction ft = getSupportFragmentManager().beginTransaction();

CatFragment catFragment = CatFragment.newInstance(5, "Васька");

ft.replace(R.id.your\_placeholder, catFragment);

ft.commit();

Если активность должна выполнить какую-то операцию в фрагменте, то самый простой способ - задать нужный метод в фрагменте и вызвать данный метод через экземпляр фрагмента.

public class CatFragment extends Fragment {

public void sayMeow(String word) {

// do something in fragment

}

}

Вызываем метод в активности:

public class MainActivity extends ActionBarActivity {

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

CatFragment catFragment = (CatFragment)

getSupportFragmentManager().findFragmentById(R.id.fragmentCat);

catFragment.sayMeow("Жрать!");

}

}

Если фрагмент должен сообщить о своих действиях активности, то следует реализовать интерфейс.

import android.content.Context;

import android.support.v4.app.Fragment;

import android.view.View;

public class LinkListFragment extends Fragment {

// Define the listener of the interface type

// listener is the activity itself

private OnLinkItemSelectedListener mListener;

// Define the events that the fragment will use to communicate

public interface OnLinkItemSelectedListener {

public void onLinkItemSelected(String link);

}

// Store the listener that will have events fired once the fragment is attached

@Override

public void onAttach(Context context) {

super.onAttach(context);

if (context instanceof OnLinkItemSelectedListener) {

mListener = (OnLinkItemSelectedListener) context;

} else {

throw new ClassCastException(context.toString()

+ " must implement MyListFragment.OnItemSelectedListener");

}

}

// Now we can fire the event when the user selects something in the fragment

public void onSomeClick(View v) {

mListener.onLinkItemSelected("some link");

}

}

В активности:

public class MainActivity extends ActionBarActivity **implements**

**LinkListFragment.OnLinkItemSelectedListener** {

DetailFragment fragment;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

fragment = (DetailFragment) getSupportFragmentManager()

.findFragmentById(R.id.detailFragment);

}

// Now we can define the action to take in the activity when the fragment event fires

@Override

public void onLinkItemSelected(String link) {

if (fragment != null && fragment.isInLayout()) {

fragment.setText(link);

}

}

}

Управление стеком фрагментов

Фрагменты, как и активности, могут управляться кнопкой **Back**. Вы можете добавить несколько фрагментов, а потом через кнопку **Back** вернуться к первому фрагменту. Если в стеке не останется ни одного фрагмента, то следующее нажатие кнопки закроет активность.

Чтобы добавить транзакцию в стек, вызовите метод **FragmentTransaction.addToBackStack(String)** перед завершением транзакции (commit). Строковый аргумент - опциональное имя для идентификации стека или **null**. Класс **FragmentManager** имеет метод **popBackStack()**, возвращающий предыдущее состояние стека по этому имени.

Если вы вызовете метод **addToBackStack()** при удалении или замещении фрагмента, то будут вызваны методы фрагмента **onPause(), onStop(), onDestroyView()**.

Когда пользователь нажимает на кнопку возврата, то вызываются методы фрагмента **onCreateView()**, **onActivityCreated()**, **onStart()** и **onResume()**.

Рассмотрим пример реагирования на кнопку **Back** в фрагменте без использования стека. Активность имеет метод **onBackPressed()**, который реагирует на нажатие кнопки. Мы можем в этом методе сослаться на нужный фрагмент и вызвать метод фрагмента.

@Override

public void onBackPressed() {

super.onBackPressed();

// где-то ранее мы объявили фрагмент

fragment1.backButtonWasPressed();

}

Теперь в классе фрагмента прописываем метод с нужным кодом.

public void backButtonWasPressed() {

Toast.makeText(getActivity(), "Back button pressed", Toast.LENGTH\_LONG)

.show();

}

Более желательным вариантом является использование интерфейсов. В некоторых примерах с фрагментами такой приём используется.

Интеграция Action Bar/Options Menu

Фрагменты могут добавлять свои элементы в панель действий или меню активности. Сначала вы должны вызвать метод **Fragment.setHasOptionsMenu()** в методе фрагмента **onCreate()**. Затем нужно задать настройки для методов фрагмента **onCreateOptionsMenu()** и **onOptionsItemSelected()**, а также при необходимости для методов **onPrepareOptionsMenu()**, **onOptionsMenuClosed()**, **onDestroyOptionsMenu()**. Работа методов фрагмента ничем не отличается от аналогичных методов для активности.

В активности, которая содержит фрагмент, данные методы автоматически сработают.

Если активность содержит собственные элементы панели действий или меню, то следует позаботиться, чтобы они не мешали вызовам методам фрагментов.

Код для активности:

public class MyActivity extends Activity {

// ...

@Override

public boolean onCreateOptionsMenu(Menu menu) {

super.onCreateOptionsMenu(menu);

getMenuInflater().inflate(R.menu.activity\_options, menu);

return true;

}

@Override

public boolean onOptionsItemSelected(MenuItem item) {

switch (item.getItemId()) {

case R.id.menu\_activity\_info:

// Handle activity menu item

return true;

default:

// Handle fragment menu items

return super.onOptionsItemSelected(item);

}

}

// ...

}

Код для фрагмента:

public class MyFragment extends Fragment {

// ...

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setHasOptionsMenu(true);

}

@Override

public void onCreateOptionsMenu(Menu menu, MenuInflater inflater) {

inflater.inflate(R.menu.myfragment\_options, menu);

}

@Override

public boolean onOptionsItemSelected(MenuItem item) {

switch (item.getItemId()) {

case R.id.menu\_first\_info:

// Handle fragment menu item

return true;

default:

// Not one of ours. Perform default menu processing

return super.onOptionsItemSelected(item);

}

}

// ...

}

Связь между фрагментом и активностью

Экземпляр фрагмента связан с активностью. Активность может вызывать методы фрагмента через ссылку на объект фрагмента. Доступ к фрагменту можно получить через методы **findFragmentById()** или **findFragmentByTag()**.

Фрагмент в свою очередь может получить доступ к своей активности через метод **Fragment.getActivity()**.

View listView = getActivity().findViewById(R.id.list);

# Fragment

Компонент **Fragment** находится в папке **Layouts**, что позволяет рассматривать его как контейнер. В то же время фрагмент обладает функциональностью активности (жизненный цикл, схожие методы и т.д.).

Сами фрагменты появились в API 11, но в целях совместимости была написана специальная библиотека **Android Support library** для старых устройств, которая по умолчанию готова к использованию в новых проектах.

Фрагментам будет посвящен отдельный цикл статей. Начать можно [отсюда](http://developer.alexanderklimov.ru/android/theory/fragments.php).

Здесь я покажу базовый пример использования фрагментов.

## Базовый пример с фрагментом

Рассмотрим простейший пример с использованием фрагмента, чтобы понять основные принципы работы.

Сначала нам нужно создать класс фрагмента. Воспользуемся услугами студии и создадим фрагмент при помощи мастера **File | New | Fragment | Fragment (Blank)**. В диалоговом окне оставляем всё без изменений.

Будет создать большой и страшный код для класса.

Оставим в покое этот класс и создадим макет. В палитре инструментов выберите раздел **Layouts** и перетащите на вашу заготовку экрана элемент **Fragment**.

Среда разработки предложит вам выбрать из списка готовый класс, который наследуется от класса **Fragment** или его потомков. Среди них будет созданный нами только что класс **BlankFragment**.

![New Fragment](data:image/png;base64,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)

Код в классе фрагмента содержит интерфейс, который необходимо реализовать в активности, иначе мы получим ошибку.

package ru.alexanderklimov.helloworld;

import android.net.Uri;

import android.os.Bundle;

import android.support.v7.app.AppCompatActivity;

public class MainActivity extends AppCompatActivity

**implements BlankFragment.OnFragmentInteractionListener** {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

}

**@Override**

**public void onFragmentInteraction(Uri uri) {**

**}**

}

Запустим код и увидим, что внутри активности есть фрагмент (текст "Hello blank fragment").

# Жизненный цикл фрагментов

У фрагментов есть жизненный цикл, который во многом совпадает с жизненным циклом активности, внутри которой они находятся.

![Жизненный цикл фрагментов](data:image/png;base64,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)

Список дополнительных методов жизненного цикла фрагментов, которых нет у активности:

**onAttach(Activity)**

Вызывается, когда фрагмент связывается с активностью. С этого момента мы можем получить ссылку на активность через метод **getActivity()**

**onCreate()**

В этом методе можно сделать работу, не связанную с интерфейсом. Например, подготовить адаптер.

**onCreateView(LayoutInflater, ViewGroup, Bundle)**

Вызывается для создания компонентов внутри фрагмента

**onActivityCreated(Bundle)**

Вызывается, когда отработает метод активности **onCreate()**, а значит фрагмент может обратиться к компонентам активности

**onDestroyView()**

Вызывается, когда набор компонентов удаляется из фрагмента

**onDetach()**

Вызывается, когда фрагмент отвязывается от активности

Одноимённые с методами активности методы фрагментов выполняют аналогичные функции. К примеру, метод **onResume()**вызывается, когда фрагмент вновь становится видимым.

Метод **onStart()** вызывается, когда фрагмент становится видимым после запуска такого же метода в родительской активности.

Фрагмент всегда связан с активностью. Отдельно фрагмент от активности существовать не может.

Если активность останавливается, то её фрагменты также останавливаются. Если активность уничтожается, то её фрагменты также уничтожаются.

Метод **onCreateView()** вызывается один раз, когда фрагмент должен загрузить на экран свой интерфейс. В этом методе вы можете "надуть" (inflate) разметку фрагмента через метод **inflate()** объекта **Inflater**, который задан в параметре метода. В фрагментах без интерфейса вы можете пропустить надувание.

Метод **onActivityCreated()** вызывается после метода **onCreateView()**, когда создаётся активность-хозяйка для фрагмента. Здесь можно объявить объекты, необходимые для **Context**.

Фрагменты не являются подклассами **Context**, вам следует использовать метод **getActivity()**, чтобы получить родительскую активность.

Создадим несколько фрагментов и с помощью всплывающих сообщений и логов посмотрим на срабатывание методов.

### FirstFragment

package ru.alexanderklimov.fragmentdemo;

import android.app.Activity;

import android.net.Uri;

import android.os.Bundle;

import android.app.Fragment;

import android.util.Log;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

import android.widget.Toast;

public class FirstFragment extends Fragment {

public static FirstFragment newInstance(String param1, String param2) {

FirstFragment fragment = new FirstFragment();

// Bundle args = new Bundle();

return fragment;

}

public FirstFragment() {

// Required empty public constructor

}

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

Toast.makeText(getActivity(), "FirstFragment.onCreate()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onCreate");

}

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

View rootView = inflater.inflate(R.layout.fragment\_first, container, false);

Toast.makeText(getActivity(), "FirstFragment.onCreateView()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onCreateView");

return rootView;

}

@Override

public void onAttach(Activity activity) {

super.onAttach(activity);

Toast.makeText(getActivity(), "FirstFragment.onAttach()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onAttach");

}

@Override

public void onActivityCreated(Bundle savedInstanceState) {

super.onActivityCreated(savedInstanceState);

Toast.makeText(getActivity(), "FirstFragment.onActivityCreated()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onActivityCreated");

}

@Override

public void onStart() {

super.onStart();

Toast.makeText(getActivity(), "FirstFragment.onStart()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onStart");

}

@Override

public void onResume() {

super.onResume();

Toast.makeText(getActivity(), "FirstFragment.onResume()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onResume");

}

@Override

public void onPause() {

super.onPause();

Toast.makeText(getActivity(), "FirstFragment.onPause()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onPause");

}

@Override

public void onStop() {

super.onStop();

Toast.makeText(getActivity(), "FirstFragment.onStop()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onStop");

}

@Override

public void onDestroyView() {

super.onDestroyView();

Toast.makeText(getActivity(), "FirstFragment.onDestroyView()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onDestroyView");

}

@Override

public void onDestroy() {

super.onDestroy();

Toast.makeText(getActivity(), "FirstFragment.onDestroy()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onDestroy");

}

@Override

public void onDetach() {

super.onDetach();

//mListener = null;

Toast.makeText(getActivity(), "FirstFragment.onDetach()",

Toast.LENGTH\_LONG).show();

Log.d("Fragment 1", "onDetach");

}

}

Разметка для первого фрагмента

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Первый фрагмент" />

<ImageView

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:src="@drawable/ic\_launcher"/>

</LinearLayout>

По аналогии создайте второй фрагмент **SecondFragment**, заменив тексты и названия идентификаторов там, где это нужно.

Создадим разметку для главной активности с двумя кнопками для переключения между фрагментами.

### activity\_main.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:orientation="horizontal">

<LinearLayout

android:layout\_width="0px"

android:layout\_weight="1"

android:layout\_height="match\_parent"

android:orientation="vertical">

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Выберите фрагмент:" />

<Button

android:id="@+id/buttonFragment1"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Fragment 1" />

<Button

android:id="@+id/buttonFragment2"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Fragment 2" />

</LinearLayout>

<FrameLayout

android:id="@+id/container"

android:layout\_width="0px"

android:layout\_weight="3"

android:layout\_height="match\_parent" />

</LinearLayout>

### MainActivity.java

В главной активности можно переключаться между фрагментами при нажатии на кнопку, а также через кнопку BACK, чтобы увидеть транзакции фрагментов.

package ru.alexanderklimov.fragmentdemo;

import android.app.Fragment;

import android.app.FragmentManager;

import android.app.FragmentTransaction;

import android.support.v7.app.ActionBarActivity;

import android.os.Bundle;

import android.view.Menu;

import android.view.MenuItem;

import android.view.View;

import android.widget.Button;

public class MainActivity extends ActionBarActivity {

Button fragment1Button, fragment2Button;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

fragment1Button = (Button) findViewById(R.id.buttonFragment1);

fragment2Button = (Button) findViewById(R.id.buttonFragment2);

// get an instance of FragmentTransaction from your Activity

FragmentManager fragmentManager = getFragmentManager();

FragmentTransaction fragmentTransaction = fragmentManager.beginTransaction();

//add a fragment

FirstFragment firstFragment = new FirstFragment();

fragmentTransaction.add(R.id.container, firstFragment);

fragmentTransaction.commit();

fragment1Button.setOnClickListener(onButtonClickListener);

fragment2Button.setOnClickListener(onButtonClickListener);

}

Button.OnClickListener onButtonClickListener = new Button.OnClickListener() {

@Override

public void onClick(View v) {

// TODO Auto-generated method stub

Fragment newFragment = null;

// Create new fragment

if (v == fragment1Button) {

newFragment = new FirstFragment();

} else {

newFragment = new SecondFragment();

}

// Create new transaction

FragmentTransaction transaction = getFragmentManager().beginTransaction();

// Replace whatever is in the fragment\_container view with this fragment,

// and add the transaction to the back stack

transaction.replace(R.id.container, newFragment);

transaction.addToBackStack(null);

// Commit the transaction

transaction.commit();

}

};

}

Cмотрим сообщения. При запуске приложения запускается первый фрагмент, который загружается в контейнер. Последовательность следующая.

onAttach  
onCreate  
onCreateView  
onActivityCreated  
onStart  
onResume

Нажимаем на кнопку Home:

onPause  
onStop

Запустим из списка недавно запущенных программ:

onStart  
onResume

Выходим из программы через кнопку Back:

onPause  
onStop  
onDestroyView  
onDestroy  
onDetach

При замещении первого фрагмента вторым почти как при закрытии, только нет методов **onDestroy** и **onDetach**, а затем повторяются те же методы при старте фрагмента:

// Первый фрагмент onPause  
onStop  
onDestroyView  
// Второй фрагмент onAttach  
onCreate  
onCreateView  
onActivityCreated  
onStart  
onResume

# Программное добавление фрагментов

Рассмотрим программное добавление фрагмента в активность. Суть состоит в следующем. В разметке активности нельзя прописывать тег **fragment**, так как в этом случае Android не сможет менять фрагменты динамически. Воспользуемся **LinearLayout**как контейнером и будем его заменять программно на нужный фрагмент.

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:orientation="horizontal" >

<TextView

android:layout\_width="0px"

android:layout\_height="match\_parent"

android:layout\_weight="1"

android:background="#555555"

android:text="TextView в главной Activity" />

<LinearLayout

android:orientation="vertical"

android:id="@+id/container"

android:layout\_width="0px"

android:layout\_height="match\_parent"

android:layout\_weight="4" />

</LinearLayout>

**LinearLayout** с идентификатором **@+id/container** является нашим контейнером. Подготовим класс фрагмента. Разметку для фрагмента использовать не будем, всё сделаем программно.

package ru.alexanderklimov.test;

import android.app.Fragment;

import android.content.Context;

import android.graphics.Color;

import android.os.Bundle;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

import android.widget.LinearLayout;

import android.widget.TextView;

public class MyFragment extends Fragment {

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

Context context = getActivity().getApplicationContext();

LinearLayout layout = new LinearLayout(context);

layout.setBackgroundColor(Color.BLUE);

TextView text = new TextView(context);

text.setText("Это область фрагмента");

layout.addView(text);

return layout;

}

}

Мы закрасили фрагмент синим цветом, добавили текстовую метку и вывели текст.

Осталось добавить код в метод **onCreate()** основной активности. Нам нужно получить экземпляр класса **FragmentTransaction** и добавить фрагмент в контейнерный **LinearLayout**.

package ru.alexanderklimov.fragment;

import android.app.Activity;

import android.app.Fragment;

import android.app.FragmentManager;

import android.app.FragmentTransaction;

import android.os.Bundle;

public class FragmentDemoActivity extends Activity {

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

// получаем экземпляр FragmentTransaction

FragmentManager fragmentManager = getFragmentManager();

FragmentTransaction fragmentTransaction = fragmentManager

.beginTransaction();

// добавляем фрагмент

MyFragment myFragment = new MyFragment();

fragmentTransaction.add(R.id.container, myFragment);

fragmentTransaction.commit();

}

}

В примере мы добавляли фрагмент в контейнер. Если у вас фрагментов несколько и их нужно выводить в одном месте, то их нужно не добавлять в контейнер, а замещать. Подробнее в статье [Замещение фрагментов](http://developer.alexanderklimov.ru/android/theory/fragment-replace.php).

Также следует обращать внимание на поведение фрагмента при поворотах экрана. Для статичных фрагментов это не является проблемой, так как активность сама позаботится о восстановлении своих элементов разметки.

Для динамических фрагментов возможно ситуация, что при восстановлении активности будет создаваться второй экземпляр фрагмента. Если вы ещё не закрыли предыдущий пример, то поверните экран в другую ориентацию. При повороте будет создана новая активность, которая создаст новый фрагмент. Верните устройство в обратное положение и снова активность создаст новый фрагмент.

После шести поворотов приложение будет выглядеть следующим образом:

![Добавление фрагментов](data:image/png;base64,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)

Тут нам пригодится параметр **Bundle** в методе активности **onCreate()**. Если его значение равно **null**, значит мы впервые запускаем активность и можем спокойно создавать новый экземпляр фрагмента. Помещаем наш код в блок **if**:

public void onCreate(Bundle savedInstanceState) {

// ...

if (savedInstanceState == null) {

FragmentManager fragmentManager = getFragmentManager();

FragmentTransaction fragmentTransaction = fragmentManager

.beginTransaction();

// добавляем фрагмент

MyFragment myFragment = new MyFragment();

fragmentTransaction.add(R.id.container, myFragment);

fragmentTransaction.commit();

}

}

В нашем примере фрагмент не использует разметку и метод **onCreateView()** для него необязателен. Вы можете добавить фрагмент в активность также через метод **FragmentTransaction.add(Fragment, String)**, передав методу уникальную строку для идентификации нужного фрагмента.

FragmentManager fragmentManager = getFragmentManager()

FragmentTransaction fragmentTransaction = fragmentManager.beginTransaction();

BackgroundFragment fragment = new BackgroundFragment();

fragmentTransaction.add(fragment, "thread\_manager");

fragmentTransaction.commit();

В первом примере создание новых фрагментов носило неуправляемый характер. Рассмотрим пример, когда мы сознательно хотим добавлять фрагменты в активность.

Изменим немного разметку, добавив две кнопки:

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<LinearLayout

android:id="@+id/linearlayout"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" >

<Button

android:id="@+id/button1"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:onClick="onClick"

android:text="Добавить синий фрагмент" />

<Button

android:id="@+id/button2"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:onClick="onClick"

android:text="Добавить красный фрагмент" />

</LinearLayout>

<LinearLayout

android:id="@+id/container"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:orientation="vertical" />

</LinearLayout>

Мы будем динамически добавлять два разных фрагмента. Переименуйте класс **MyFragment** в **BlueFragment** и создайте его копию под именем **RedFragment**. Измените код во втором фрагменте, чтобы область заливалась красным цветом.

Логика приложения теперь будет сосредоточена в методе **onClick()**, который отвечает за нажатия кнопок:

package ru.alexanderklimov.test;

import ...

public class TestActivity extends Activity {

private FragmentManager mFragmentManager;

private FragmentTransaction mFragmentTransaction;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_test);

mFragmentManager = getFragmentManager();

}

public void onClick(View v) {

mFragmentTransaction = mFragmentManager.beginTransaction();

switch (v.getId()) {

case R.id.button1:

BlueFragment bluefragment = new BlueFragment();

mFragmentTransaction.add(R.id.container, bluefragment);

break;

case R.id.button2:

RedFragment redfragment = new RedFragment();

mFragmentTransaction.add(R.id.container, redfragment);

break;

}

mFragmentTransaction.commit();

}

}

Запускаем проект и щёлкаем по кнопкам в произвольном порядке.

![Добавляем фрагменты](data:image/png;base64,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)

# Замещение фрагментов

Мы рассматривали [пример программного добавления фрагмента](http://developer.alexanderklimov.ru/android/theory/fragment-add.php) при помощи метода **add()**, который является только одним из способом замещения контейнера фрагментом.

В более сложных программах, состоящих из нескольких фрагментов, используется метод **replace()**, который замещает фрагмент в контейнере другим фрагментом.

Рассмотрим на примере. Создадим активность с тремя кнопками и контейнером **FrameLayout**:

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".TestActivity" >

<LinearLayout

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:orientation="horizontal" >

<Button

android:id="@+id/button1"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:text="Фрагмент 1" />

<Button

android:id="@+id/button2"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:text="Фрагмент 2" />

<Button

android:id="@+id/button3"

android:layout\_width="0dp"

android:layout\_height="wrap\_content"

android:layout\_weight="1"

android:text="Фрагмент 3" />

</LinearLayout>

<FrameLayout

android:id="@+id/container"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent" >

</FrameLayout>

</LinearLayout>

Создадим разметку для трёх фрагментов. Я приведу код только для первой разметки. В других можете использовать тот же код, только заменить текст в TextView, чтобы было понятно, о каком фрагменте идёт речь. По желанию можете также использовать разные картинки в ImageView:

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:id="@+id/fragment1"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<TextView

android:id="@+id/tvMessage"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Фрагмент 1" />

<ImageView

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:src="@drawable/ic\_launcher" />

</LinearLayout>

Теперь напишем код для замещения фрагментов. Обратите внимание, что классы фрагментов мы используем в основном классе активности. Хотя в реальных проектах лучше выделить каждому классу фрагмента отдельный файл.

package ru.alexanderklimov.fragments;

import ...

public class TestActivity extends Activity {

FrameLayout container;

FragmentManager myFragmentManager;

MyFragment1 myFragment1;

MyFragment2 myFragment2;

MyFragment3 myFragment3;

final static String TAG\_1 = "FRAGMENT\_1";

final static String TAG\_2 = "FRAGMENT\_2";

final static String TAG\_3 = "FRAGMENT\_3";

final static String KEY\_MSG\_1 = "FRAGMENT1\_MSG";

final static String KEY\_MSG\_2 = "FRAGMENT2\_MSG";

final static String KEY\_MSG\_3 = "FRAGMENT3\_MSG";

// класс для первого фрагмента

public static class MyFragment1 extends Fragment {

TextView textMsg;

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

View view = inflater.inflate(R.layout.fragment1, null);

textMsg = (TextView) view.findViewById(R.id.tvMessage);

Bundle bundle = getArguments();

if (bundle != null) {

String msg = bundle.getString(KEY\_MSG\_1);

if (msg != null) {

textMsg.setText(msg);

}

}

return view;

}

public void setMsg(String msg) {

textMsg.setText(msg);

}

}

// класс для второго фрагмента

public static class MyFragment2 extends Fragment {

TextView textMsg;

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

View view = inflater.inflate(R.layout.fragment2, null);

textMsg = (TextView) view.findViewById(R.id.tvMessage);

Bundle bundle = getArguments();

if (bundle != null) {

String msg = bundle.getString(KEY\_MSG\_2);

if (msg != null) {

textMsg.setText(msg);

}

}

return view;

}

public void setMsg(String msg) {

textMsg.setText(msg);

}

}

// класс для третьего фрагмента

public static class MyFragment3 extends Fragment {

TextView textMsg;

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

View view = inflater.inflate(R.layout.fragment3, null);

textMsg = (TextView) view.findViewById(R.id.tvMessage);

Bundle bundle = getArguments();

if (bundle != null) {

String msg = bundle.getString(KEY\_MSG\_3);

if (msg != null) {

textMsg.setText(msg);

}

}

return view;

}

public void setMsg(String msg) {

textMsg.setText(msg);

}

}

// метод основной активности

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_test);

container = (FrameLayout) findViewById(R.id.container);

Button button1 = (Button) findViewById(R.id.button1);

Button button2 = (Button) findViewById(R.id.button2);

Button button3 = (Button) findViewById(R.id.button3);

button1.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View arg0) {

MyFragment1 fragment = (MyFragment1) myFragmentManager

.findFragmentByTag(TAG\_1);

if (fragment == null) {

Bundle bundle = new Bundle();

bundle.putString(KEY\_MSG\_1, "Заменили на первый фрагмент");

myFragment1.setArguments(bundle);

FragmentTransaction fragmentTransaction = myFragmentManager

.beginTransaction();

fragmentTransaction.replace(R.id.container, myFragment1,

TAG\_1);

fragmentTransaction.commit();

} else {

fragment.setMsg("Первый фрагмент уже загружен");

}

}

});

button2.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View arg0) {

MyFragment2 fragment = (MyFragment2) myFragmentManager

.findFragmentByTag(TAG\_2);

if (fragment == null) {

Bundle bundle = new Bundle();

bundle.putString(KEY\_MSG\_2, "Заменили на второй фрагмент");

myFragment2.setArguments(bundle);

FragmentTransaction fragmentTransaction = myFragmentManager

.beginTransaction();

fragmentTransaction.replace(R.id.container, myFragment2,

TAG\_2);

fragmentTransaction.commit();

} else {

fragment.setMsg("Второй фрагмент уже загружен");

}

}

});

button3.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View arg0) {

MyFragment3 fragment = (MyFragment3) myFragmentManager

.findFragmentByTag(TAG\_3);

if (fragment == null) {

Bundle bundle = new Bundle();

bundle.putString(KEY\_MSG\_3, "Заменили на третий фрагмент");

myFragment3.setArguments(bundle);

FragmentTransaction fragmentTransaction = myFragmentManager

.beginTransaction();

fragmentTransaction.replace(R.id.container, myFragment3,

TAG\_3);

fragmentTransaction.commit();

} else {

fragment.setMsg("Третий фрагмент уже загружен");

}

}

});

myFragmentManager = getFragmentManager();

myFragment1 = new MyFragment1();

myFragment2 = new MyFragment2();

myFragment3 = new MyFragment3();

if (savedInstanceState == null) {

// при первом запуске программы

FragmentTransaction fragmentTransaction = myFragmentManager

.beginTransaction();

// добавляем в контейнер при помощи метода add()

fragmentTransaction.add(R.id.container, myFragment1, TAG\_1);

fragmentTransaction.commit();

}

}

}

При первом запуске приложения мы добавляем фрагмент в контейнер через метод **add()**. Далее при нажатии на одну из трёх кнопок мы заменяем фрагмент другим фрагментов. Если мы хотим заменить фрагмент на этот же фрагмент, то выводим сообщение, что данный фрагмент уже загружен.
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# Доступ к View внутри фрагмента

[Доступ к View внутри динамического фрагмента из активности](http://developer.alexanderklimov.ru/android/theory/fragment-view.php#dynamic)  
[Передача данных между фрагментами](http://developer.alexanderklimov.ru/android/theory/fragment-view.php#getactivity)

Так как существует два способа использования фрагментов в активности, то взаимодействие между компонентами, которые находятся внутри фрагментов немного отличается.

## Доступ к View внутри динамического фрагмента из активности

Рассмотрим пример доступа к компоненту, который находится внутри динамического фрагмента из активности.

Фрагмент может иметь собственную разметку и содержать различные компоненты View: TextView, EditText и т.д. Напрямую из активности обратиться к нужному компоненту и поменять, например, текст в TextView не получится. А как же достучаться до нужного компонента? Рассмотрим простой пример.

Создадим класс фрагмента **MyFragment.java**:

package ru.alexanderklimov.fortest;

import android.app.Fragment;

import android.os.Bundle;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

public class MyFragment extends Fragment {

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

// TODO Auto-generated method stub

View myFragmentView = inflater.inflate(R.layout.fragmentlayout,

container, false);

return myFragmentView;

}

}

В методе **onCreateView()** мы указали ресурс разметки **R.layout.fragmentlayout**. Давайте создадим разметку для фрагмента.

### res/layout/fragmentlayout.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:orientation="vertical" >

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Fragment:" />

<TextView

android:id="@+id/fragmenttext"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

</LinearLayout>

В данной разметке нас интересует вторая текстовая метка с идентификатором **fragmenttext**.

Создадим разметку для основной активности:

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:orientation="horizontal" >

<LinearLayout

android:layout\_width="0px"

android:layout\_height="match\_parent"

android:layout\_weight="1"

android:orientation="vertical" >

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Activity:" />

<EditText

android:id="@+id/activitytext"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

<Button

android:id="@+id/sendtofragment"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Send Text to Fragment" />

</LinearLayout>

<LinearLayout

android:id="@+id/myfragment"

android:layout\_width="0px"

android:layout\_height="match\_parent"

android:layout\_weight="3" />

</LinearLayout>

Последняя компоновка **LinearLayout** с идентификатором **myfragment** является контейнером для фрагмента, который будет его замещать. Напишем код для главной активности:

public class TestActivity extends Activity {

EditText textActivity;

Button buttonSendToFragment;

MyFragment myFragment;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_test);

textActivity = (EditText) findViewById(R.id.activitytext);

buttonSendToFragment = (Button) findViewById(R.id.sendtofragment);

// получим экземпляр FragmentTransaction из нашей Activity

FragmentManager fragmentManager = getFragmentManager();

FragmentTransaction fragmentTransaction = fragmentManager

.beginTransaction();

// добавляем фрагмент

myFragment = new MyFragment();

fragmentTransaction.add(R.id.myfragment, myFragment);

fragmentTransaction.commit();

buttonSendToFragment.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View arg0) {

// TODO Auto-generated method stub

String text = textActivity.getText().toString();

TextView textFragment = (TextView) findViewById(R.id.fragmenttext);

textFragment.setText(text);

}

});

}

}

При запуске программы мы получаем экземпляр класса **FragmentTransaction** и добавляем фрагмент на экран вместо LinearLayout. Теперь текстовая метка фрагмента доступна для изменения - получаем ссылку на нужный компонент и устанавливаем требуемый текст.

## Передача данных между фрагментами

Когда мы заменяем контейнер своим фрагментом, то он становится частью активности и получаем доступ к компонентам стандартным способом, как в примере выше. Если мы используем фрагменты как самостоятельные элементы, то доступ к компонентам происходит немного по-другому. Так как фрагменты не существуют сами по себе, а только внутри активности, то сначала нужно получить доступ к родительской активности через метод **getActivity()**, а затем уже можно получить доступ к нужному компоненту из фрагмента:

TextView tvInfo = (TextView)getActivity().findViewById(R.id.textView);

Создадим разметки для двух фрагментов. В одном разместим текстовое поле, а во втором кнопку и текстовую метку, в которой будем выводить текст из текстового поля первого фрагмента:

### res/layout/redfragment.xml

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:id="@+id/red\_fragment"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:background="@android:color/holo\_red\_light"

android:orientation="vertical" >

<TextView

android:id="@+id/tvMessage"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Красный фрагмент" />

<EditText

android:id="@+id/editText"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:ems="10" >

<requestFocus />

</EditText>

</LinearLayout>

### res/layout/bluefragment.xml

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:id="@+id/blue\_fragment"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:background="@android:color/holo\_blue\_light"

android:orientation="vertical" >

<TextView

android:id="@+id/tvGetMessage"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Синий фрагмент" />

<Button

android:id="@+id/butGetText"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Прочитать данные" />

</LinearLayout>

В код первого фрагмента добавим только наполнение из разметки:

package ru.alexanderklimov.test;

import ...

public class RedFragment extends Fragment {

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

// TODO Auto-generated method stub

// Возвращаем объект View из разметки фрагмента

return inflater.inflate(R.layout.redfragment, container, false);

}

}

В класс второго фрагмента добавим код для чтения данных из первого фрагмента. Сделаем это в методе **onStart()**:

package ru.alexanderklimov.test;

import ...

public class BlueFragment extends Fragment implements OnClickListener {

private TextView tvGetMsg;

private EditText edit;

private Button butGetMsg;

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

// TODO Auto-generated method stub

// Возвращаем объект View из разметки фрагмента

return inflater.inflate(R.layout.bluefragment, container, false);

}

@Override

public void onStart() {

// TODO Auto-generated method stub

super.onStart();

tvGetMsg = (TextView)getActivity().findViewById(R.id.tvGetMessage);

edit = (EditText)getActivity().findViewById(R.id.editText);

butGetMsg = (Button)getActivity().findViewById(R.id.butGetText);

butGetMsg.setOnClickListener(this);

}

@Override

public void onClick(View v) {

// TODO Auto-generated method stub

tvGetMsg.setText(edit.getText());

}

}

Мы получаем ссылки на все компоненты и обрабатываем щелчок мыши. В разметку активности добавьте два созданных фрагмента и запустите пример. Введите какой-нибудь текст в текстовом поле (напоминаю, что он относится к первому фрагменту). Нажмите на кнопку, которая относится ко второму фрагменту. В текстовой метке второго фрагмента появится введённым вами текст.
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Удержание состояния фрагментов

В предыдущей статье мы рассмотрели, как сохранять данные при изменении конфигурации и других операциях.

Но есть другая проблема - нам нужно сохранить не просто данные, а работающий объект. К примеру, наш объект воспроизводит музыку или видео. Мы можем сохранить название песни, время проигрывания и т.д, но при повороте музыка прервётся, так как объект будет уничтожен вместе с фрагментом. Нужен другой подход.

У фрагмента есть свойство **retainInstance**, которое по умолчанию содержит значение **false**. Это означает, что при поворотах фрагмент не сохраняется, а уничтожается и создается заново вместе с активностью-хостом. Вызов **setRetainInstance(true)** сохраняет фрагмент, который не уничтожается вместе с активностью, а передается новой активности в неизменном виде.

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setRetainInstance(true);

}

Представление фрагмента может уничтожаться и создаваться заново без необходимости уничтожать сам фрагмент. При изменении конфигурации (повороте) **FragmentManager** сначала уничтожает макет фрагмента в своем списке. Макеты фрагментов всегда уничтожаются и создаются заново по тем же причинам, по которым уничтожаются и создаются заново разметки активности: в новой конфигурации могут потребоваться новые ресурсы. Затем **FragmentManager** проверяет свойство **retainInstance** каждого фрагмента. Если оно равно **false** (по умолчанию), **FragmentManager** уничтожает экземпляр фрагмента. Фрагмент и его макет будут созданы заново новым экземпляром **FragmentManager** новой активности.

Если значение **retainInstance** равно *true*, макет фрагмента уничтожается, но сам фрагмент остаётся. При создании новой активности новый экземпляр **FragmentManager** находит сохранённый фрагмент и воссоздаёт его макет.

Сохранённый фрагмент не уничтожается, а отсоединяется (detached) от «умирающей» активности. В сохранённом состоянии фрагмент всё ещё существует, но не имеет активности-хоста.

Переход в сохранённое состояние происходит только при выполнении двух условий:

* для фрагмента был вызван метод **setRetainInstance(true)**
* активность-хост уничтожается для изменения конфигурации (обычно поворот). Фрагмент находится в сохранённом состоянии очень недолго — от момента отсоединения от старой активности до повторного присоединения к новой, немедленно создаваемой активности.

Сохранённые фрагменты продолжают существовать только при уничтожении активности при изменения конфигурации. Если активность уничтожается из-за того, что системе потребовалось освободить память, то все сохранённые фрагменты также будут уничтожены.

# Анимация фрагментов

Android позволяет переключаться между фрагментами с помощью анимационных эффектов. Рассмотрим примеры с применением готовых эффектов, а также создадим свою собственную анимацию.

Создадим новый проект с главной активностью. В активность динамически будут подключаться фрагменты, между которыми будем переключаться с анимационными эффектами при помощи кнопки. Компонент **FrameLayout**послужит контейнером для подключаемых фрагментов.

Разметка для активности:

<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:context=".MainActivity" >

<FrameLayout

android:id="@+id/fragment"

android:layout\_width="wrap\_content"

android:layout\_height="match\_parent" />

<Button

android:id="@+id/button"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_toRightOf="@id/fragment"

android:text="Переключиться" />

</RelativeLayout>

Создадим разметки для фрагментов.

### fragment1.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:background="#FF0000">

<TextView

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:text="Fragment 1" />

</LinearLayout>

### fragment2.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:background="#00FF00">

<TextView

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:text="Fragment 2" />

</LinearLayout>

Отличия между фрагментами - фоновый цвет (красный и зелёный) и текст, по которым будет проще различать фрагменты.

Фрагмент должен иметь свой класс. Для примера достаточно простейшего кода, где нужно указать разметку фрагмента.

### Fragment1.java

package ru.alexanderklimov.fragmentsanimation;

import android.app.Fragment;

import android.os.Bundle;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

public class Fragment1 extends Fragment {

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

return inflater.inflate(R.layout.fragment1, null);

}

}

По такому же принципу создайте класс для второго фрагмента самостоятельно.

Теперь перейдём к коду для главной активности:

package ru.alexanderklimov.fragmentsanimation;

import android.os.Bundle;

import android.app.Activity;

import android.app.Fragment;

import android.app.FragmentTransaction;

import android.view.Menu;

import android.view.View;

public class MainActivity extends Activity {

private Fragment fragment1;

private Fragment fragment2;

private FragmentTransaction transaction;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

fragment1 = new Fragment1();

fragment2 = new Fragment2();

transaction = getFragmentManager().beginTransaction();

// transaction.setCustomAnimations(R.animator.slide\_in\_left, R.animator.slide\_in\_right);

transaction.replace(R.id.fragment, fragment1);

transaction.addToBackStack(null);

transaction.commit();

}

public void onClick(View v){

transaction = getFragmentManager().beginTransaction();

// transaction.setTransition(FragmentTransaction.TRANSIT\_FRAGMENT\_OPEN);

// transaction.setCustomAnimations(R.animator.slide\_in\_left, R.animator.slide\_in\_right);

if(fragment1.isVisible()){

transaction.replace(R.id.fragment, fragment2);

}else{

transaction.replace(R.id.fragment, fragment1);

}

transaction.commit();

}

}

В коде я закомментировал две строчки для анимации. В таком виде переключение между фрагментами происходит стандартным способом без анимации. Теперь раскомментируйте первую строчку **transaction.setTransition(FragmentTransaction.TRANSIT\_FRAGMENT\_OPEN);**. В классе **FragmentTransaction** есть несколько готовых анимаций. С помощью метода **setTransition(int transit)** мы можем указать нужную анимацию и увидеть её в действии.

Список анимаций

* **TRANSIT\_FRAGMENT\_CLOSE**
* **TRANSIT\_FRAGMENT\_OPEN**
* **TRANSIT\_FRAGMENT\_FADE**
* **TRANSIT\_NONE**

Снова закомментируйте строку и раскомментируйте вторую строку **transaction.setCustomAnimations(R.animator.slide\_in\_left, R.animator.slide\_in\_right);**. Метод **setCustomAnimations()** позволяет указать собственную анимацию. Методу передаются два параметра. Первый параметр описывает анимацию для фрагмента, который появляется, а второй — описывает анимацию для фрагмента, который убирается с экрана устройства. Метод следует вызывать до появления фрагментов, иначе анимация не будет применена.

С методом **setCustomAnimations()** нужно быть осторожным при работе с фрагментами из support-библиотеки. В одной из версий библиотеки разработчики из Гугла всё поломали и код перестал работать. Неизвестно когда починят. Поэтому используйте стандартные фрагменты.

Для анимации нужно создать XML-файлы в папке **res/animator** (её тоже нужно создать вручную).

### slide\_in\_left.xml

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android" >

<objectAnimator

xmlns:android="http://schemas.android.com/apk/res/android"

android:duration="1500"

android:interpolator="@android:anim/accelerate\_decelerate\_interpolator"

android:propertyName="y"

android:valueFrom="-1280"

android:valueTo="0"

android:valueType="floatType" />

</set>

### slide\_in\_right.xml

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android"

android:ordering="together">

<objectAnimator

android:interpolator="@android:anim/accelerate\_interpolator"

android:propertyName="alpha"

android:valueType="floatType"

android:valueTo="0"

android:duration="300"/>

<objectAnimator xmlns:android="http://schemas.android.com/apk/res/android"

android:interpolator="@android:anim/accelerate\_decelerate\_interpolator"

android:propertyName="x"

android:valueType="floatType"

android:valueTo="1280"

android:valueFrom="0"

android:duration="1500"/>

</set>

Элементы визуальных эффектов задаются в теге **objectAnimator**. У атрибута **propertyName** указывается свойство фрагмента, которое мы будем изменять при анимации, **valueType** указывает тип изменяемого параметра. Атрибуты **valueFrom** и **valueTo** указывают диапазон изменения параметра, указанного в **propertyName**. Если параметр **valueFrom** не указан, то значение берётся равное текущему. В нашем случае **valueFrom** равен -1280, это означает, что движение фрагмента по оси **y** будет начинаться со значения -1280 и перемещение будет происходить пока значение **y** не станет равным 0 для верхнего левого угла нашего фрагмента в течении 1500 миллисекунд (атрибут **duration**).

Тег **set** служит для объединения эффектов либо их разделения. В файле **slide\_in\_right.xml** используется атрибут **ordering** со значением **together**, что означает проигрывать эффекты одновременно, в противовес ему существует значение **sequentially**, которое требует последовательного отображения эффектов в анимации.

## Переворачиваем карту

Напишем ещё один пример для закрепления материала.

Найдите в интернете две картинки, например, изображения карты и её рубашки. Подготовим четыре файла в папке **res/animator**.

### card\_flip\_left\_enter.xml

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android">

<objectAnimator

android:valueFrom="1.0"

android:valueTo="0.0"

android:propertyName="alpha"

android:duration="0"/>

<objectAnimator

android:valueFrom="-180"

android:valueTo="0"

android:propertyName="rotationY"

android:interpolator="@android:interpolator/accelerate\_decelerate"

android:duration="@integer/card\_flip\_duration\_full"/>

<objectAnimator

android:valueFrom="0.0"

android:valueTo="1.0"

android:propertyName="alpha"

android:startOffset="@integer/card\_flip\_duration\_half"

android:duration="1"/>

</set>

### card\_flip\_left\_exit.xml

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android">

<objectAnimator

android:duration="@integer/card\_flip\_duration\_full"

android:interpolator="@android:interpolator/accelerate\_decelerate"

android:propertyName="rotationY"

android:valueFrom="0"

android:valueTo="180"/>

<objectAnimator

android:duration="1"

android:propertyName="alpha"

android:startOffset="@integer/card\_flip\_duration\_half"

android:valueFrom="1.0"

android:valueTo="0.0"/>

</set>

### card\_flip\_right\_enter.xml

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android">

<objectAnimator

android:duration="0"

android:propertyName="alpha"

android:valueFrom="1.0"

android:valueTo="0.0"/>

<objectAnimator

android:duration="@integer/card\_flip\_duration\_full"

android:interpolator="@android:interpolator/accelerate\_decelerate"

android:propertyName="rotationY"

android:valueFrom="180"

android:valueTo="0"/>

<objectAnimator

android:duration="1"

android:propertyName="alpha"

android:startOffset="@integer/card\_flip\_duration\_half"

android:valueFrom="0.0"

android:valueTo="1.0"/>

</set>

### card\_flip\_right\_exit.xml

<?xml version="1.0" encoding="utf-8"?>

<set xmlns:android="http://schemas.android.com/apk/res/android">

<objectAnimator

android:duration="@integer/card\_flip\_duration\_full"

android:interpolator="@android:interpolator/accelerate\_decelerate"

android:propertyName="rotationY"

android:valueFrom="0"

android:valueTo="-180"/>

<objectAnimator

android:duration="1"

android:propertyName="alpha"

android:startOffset="@integer/card\_flip\_duration\_half"

android:valueFrom="1.0"

android:valueTo="0.0"/>

</set>

В файле **res/values/strings.xml** добавьте пару новых ресурсов.

<integer name="card\_flip\_duration\_full">1000</integer>

<integer name="card\_flip\_duration\_half">500</integer>

Теперь создадим два макета для двух фрагментов в папке **res/layout**. Фрагменты будут содержать по одной картинке.

### fragment\_card\_front.xml

<?xml version="1.0" encoding="utf-8"?>

<ImageView xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:scaleType="centerCrop"

android:src="@drawable/card\_front"/>

### fragment\_card\_back.xml

<?xml version="1.0" encoding="utf-8"?>

<ImageView xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:scaleType="centerCrop"

android:src="@drawable/card\_back"/>

Создаём два класса для фрагментов, которые загружают свои макеты.

package ru.alexanderklimov.as21;

import android.app.Fragment;

import android.os.Bundle;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

public class CardFrontFragment extends Fragment {

@Override

public View onCreateView(LayoutInflater inflater,

ViewGroup container, Bundle savedInstanceState) {

return inflater.inflate(

R.layout.fragment\_card\_front, container, false);

}

}

package ru.alexanderklimov.as21;

import android.app.Fragment;

import android.os.Bundle;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

public class CardBackFragment extends Fragment {

@Override

public View onCreateView(LayoutInflater inflater,

ViewGroup container, Bundle savedInstanceState) {

return inflater.inflate(

R.layout.fragment\_card\_back, container, false);

}

}

Упростим макет активности.

<?xml version="1.0" encoding="utf-8"?>

<FrameLayout android:id="@+id/container"

xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"/>

Осталось написать код. Ещё раз напомню, что используйте стандартные фрагменты, а не из библиотеки совместимости.

package ru.alexanderklimov.as21;

import android.os.Bundle;

import android.support.v7.app.AppCompatActivity;

import android.view.View;

import android.widget.FrameLayout;

public class MainActivity extends AppCompatActivity {

private boolean mShowingBack = false;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

FrameLayout frameLayout = (FrameLayout) findViewById(R.id.container);

assert frameLayout != null;

frameLayout.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

flipCard();

}

});

if (savedInstanceState == null) {

getFragmentManager()

.beginTransaction()

.add(R.id.container, new CardFrontFragment())

.commit();

}

}

private void flipCard() {

if (mShowingBack) {

mShowingBack = false;

getFragmentManager().popBackStack();

} else {

mShowingBack = true;

getFragmentManager()

.beginTransaction()

.setCustomAnimations(

R.animator.card\_flip\_right\_enter,

R.animator.card\_flip\_right\_exit,

R.animator.card\_flip\_left\_enter,

R.animator.card\_flip\_left\_exit)

.replace(R.id.container, new

CardBackFragment())

.addToBackStack(null)

.commit();

}

}

}

Контейнер обрабатывает касание пальца как щелчок и переворачивает фрагмент на другой.

# Создание контекстного меню внутри фрагмента

Создание контекстного меню внутри фрагмента ничем не отличается от создания контекстного меню в активности. Попробуем?

Создадим разметку для фрагмента. Достаточно будет текстовой метки и кнопки.

### fragment\_1.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:orientation="vertical"

android:padding="8dp" >

<TextView

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_gravity="center"

android:text="Нажмите и удерживайте лапу на кнопке"

android:textAppearance="?android:attr/textAppearanceMedium" />

<Button

android:id="@+id/button\_long\_press"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_gravity="center"

android:text="Нажми меня" >

</Button>

</LinearLayout>

Класс для фрагмента. В нём активируем разметку и зарегистрируем контекстное меню для кнопки. Меню создадим программно.

### MyFragment.java

package ru.alexanderklimov.test;

import android.app.Fragment;

import android.os.Bundle;

import android.view.ContextMenu;

import android.view.ContextMenu.ContextMenuInfo;

import android.view.LayoutInflater;

import android.view.Menu;

import android.view.MenuItem;

import android.view.View;

import android.view.View.OnClickListener;

import android.view.ViewGroup;

import android.widget.Button;

import android.widget.Toast;

public class MyFragment extends Fragment {

public static final int IDM\_A = 101;

public static final int IDM\_B = 102;

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

View root = inflater.inflate(R.layout.fragment\_1, container, false);

Button button = (Button)root.findViewById(R.id.button\_long\_press);

button.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View v) {

// TODO Auto-generated method stub

Toast.makeText(getActivity(), "Мяу!", Toast.LENGTH\_LONG)

.show();

}

});

registerForContextMenu(button);

return root;

}

@Override

public void onCreateContextMenu(ContextMenu menu, View v,

ContextMenuInfo menuInfo) {

super.onCreateContextMenu(menu, v, menuInfo);

menu.add(Menu.NONE, IDM\_A, Menu.NONE, "Menu A");

menu.add(Menu.NONE, IDM\_B, Menu.NONE, "Menu B");

}

@Override

public boolean onContextItemSelected(MenuItem item) {

switch (item.getItemId()) {

case IDM\_A:

Toast.makeText(getActivity(), "Выбран пункт А", Toast.LENGTH\_LONG)

.show();

return true;

case IDM\_B:

Toast.makeText(getActivity(), "Выбран пункт B", Toast.LENGTH\_LONG)

.show();

return true;

}

return super.onContextItemSelected(item);

}

}

Осталось подключить фрагмент к активности. В разметке активности разместите FrameLayout в качестве контейнера для фрагмента с идентификатором **@+id/containter**.

### MainActivity.java

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

MyFragment myfragment = new MyFragment();

getFragmentManager().beginTransaction().add(R.id.container, myfragment).commit();

}

[DesarrolloAntonio/FragmentTransactionExtended](https://github.com/DesarrolloAntonio/FragmentTransactionExtended) - библиотека анимаций между фрагментами.