ListFragment. Основы

Самое распространённое использование фрагментов - списки и связанное с ним содержание. При использовании списков на планшете в альбомной ориентации справа оставалось слишком много пустого пространства. Фрагменты позволяют использовать данное пространство с пользой.

Представим себе ситуацию - у нас есть список **ListView**, содержащий ссылки. При щелчке на одной из ссылок мы открываем вторую активность, состоящую из какого-нибудь компонента: **TextView** или **WebView**. По сути, один экран у нас сменяется другим. Можно реализовать эту задачу по другому. На планшетах много места. Почему бы не расположить **ListView** и **TextView** на одном экране рядышком? И когда пользователь будет щёлкать слева на элементе списка, то в правой части будет обновляться содержимое **TextView**. Такой подход нам знаком, например, при чтении электронных писем - слева список писем, а справа - содержание выбранного письма.

Для связывания данных используются адаптеры **ListAdapter**, **ArrayAdapter**, **SimpleAdapter**, **SimpleCursorAdapter** и т.д. Подключение следует производить в методе **onActivityCreated()**.

Стандартная разметка подгружается автоматически, для собственной разметки используйте метод **onCreateView()**.

Начнём с простых примеров. Мы знаем, что для создания списка используется компонент **ListView**. Если наш экран должен состоять только из списка, то можно использовать готовую активность [ListActivity](http://developer.alexanderklimov.ru/android/listactivity.php), в которой уже встроен список и реализованы необходимые методы.

**ListFragment** работает по такому же принципу. По сути это обычный фрагмент, в который встроили **ListView**, избавив нас от написания лишнего кода.

Если изучить исходники фрагмента, то можно встретить следующие строки кода, которые могут пригодиться.

View mListContainer; // родительский контейнер (android.R.id.listContainer)

ListAdapter mAdapter; // адаптер списка

ListView mList; // список (android.R.id.list)

TextView mEmptyView; // текстовое поле для пустого списка (android.R.id.empty)

View mProgressContainer; // компонент для показа анимации загрузки

Как правило, **ListFragment** используют в паре с другим обычным фрагментом. А пока мы попробуем обойтись одним фрагментом. Создайте новый проект или используйте уже готовый проект и добавьте новый класс, который наследуется от **ListFragment**. Назовём новый класс **SingleListFragment**:

import android.support.v4.app.ListFragment;

public class SingleListFragment extends ListFragment {

}

Как и с обычными фрагментами, списочный фрагмент может быть из библиотеки поддержки или из обычных классов Android.

Посмотрим, как выглядит данный фрагмент по умолчанию. Мы не будем создавать свою разметку и свой адаптер, так как списочный фрагмент уже включает в себя необходимые компоненты.

Разместим фрагмент в разметке основной активности **MainActivity**. У нас это файл **activity\_main.xml**:

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity">

<fragment

android:id="@+id/listFragment"

android:name="ru.alexanderklimov.as21.SingleListFragment"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:layout="@android:layout/list\_content">

</fragment>

</LinearLayout>

В атрибуте **android:name** вы указываете полное имя класса вашего фрагмента. Вы можете переключиться в графический режим и из контекстного меню выбрать пункт **list\_content**, чтобы увидеть экран со списком. Ничего необычного и интересного.
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Запустим проект и посмотрим, что получилось. На экране мы увидим белую страницу с индикатором прогресса. Списком здесь и не пахнет. Впрочем, это не удивительно, так как мы не подготовили данных для списка.
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Не будем ничего выдумывать, а просто скопируем массив строк из урока про [ListView](http://developer.alexanderklimov.ru/android/views/listview.php) и вставим его в класс фрагмента. А в методе **onActivityCreated()** свяжем массив с адаптером и передадим его списочному фрагменту.

package ru.alexanderklimov.as21;

import android.os.Bundle;

import android.support.v4.app.ListFragment;

import android.widget.ArrayAdapter;

public class SingleListFragment extends ListFragment {

// определяем массив типа String

final String[] catNames = new String[]{"Рыжик", "Барсик", "Мурзик",

"Мурка", "Васька", "Томасина", "Кристина", "Пушок", "Дымка",

"Кузя", "Китти", "Масяня", "Симба"};

@Override

public void onActivityCreated(Bundle savedInstanceState) {

super.onActivityCreated(savedInstanceState);

ListAdapter adapter = new ArrayAdapter<>(getActivity(),

android.R.layout.simple\_list\_item\_1, catNames);

setListAdapter(adapter);

}

}

Мы используем метод **onActivityCreated()**, так как именно здесь можно быть уверенным, что все необходимые компоненты фрагмента загрузились и фрагмент готов к использованию в составе активности. Метод **onCreateView()** в данном случае использовать не обязательно. В остальном код идентичен с кодом для **ListActivity** - массив, адаптер, связывание массива с адаптером.

Запускаем проект и видим список с именами котов.
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Если вы хотите видеть выбранный элемент постоянно активным, то используйте другую системную разметку **simple\_list\_item\_activated\_1**.

Если нужна своя разметка для списка, то поступаем точно также, как в уроке с [ListActivity](http://developer.alexanderklimov.ru/android/listactivity.php" \l "custom). Создаём в папке **res/layout** новый файл, скажем **listfragment.xml** и размещаем нужные элементы:

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<ListView

android:id="@id/android:list"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:background="#00FF00" >

</ListView>

<TextView

android:id="@id/android:empty"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:gravity="center"

android:text="@string/empty" >

</TextView>

</LinearLayout>

В шаблоне нужно разместить **ListView** с обязательным идентификатором **@id/android:list**. Компонент **TextView** будет показан в том случае, если нет данных для списка. Он также должен иметь обязательный идентификатор **@id/android:empty**. Помните, в начале статьи я приводил исходник системного фрагмента?

Разметка подключается в методе **onCreateView()**:

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

return inflater.inflate(R.layout.listfragment, null);

}

Запустив проект, мы увидим список с зелёным фоном. Если отключить адаптер, то можно увидеть уже свой компонент **TextView** со своим текстом, который вы определили в ресурсе **@string/empty**.

Если в **ListView** вы добавите атрибут **android:choiceMode="singleChoice"** для одиночного выбора, то в адаптере рекомендую использовать другой ресурс **android.R.layout.simple\_list\_item\_activated\_1**. В этом случае выбранный элемента списка будет иметь другой цвет, что позволит быстро определять выделенный элемент.
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Нажатия на элементах списка

Определять нажатия на отдельных элементах списка можно через метод фрагмента **onListItemClick()**:

@Override

public void onListItemClick(ListView l, View v, int position, long id) {

super.onListItemClick(l, v, position, id);

Toast.makeText(getActivity(), "Вы выбрали позицию: " + position, Toast.LENGTH\_SHORT).show();

}

Если вас интересует текст выбранного элемента:

@Override

public void onListItemClick(ListView l, View v, int position, long id) {

super.onListItemClick(l, v, position, id);

TextView textView = (TextView) v;

String itemText = textView.getText().toString(); // получаем текст нажатого элемента

Toast.makeText(getActivity(), "Вы выбрали " + itemText, Toast.LENGTH\_SHORT).show();

}

Если вы хотите настраивать внешний вид каждого элемента, например, разместить значок, то опять ничего нового здесь нет. Нужно создать свою разметку для элемента списка и написать свой адаптер. Простой пример. Создадим новую разметку **res/layout/listfragment\_row.xml**:

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:orientation="horizontal" >

<ImageView

android:id="@+id/imageViewIcon"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content" />

<TextView

android:id="@+id/textViewName"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content" />

</LinearLayout>

В классе фрагмента прописываем свой адаптер. В методе **onActivityCreated()** присоединяем свой адаптер, а в методе **onListItemClick()** меняем код.

package ru.alexanderklimov.as21;

import android.content.Context;

import android.os.Bundle;

import android.support.v4.app.ListFragment;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

import android.widget.ArrayAdapter;

import android.widget.ImageView;

import android.widget.ListAdapter;

import android.widget.ListView;

import android.widget.TextView;

import android.widget.Toast;

public class SingleListFragment extends ListFragment {

// определяем массив типа String

final String[] catNames = new String[]{"Рыжик", "Барсик", "Мурзик",

"Мурка", "Васька", "Томасина", "Кристина", "Пушок", "Дымка",

"Кузя", "Китти", "Масяня", "Симба"};

@Override

public void onActivityCreated(Bundle savedInstanceState) {

super.onActivityCreated(savedInstanceState);

MyListAdapter myListAdapter = new MyListAdapter(getActivity(),

R.layout.listfragment\_row, catNames);

setListAdapter(myListAdapter);

}

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

return inflater.inflate(R.layout.listfragment, null);

}

@Override

public void onListItemClick(ListView l, View v, int position, long id) {

super.onListItemClick(l, v, position, id);

Toast.makeText(getActivity(),

getListView().getItemAtPosition(position).toString(),

Toast.LENGTH\_LONG).show();

}

public class MyListAdapter extends ArrayAdapter<String> {

private Context mContext;

public MyListAdapter(Context context, int textViewResourceId,

String[] objects) {

super(context, textViewResourceId, objects);

mContext = context;

}

@Override

public View getView(int position, View convertView, ViewGroup parent) {

// return super.getView(position, convertView, parent);

LayoutInflater inflater = (LayoutInflater) mContext

.getSystemService(Context.LAYOUT\_INFLATER\_SERVICE);

View row = inflater.inflate(R.layout.listfragment\_row, parent,

false);

TextView catNameTextView = (TextView) row.findViewById(R.id.textViewName);

catNameTextView.setText(catNames[position]);

ImageView iconImageView = (ImageView) row.findViewById(R.id.imageViewIcon);

// Присваиваем значок

iconImageView.setImageResource(R.drawable.ic\_launcher\_cat);

return row;

}

}

}

Получаем результат:

![ListFragment](data:image/png;base64,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)

Множественный выбор

Вы можете использовать список с множественным выбором. Модификация минимальна, просто установите нужный режим у **ListView**.

listfragment.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

android:paddingLeft="8dp"

android:paddingRight="8dp" >

<ListView

android:id="@id/android:list"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:layout\_weight="1"

android:choiceMode="multipleChoice"

android:drawSelectorOnTop="false" />

<TextView

android:id="@id/android:empty"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:text="Нет данных" />

</LinearLayout>

В классе фрагмента напишем код, заменив системную разметку на **simple\_list\_item\_multiple\_choice**.

package ru.alexanderklimov.as21;

import android.content.Context;

import android.os.Bundle;

import android.support.v4.app.ListFragment;

import android.util.SparseBooleanArray;

import android.view.LayoutInflater;

import android.view.View;

import android.view.ViewGroup;

import android.widget.ArrayAdapter;

import android.widget.ImageView;

import android.widget.ListAdapter;

import android.widget.ListView;

import android.widget.TextView;

import android.widget.Toast;

public class SingleListFragment extends ListFragment {

// определяем массив типа String

final String[] catNames = new String[]{"Рыжик", "Барсик", "Мурзик",

"Мурка", "Васька", "Томасина", "Кристина", "Пушок", "Дымка",

"Кузя", "Китти", "Масяня", "Симба"};

@Override

public void onActivityCreated(Bundle savedInstanceState) {

super.onActivityCreated(savedInstanceState);

ListAdapter adapter = new ArrayAdapter(getActivity(),

android.R.layout.simple\_list\_item\_multiple\_choice, catNames);

setListAdapter(adapter);

}

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container,

Bundle savedInstanceState) {

return inflater.inflate(R.layout.listfragment, null);

}

@Override

public void onListItemClick(ListView l, View v, int position, long id) {

super.onListItemClick(l, v, position, id);

String prompt = "Вы выбрали: "

+ getListView().getItemAtPosition(position).toString() + "\n";

prompt += "Выбранные элементы: \n";

int count = getListView().getCount();

SparseBooleanArray sparseBooleanArray = getListView()

.getCheckedItemPositions();

for (int i = 0; i < count; i++) {

if (sparseBooleanArray.get(i)) {

prompt += getListView().getItemAtPosition(i).toString() + "\n";

}

}

Toast.makeText(getActivity(), prompt, Toast.LENGTH\_LONG).show();

}

}
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