## Linux0.11系统调用的添加与进程调度算法的修改

学号：201506021041 姓名：杨涛 专业：网络工程

# 实验目的

## 建立对系统调用接口的深入认识，掌握系统调用的基本过程，能完成系统调用的全面控制

## 掌握进程调度的过程，了解进程调度算法并且能够对其修改

# 实验内容

此次试验的基本内容是：

1. 在Linux 0.11上添加第二种进程调度算法
2. 添加一个系统调用实现在两种调度算法之间进行切换
3. 编写适当的应用来验证算法的正确性，重点是体现出两种调度算法的区别

# 实验过程

一、用文字简要描述向Linux 0.11添加一个系统调用call()的步骤

1. 打开bochsrc-hd

先添加用户的系统函数接口call();

cd ../src/linux 有很多文件，cd include 进入include，vi unistd.h 按i将只读变成可编辑模式，加上#define \_\_NR\_call 87 最后面加函数原型int call。如图一所示，按Esc退出编辑模式，shift+ ：键，然后wq 退出保存

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAs8AAAAkCAIAAAD5DECIAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD9klEQVR4nO3d2XXrIBCAYeLjvtKGWlBFbkFl3oebcAgwM4jNSP6/J8dEbPYRGLF87fv+/f3tEtu2+dfHcZjvZ4PCd0L+wuwlSmg2rb6ihKLkwnLpZYwilC4x6zAblMacLUIUJH2Oi4iKU1HVAIA1PVxwE09fOKtJ2365oDFLX0SyzYaPRIowm9YgesN2HEeX9s+sw7oi67maU4EVfMak6j0C78kiAKDKQw8229Ts3T/ba2k3uaVRMt+rXFHD7zsW3qAir9nhMDtYM7ubAICOno3Xzxzcnj+QHj7WyQb9H4lpT0Lq1fHsAABwAw935gkIRuD3OgDg3ux5G4VmPuO4zZP7sCB6h+M2RQYAfKCvfd9fr1e0HiS7MiINlaZrmGsf9EUu2WUIk9ekKCsjpByacbozdagHObWS9eqVrlpBywodAMC69n1/dxYAAMCdtc4SXZk+wVMK6p5WXYQAANwHYxsAAGAoY78NAACARvQ2AADAWPQ2AADAWKWzRKWDvqovWfacrZIVsN7o/Ct1WPGJrK9kTXUaCgBY3M/Yht88StpF6uydXW+k16dXwgqHw92vrT11TgoA4EKGP0mR2ob1m40rdpLuav1vCwBA8XTCOSnKNo7S+0rHQrowu5GoEmqm1VevDkfhFpk0qACAW7LPSZEmWCjj3ubpbtlm1UciRTjzwHG94VdObc3+s5MzP7NQi/OVoFfvsjN+AAASY5aoeWeX5jeMaBImN8b6lqPVmVHONPlw6fzcaIwt/R8AwCW07lw+874/v40xOxxpc3jK1efSTkZXAwAu6uHOPAEBAAA4y563UUhaOjvCzLS6u3TmAQCoYKyADSfuRQP+ypw+c4zk7CBK4fzB0ep6CUrmleqNUkyTvt9A1CKfMgCgP86ABQAAQ7XOEl1ZxYqS6h/T3SMEAOA+GNsAAABDcQYsAAAYi94GAAAYi94GAAAYq3SWaPaktJZLWOLoKRVVEpQNdXINN+5/ejl80wDg7X7GNvwOB9LeU2dv1uzJXU6pWykoPOnNybtx6H2UD3H2S/iBVQQAow1/kqIcQ8/PzTrSFmHSP4AOBwC819MJ56Skh86noveVjoV0YfZoeyXUTKucFGF2X9R0m9RTOTSfekygdEeUP7t/KOURZt+PclWdjZJ80l0DgF7sc1L0MfntlxN6LdlUs/dxH4kUYTatOnURmkWWIuyY8yg/5bGFg0nlA0vdPxQlwpLYwiL7Z38V2TBz2B4PAMAzZomaY/LSJI8Rg/kd7/7b3/Piy5vewquioBu3W32LpscWfq+kA2W68PEzwgEAXbTuXD7zXtw3Ld91OBVzxVXjJsyu0BB2zENLRXWvCjocANDRPzIZzWaLjWoSAAAAAElFTkSuQmCC)![](data:image/png;base64,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)

图一

2.添加用户态函数对应的系统核心态函数
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sys\_call

同样保存退出

3.修改系统调用的个数

cd ../../ 退到上上级目录，cd kernel 进入内核，

vi system\_call.s,

修改nr\_system\_calls = 87，

原来的是86 个系统调用，添加了call系统调用，现在改成87或者更大，因为判断系统调用是否合法是用系统调用的进程号与nr\_system\_calls 比较，小于等于就是合法的。

保存退出

4.修改调度算法

vi sched.c,在schedule函数下完成算法FIFO，flag是一个在外面的全局变量，告诉用来选择哪个调度算法。

修改schedule函数

修改部分如下

if(call==1)

{

i=NR\_TASKS;

next=NR\_TASKS-1;

while(i--){

if(!task[tasknext[i]])

continue;

if(task[tasknext[i]]->state==TASK\_RUNNING)

{next=tasknext[i];c=i;}

}

for(i=c;i<NR\_TASKS-1;i++)

tasknext[i]=tasknext[i+1];

tasknext[NR\_TASKS-1]=next;

}

else

{

/\* this is the scheduler proper: \*/

while (1) {

c = -1;

next = 0;

i = NR\_TASKS;

p = &task[NR\_TASKS];

while (--i) {

if (!\*--p)

continue;

if ((\*p)->state == TASK\_RUNNING && (\*p)->counter > c)

c = (\*p)->counter, next = i;

}

if (c) break;

for(p = &LAST\_TASK ; p > &FIRST\_TASK ; --p)

if (\*p)

(\*p)->counter = ((\*p)->counter >> 1) +

(\*p)->priority;

}

}

注释：If else语句选择调度算法，if中的是先进先出，else是原时间片分配的算法，其他照旧，注意语法错误

tasknext是64位的整形数组，存进程的下标，是全局变量，在sys\_call（）中被初始化。

并添加sys\_call(int flag)核心态函数的具体实现。如下

int sys\_call(int flag)

{ int i;

if(flag!=1)//在不使用FIFO算法的系统调用时，进程下标数组的初始化

{

for(i=0;i<NR\_TASKS;i++)

tasknext[i]=i;

}

call=flag;

schedule();

return 0;

}

注释：sys\_call是call系统调用在系统核心态的具体实现，可以放在sched.c中

保存退出

5.在src/linux 目录下输入

make clean

make

成功后，dd bs=8192 if=Image of=/dev/fd0,将生成的操作系统文件写入硬盘

直接reset，回到根目录

6.cd ../ 进入上级即用户目录，cd include ，存放用户目录的头文件的地方，我们在操作系统中修改的unistd.h,这里的也要修改，直接copy

命令如下cp ../src/linux/include/unistd.h unistd.h

如果不进行这一步，用户程序编译的时候，显示call（）系统调用不存在，因为c代码便以的预编译命令#include<unistd.h>是在/usr/include目录下找用户态系统调用函数。

至此，call()系统调用添加成功。

二、用文字简要描述你所实现的系统调用的算法，并列出实现算法的关键代码

关键代码：

i=NR\_TASKS;

next=NR\_TASKS-1;

while(i--){

if(!task[tasknext[i]])

continue;

if(task[tasknext[i]]->state==TASK\_RUNNING)

{next=tasknext[i];c=i;}

}

for(i=c;i<NR\_TASKS-1;i++)

tasknext[i]=tasknext[i+1];

tasknext[NR\_TASKS-1]=next;

算法描述：初始状态下，tasknext数组存放0到NR\_TASKS-1的整型数，与进程控制块task一一对应，

每次按tasknext数组从后往前访问，找到最前一个处于运行状态的进程，记录该进程的下标即task下标于next，之后的tasknext数组都向前挪移一位，由于是以tasknext数组访问进程控制块，就等效于进程控制列task向前移动一位。tasknext的最后一位指向刚找到的运行态进程的下标。schedule的最后将会低级调度到该进程执行。

1. 用户态程序的实现

#define \_\_LIBRARY\_\_

#include<stdio.h>

#include<unistd.h>

\_syscall1(int,call,int,flag)//由于系统调用的原型是int call(int flag) 说明该系统调用需

//要传入一个参数,因此syscall后面是1,

//添加的系统调用都要在用户态程序中声明

int main()

{ int i;

call(0);//非FIFO算法，完成tasknext的初始化

if(!fork())

{

for(i=0;i<5;i++){

call(1);

printf("1\n");

}

exit(0);

}

if(!fork())

{

for(i=0;i<5;i++){

call(1);

printf("2\n");

}

exit(0);

}

if(!fork())

{

for(i=0;i<5;i++){

call(1);

printf("3\n");

}

exit(0);

}

for(i=0;i<3;i++)

waitpid(-1,NULL,0);

call(0);//回到原来的系统调用算法

return 0;

}

实验心得