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## Abstract

This report explores the effectiveness of the Backtracking Search Optimization (BSA) algorithm in solving four prominent mathematical benchmark functions: Ackley, Rastrigin, Rosenbrock, Schwefel. Our Python implementation of BSA was evaluated across 30 runs to assess its performance in finding global minima within a 30-dimensional search space. The results demonstrate BSA's capability in achieving competitive optimization outcomes across different functions. The results demonstrate that the Python implementation consistently achieves competitive optimization results, producing lower objective values across all benchmarks compared to the MATLAB implementation. However, the MATLAB version demonstrated superior computational efficiency. These findings show the tradeoff between these two implementations: the Python implementation excels in achieving better solutions, the MATLAB implementation offers time savings.
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## Introduction

Optimization is very important concept in many areas of the science and engineering. It helps us figure out the best solutions, in most of the times, not always, even in really complicated and high-dimensional problems. But traditional optimization methods don’t always work well, especially when the problem is nonlinear, it has multiple solutions, or is just too complex. Because of these issues, new methods called Metaheuristic Algorithms were developed. They’re more flexible and can handle tricky and messy optimization problems much better than the old methods.[1].

Metaheuristics are methods inspired by nature and how it works,operates, like behavior of animals or natural processes. They give a way to explore and find solutions in complex problems without needing things like gradient information or assuming the problem is convex. These methods are pretty useful when traditional approaches don’t work well enough [2]. Among these, Backtracking Search Optimization (BSA) has emerged as a promising algorithm, leveraging iterative improvement and diversification mechanisms to converge towards optimal solutions [3].

This report delves into the application of BSA in solving four a proven and trusted mathematical benchmark functions: Ackley, Rastrigin, Rosenbrock, Schwefel [4]. These functions are famous for having challenging landscapes, which makes them perfect candidates for evaluating the efficacy of optimization algorithms. By implementing BSA in Python and comparing its performance with Matlab-based counterparts, this study aims to elucidate the strengths and limitations of BSA within the context of complex optimization tasks [5].

## Literature Review

### Metaheuristic Algorithms in Optimization

Metaheuristic algorithms have become more popular because they can handle tough optimization problems that classical methods just can't solve [6]. These algorithms, inspired by natural phenomena such as evolution, swarm behavior, and physical processes, offer flexible and robust frameworks for exploring large search spaces [7]. Notable metaheuristics include Genetic Algorithms (GA) [8], Particle Swarm Optimization (PSO) [9] [10], Ant Colony Optimization (ACO) [10], and Grey Wolf Optimizer (GWO) [11], among others.

### Backtracking Search Optimization (BSA)

Backtracking Search Optimization is a fairly new addition to the set of metaheuristic algorithms, but it's already showing a lot of promise in solving complex problems [13].BSA is based on how people often go back and think again their approach when they are trying solving problems. It takes this natural process and turns it into a useful tool for solving complex problems. The algorithm mixes exploration and exploitation to move through tough search spaces. Firstly, it looks at different areas of the problem to understand it better, and then it focuses on the areas that seem more promising. This backtracking step, where it goes back from less useful solutions and works on the better ones, helps to keep the right path, stay on it. The algorithm iteratively refines candidate solutions by backtracking from less promising regions and focusing computational resources on more promising areas, thereby enhancing convergence rates and solution quality By focusing on the parts that are most likely to give the best result, BSA speeds up finding the best solution. Over time, this means faster results and better solutions, especially when compared to traditional methods. This approach works well when facing hard problems that simpler methods just can’t handle [14].

### Application of BSA in Benchmark Functions

Previous researches have demonstrated BSA's potential in solving various benchmark functions and real-world optimization problems [15] [23]. Its ability to adapt and the smart ways it searches for solutions have been pointed out in many different areas. From helping with engineering design to fine-tuning machine learning parameters, this method has shown how useful it can be. Whether it’s figuring out the best design to machine learning parameter tuning or adjusting the settings in a complex model, its flexibility and efficiency make it a great choice. By using different strategies depending on the situation, it can handle a wide range of challenges and help find the best solutions faster.

However, comparative analyses with established algorithms like GA and PSO are essential to position BSA's performance within the broader optimization landscape [16].

### Benchmark Functions as Evaluation Tools

Benchmark functions such as Ackley, Rastrigin, Rosenbrock, and Schwefel serve as standard tests for assessing optimization algorithms [17]. Their diverse characteristics, such as multimodality, nonlinearity, and varying dimensionalities, provide insights into an algorithm's ability to locate global minima amidst numerous local optima [18].

## Problem Definition

Optimization algorithms are evaluated based on their ability to find global minima of specific mathematical functions [19]. This study focuses on four benchmark functions.

Each function is defined mathematically with specific parameters and search space bounds, creating a standardized evaluation framework for optimization algorithms [24].

### Ackley Function

The Ackley function is a widely used benchmark in optimization, defined as:
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where a=20, b=0.2, c=2π, and d is the dimensionality. It has a global minimum at x=0 with f(x)=0. Values of x are bound in [-32.768, 32.768] for all dimensions.[20]

### Rastrigin Function

The Rastrigin function is defined as:

![](data:image/png;base64,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)

where A=10 and d is the dimensionality. The function has a global minimum at x=0 with f(x)=0. It is usually evaluated on x in [-5.12, 5.12] for all dimensions.[21]

### Rosenbrock Function

The Rosenbrock function, also known as the Rosenbrock's valley or banana function, is defined as:
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where d is the dimensionality. It has a global minimum at x=1 with f(x)=0. Usually evaluated on x in [-5,10] for all dimensions. [22]

### Schwefel Function

The Schwefel function is defined as:
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where d is the dimensionality. The global minimum occurs at x=420.9687 for all dimensions, with f(x)=0. Evaluated on x in [-500, 500] for all dimensions.[23]

## Solution Method

### Backtracking Search Optimization Algorithm (BSA)

The Backtracking Search Optimization Algorithm (BSA) is a metaheuristic inspired by the natural backtracking process in problem-solving. BSA combines exploration and exploitation strategies to efficiently navigate the search space, aiming to locate global minima of objective functions [5, 25]. The algorithm has five steps: Initialization, Selection-I, Mutation, Crossover, Selection-II [5].

#### Algorithm Steps

* **Initialization**:

The initial population is randomly generated using the following equation:

Pij ~ U(lowj, upj), i = 1 to N, j = 1 to D.

N is the size of the population, D is the dimension of the problem, lowj and upj are lower and upper boundaries for jth dimension of each individual in the population. U here is the uniform distribution.

* **Selection-I:**

This is the step in which the historical population Pold is obtained. Pold will later be used for the calculation of the search direction. We obtain the initial value for Pold by using:

Pold,ij ~ U(0,1).

We sample two variables a and b from the uniform distribution:

a,b ~ U(0,1).

Using these variables we can change Pold in new iterations:

If a < b then Pold := P.

Here := is the update operation. Once we have obtained Pold we must randomly shuffle it:

Pold := Permuting(Pold).

* **Mutation:**

The initial trial population T is generated with this equation:

Mutant = P + F \* (Pold - P)

(Pold - P) is the search direction matrix and F is the amplitude of this matrix. We used F = 3 \* r, for r ~ N(0,1) where N is the normal distribution.

* **Crossover:**

This is the process in which we obtain the final value of the trial population T. This step starts with the creation of the binary integer matrix of 1s, called map of size NxD. Two strategies are randomly chosen to define the values of map. The first strategy uses ceil(mixrate \* rnd \* D) for rnd ~ U(0,1) to select the number of randomly chosen indices to set to 0. The second strategy randomly selects one value in each row and sets it to 0.

If mapn,m = 1 for n = 1 to N, m = 1 to D, we update T:

Tn,m := Pn,m

Some individuals may overflow and obtain values outside of set boundaries. These values are regenerated by sampling from U(lowj,upj).

* **Selection-II:**

Individuals of T with better fitness value than the corresponding individuals of P replace those individuals in P. If the best individual in P, Pbest has a better fitness value than the global best solution, then it is replaced withPbest and the global best fitness is replaced with the fitness value of Pbest .

#### Pseudo-Code

**Input:**

* obj\_function: Objective function to minimize
* popsize: Number of individuals in the population
* dimensions: Dimensionality of the search space
* bounds: Lower and upper bounds for each dimension
* max\_evals: Maximum number of objective function evaluations
* optimal\_value: Threshold for a value to be considered optimal
* mixrate: Controls the number of elements of individuals that will mutate

**Output:**

* Best solution global\_best
* Corresponding fitness value global\_min

#### 

#### Parameter Settings

* **Dimension of each benchmark**: 30
* **Arithmetic Precision**: 10-16
* **Maximum Evaluations**: 20,000
* **Number of Runs**: 30
* **Population Size**: 30
* **Search Space Bounds**: Depends on benchmark function being evaluated.

### Implementation Details

The BSA algorithm was implemented in Python, leveraging libraries such as NumPy for numerical computations. The implementation includes the following components:

1. **Benchmark Function Definitions**: Accurate mathematical representations of Ackley, Rastrigin, Rosenbrock, and Schwefel functions.
2. **Population Initialization**: Generation of a diverse initial population within the specified bounds.
3. **Fitness Evaluation**: Calculation of objective function values for all candidate solutions.
4. **Growth and Dispersion Phases**: Mechanisms to enhance exploration and exploitation through controlled perturbations and diversifications.
5. **Termination Conditions**: Monitoring of evaluation counts and precision thresholds to determine algorithm convergence.

## Results

The Backtracking Search Optimization Algorithm (BSA) was executed across **30 independent runs** for each of the **four benchmark functions**: Ackley, Rastrigin, Rosenbrock, Schwefel. Each run was conducted in a **30-dimensional search space** with the following parameters:

* **Maximum Objective Function Evaluations**: 20,000
* **Precision Threshold**: 10-16

The **average fitness**, **standard deviation**, and **total runtime** were recorded for each function, as detailed below.

## 

## Discussion

### Performance Analysis of BSA

The comparison between our Python implementation BSA implementation and the MATLAB-based BSA focused on objective values (Mean and Std) and computational time across four minimization benchmark functions: Ackley, Rastrigin, Schwefel, Rosenbrock.

Objective Values (Solution Quality):

* + For the **Ackley** function, the Python implementation achieved a lower objective value (Mean: 0.393), compared to MATLAB's implementation (Mean: 0.666). Though both of these values are quite close to the global minimum 0.
  + In the **Rastrigin** function, the Python implementation (Mean: 28.26) outperformed MATLAB (Mean: 48.49).
  + For the **Schwefel** function, the Python implementation of BSA obtained a significantly lower objective value (Mean: 97.41) compared to the MATLAB implementation (Mean: 2408.87).
  + On the **Rosenbrock** function, the Python implementation achieved a lower objective value (Mean: 71.82) compared to MATLAB (Mean: 131.82).

Our Python implementation consistently produced better results across all of the benchmark functions.

As for the standard deviation (std), our implementation generally had lower std values, with the exception of the Rastrigin function, for which the MATLAB version of BSA showed lower variation.

In terms of computation time, the MATLAB implementation was consistently faster across all benchmark functions:

* + Ackley: 4.08s (MATLAB) vs. 16.2s (Python)
  + Rastrigin: 3.98s (MATLAB) vs. 14.1s (Python)
  + Schwefel: 4.16s (MATLAB) vs. 12.9s (Python)
  + Rosenbrock: 3.43s (MATLAB) vs. 14.7s (Python)

This demonstrates MATLAB's strength in computational efficiency, likely due to its optimized libraries and numerical processing. The Python implementation was noticeably slower.

### Implications and Recommendations

These results show that while the

**To enhance BSA's performance:**

1. **Hybridization**: Integrating BSA with other optimization strategies could improve its ability to escape local minima and find better solutions [26].
2. **Adaptive Parameters**: Dynamically adjusting growth and dispersion rates based on real-time performance metrics might enhance BSA's adaptability to different function characteristics [27].
3. **Parallelization**: Leveraging parallel computing techniques can reduce computational time, allowing for more extensive exploration [28].
4. **Algorithm Refinement**: Incorporating memory-based mechanisms to retain high quality solutions or using elitism can prevent the loss of optimal candidates during optimization [29].

## Conclusion

The comparison of the BSA algorithm implemented in **Python** and MATLAB highlights the following findings:

1. **Solution Quality**: The Python implementation consistently achieved better minimization results across all benchmark functions (Ackley, Rastrigin, Schwefel, and Rosenbrock)..
2. **Computational Efficiency**: The MATLAB implementation was significantly faster, with runtimes approximately 3–4 times lower than the Python implementation.

In conclusion, while the MATLAB implementation excels in speed, our Python implementation provides superior solution accuracy, making it preferable for applications where achieving the lowest possible objective value is critical. The Python implementation could be further optimized for speed, by leveraging parallel processing or optimized libraries like Numba or TensorFlow. Alternatively, BSA could be implemented in more performant languages such as C, C++ etc. to try and combine both the computational efficiency shown by the MATLAB implementation and the solution accuracy of our Python implementation.
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