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**Download và cài đặt nodeJS, git-scm**

**Cài git:** Vào đường dẫn https://git-scm.com/download/win để download và tiến hành cài đặt

**Cài node**: Vào đường dẫn https://nodejs.org/en/ để download và tiến hành cài đặt

**Cài VS code**: Vào đường dẫn https://code.visualstudio.com/docs/?dv=win để download và tiến hành cài đặt

# – Server

## Tạo một server mới

* chạy lệnh **npm init** để tạo file **package.json**
* Download thư viện express về máy với lệnh **npm i express**: xuất hiện thư mục **node\_modules** và file

**package-lock.json**

* Tạo file **server.js** để khai báo một server đơn giản

var express = require("express"); var app = express();

var server = require("http").createServer(app); server.listen(3000, () => console.log("Server is running"));

app.get("/", (req, res) => {

res.send("<font color=red>Hello World</font>");

});

* Chạy lệnh **node server.js** để khởi động server
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## Server trả về dữ liệu của một file

* Khai báo thêm biến ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANYAAAASCAIAAACo+LfbAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFZ0lEQVRoge1a32saWRT+pvQPUGPMfbRFF+xuXoIEaeguTCBgGEIpJRRB+jYGIqQI922x6KsgDUSYzlsZkCCllOB2aMH7sKUg1O1LH+ZB0Xk01m3yH2QfZsafmTi1Bne3fvgy59x7zjf6ee45o9zp6anP5zs9xQILzAXcxcUFgIUEF5gXbnQ6nXlzWOCHxg2fzzdvDj8SWIKQBJs3i38VbnY6nfmpUKXCtlIDAITvZo8+iP45EfmvQ38vRFio+DTHG9daRSrVsbL+6OHZcaGOlfVHe2uuwQ1apVSqfwUAeFbWt0a847APyF6RWCdb3Zv6s7s5xyrI6La286Zdjs6LwBzAP2+3Zx60KydZDaspvmdZBgD4bru8TQ/w1eceVlirUvo7sLu3FnKcwj4gH4rjczr5fqt8zz8V+zn3gqHAj6S/awL7M11DvPigr0B43R7As+wC3EuAZ9k9tmnJ7Vx/VwcM5YqrqLHCtO2F2QvKAggxX7IOSvqXDNBlCAMLqNzf39soMwjGAgFMn5SWJQjhYgqUGEcIRwgnyA3L12B0wzASskHpxoDLJhjNEHLZi2pXb9RlI1GC6SoVOEI4IiQs8pbFoDHEocHohkCs9SxBCEeEQyOayVY/NBbQ3gdjWcZ7wWlpWLevfgZWo/yQ0b0ELHkBuN0rWPL2i2DrlSRl3tZRf5uRpIwkZUqfupav26pIhlGSpEpFGnDZB4RRCKGotu82kyVCMtRGo1z/uSADiSFeRI4HdAgRIIuyOB4PQgwhY5llITEACGdRFiELONm5bON4JMqp0YscP2JNkPyd6tGB3w+gwejjfPBFWQxMDjclVEq2lfDdbOqFyPezyDQR2H/O+81LnSUKDZoTAwAY3WjsW22rrtLkthJ6085FAejyRhJ9tpfdoErJ62j7+chNT0HDgkZJSQnz1W85B1uVTPP2081bI9ZX0sflR1v3XC4A3Vbl5Uf3w901r4N4XVkopGurxfaDsfsCACZLsfRpvN+qDmGgF+SRDSOdxz6PZgE1oNiTkQ6ahDk3AADGi3jY0qtYhgP52YOnWfVxJPIEAHA3HN89mqQ/RjMx5TJHfLedc3LciMXysCb0wxNFriny0KrwnZx4AP0wr+2W/ZbRH82lREV1kGS2NEYQ8vpHTd+OW7+uN18eHxvFasUT/HnLkf4AeAMhoGbr5sW9tr0mhibirR2k03jHcKIgnIX5dugQIqjFUS3Db12OY2fLGdvJCIi5D2IOAHS90Sw8jtCfjBpjBz73tJ2bVXYL4WfV8oF/1lGvi4bW1YHJyybAu7a5t7YJAOfn3bO/Xh5XvHubTr7D3caElucqDD0X9IuIA+kYakCqJ9smakA8aupPLlwh9xmAUU6QVd3g4weCCAeD15nwMvgPUqFSkpo0AOgsQYTDnkvuO1Sa71cpf+CX2skfOgA0mJzIX1qbZ0Kjj1A0DtS+NL8vFYBWJVP6pJ0DAFwuwA2Pe9nZ1i/1GhAPXXoKAxq9si8fnYj3swAGSiAAHtUstBgIAUkCQYQBJQZCAR0CMRvBdMQaVhxMRkYDPjiODO4K1V8nzQY8mK//PvEgnhYNWeAI2VYgx8YGBT73IRXs0eCS6p1q+cByvQgUrHEk+TqaGjhjeJrFk4jJ/P5OHErMHFBkc6oYSGeKaUoa/ZzRVeCz6mwgPf8kjYwjlVbfu3SmvTPHkcLHs9+cHsRMU4B41KZeMk3BSnbftpoufiP+brAEUe9f3SpcMyZMA9eMCfMQo5l8cL8s2qp58Rvx/wBe8YgPOy6EM4ZR5I7s5nFN1VZT9vrDogp+F/RDIfLE7IzDz9pjR+QCTsAt/i+4wHyxqIILzBn/AJ46ghQW4EnRAAAAAElFTkSuQmCC) để cho phép đọc file
* Đoạn lệnh sau trả về dữ liệu của 1 file

app.get('/\*', (req, res) => {

fs.readFile( dirname + req.url, { encoding: 'utf-8', flag: 'r' }, (error, data) => {

if (!error) {

res.writeHead(200, { 'Access-Control-Allow-Origin': '\*' }); res.end(data);

} else {

res.writeHead(404, { 'Access-Control-Allow-Origin': '\*' }); res.end(JSON.stringify(error));

}

});

});

## Nhận dữ liệu post lên và phản hồi lại

* Cài thư viện **body-parser** để nhận các thông tin gửi lên
* Thêm đoạn lệnh để cho phép post lên server từ một địa chỉ khác

app.use((req, res, next) => {

res.header('Access-Control-Allow-Origin', '\*');

res.header('Access-Control-Allow-Headers', 'Content-Type,X-Requested-With'); next();

});

- Đoạn code sau nhận thông tin từ client gửi lên và phản hồi lại

app.post('/signin', jsonParser, (req, res) => {

if (req.body.username == "dinh" && req.body.password == "1234") res.send({ status: "ok", message: "login thanh cong!" });

else

res.send({ status: "nok", message: "login that bai!" });

});

## Tạo server theo cách khác

* **Khai báo một server theo cách sau:**

const express = require('express'); const app = express();

var main = (isHttp) => {

const resource = require('./routes/resource'); app.use('/excel', resource);

if (isHttp) {

const httpServer = require('http').createServer(app); const portHttp = process.env.PORT || isHttp;

httpServer.listen(portHttp, () => console.log("Server is running!"));

}

}

const isHttp = 8080; main(isHttp);

* **Khai báo file./routes/resource**

const router = require('express').Router(); const handlers = require('../handlers/handler'); router.get('/users', handlers.getUsers); router.post('/users', handlers.postUsers);

module.exports = router;

* **Khai báo filehandlers/handler**

const getUsers = (req, res) => {

res.send({ status: "ok1", message: "login thanh cong!" });

}

const postUsers = (req, res) => {

res.send({ status: "ok2", message: "login thanh cong!" });

}

module.exports = { getUsers: getUsers, postUsers: postUsers

};

## Kết nối DB sqlite3

## Tạo DB trongsqlite3

* **Import thư viện sqlite3:**

const sqlite3 = require('sqlite3').verbose();

## Đoạn lệnh để tạo DB

const dirDB = 'db';

const dbFile = './' + dirDB + '/mydb.db';

var db = new sqlite3.Database(dbFile, (err) => { if (err) {

console.error('Could not connect to database', err);

} else {

console.log('Connected to database ' + dbFile);

}

})

## Tạo table trong DB sử dụng thư viện viết sẵn

* **Import thư viện vào:**

const SQLiteDAO = require('./db/sqlite3/sqlite-dao');

## Tạo db bằng thư viện viết sẵn:

var db = new SQLiteDAO(dbFile);

## Khai báo thông tin bảng cần tạo

var table = {

name: 'sinhvien', cols: [

{

name: 'id', type: "INTEGER",

option\_key: 'PRIMARY KEY NOT NULL', description: 'day la field duy nhat'

},

{

name: 'name',

type: "TEXT", option\_key: 'NOT NULL',

description: 'Mo ta truong name'

}

]

}

* **Lệnh tạo bảng (sử dụng thư viện viết sẵn)**

db.createTable(table)

.then(data => {

console.log("Tao bang thanh cong!", data);

})

.catch(err => { console.log("Loi", err);

});

## Insert dữ liệu vào DB

* **Khai báo thông tin cần insert**

var insertTable = { name: 'sinhvien', cols: [

{

name: 'name',

value: "nguyen van dinh"

}

]

};

* **Lệnh insert dữ liệu vào bảng (sử dụng thư viện viết sẵn)**

db.insert(insertTable)

.then(data => {

console.log("Da them thanh cong!", data);

})

.catch(err => { console.log("Loi", err);

});

## Update dữ liệu vào DB

* **Khai báo thông tin cần update**

var updateTable = { name: 'sinhvien', cols: [{

name: 'name',

value: 'Nguyen Van Dinh'

}],

wheres: [{

name: 'id', value: 1

}]

}

* **Lệnh update dữ liệu vào bảng (sử dụng thư viện viết sẵn)**

db.update(updateTable)

.then(data => {

console.log("Da update thanh cong!", data);

})

.catch(err => { console.log("Loi", err);

});

## Select dữ liệu từ DB

* **Sử dụng thư viện để kết nối DB:**

const SQLiteDAO = require('./db/sqlite3/sqlite-dao'); const dirDB = 'db';

const dbFile = './' + dirDB + '/users.db';

var db = new SQLiteDAO(dbFile);

* **Select dữ liệu từDB:**

db.getRsts("SELECT \* FROM sinhvien")

.then(data => { console.log(data);

})

.catch(err => { console.log("Loi", err);

});

## Delete dữ liệu trong DB

* **Khai báo thông tin cần delete**

var deleteTable = { name: 'sinhvien', cols: [{

name: 'name',

value: 'Nguyen Van Dinh'

}],

wheres: [{

name: 'id', value: 1

}]

}

* **Lệnh delete dữ liệu trong bảng (sử dụng thư viện viết sẵn)**

db.delete(deleteTable)

.then(data => {

console.log("Da delete thanh cong!", data);

})

.catch(err => { console.log("Loi", err);

});

## Server insert thông tin vào DB

- **Lắng nghe dữ liệu từ client post lên và thêm vào DB**

app.post('/add', jsonParser, (req, res) => { let insertTable = {

name: 'sinhvien', cols: [

{

name: 'name', value: req.body.name

}

]

};

db.insert(insertTable)

.then(data => {

res.send({ status: "ok", message: "insert thanh cong: " + data });

})

.catch(err => {

res.send({ status: "nok", message: "insert that bai: " + err });

});

});

* **Lắng nghe thông tin client post lên, select dữ liệu từ DB, kiểm tra login**

app.post('/login', jsonParser, (req, res) => {

var promise = new Promise((resolve, reject) => { db.getRsts("SELECT \* FROM sinhvien")

.then(data => { resolve(data);

})

.catch(err => { reject(err);

});

})

promise.then(data => { let yes = 0; data.forEach(el => {

if (req.body.name == el.name) { yes = 1;

res.send({ status: "ok", message: "login thanh cong!" }); return true;

}

});

if (yes == 0) res.send({ status: "nok", message: "login that bai!" });

})

.catch(err => { console.log(err);

})

});

## Mở rộng:

* **Tạo Server:**

const express = require('express'); const app = express();

var main = (isHttp) => {

const resource = require('./routes/resource'); app.use('/user', resource);

if (isHttp) {

const httpServer = require('http').createServer(app); const portHttp = process.env.PORT || isHttp;

httpServer.listen(portHttp, () => console.log("Server is running!"));

}

}

const isHttp = 8080; main(isHttp);

* **File ./routes/resource**

const router = require('express').Router();

const handlers = require('../handlers/handler');

router.get('/get-users', handlers.getUsers); router.post('/add', handlers.postAddUser);

module.exports = router;

* **File ../handlers/handler**

const SQLiteDAO = require('../db/sqlite3/sqlite-dao');

const dirDB = 'db';

const dbFile = './' + dirDB + '/users.db'; var db = new SQLiteDAO(dbFile);

const getUsers = (req, res) => {

res.send({ status: "ok", message: "login thanh cong!" });

}

module.exports = { getUsers: getUsers, postAddUser: postAddUser

};

* **Insert dữ liệu vào DB**

o **Lắng nghe dữ liệu từ client post lên và thêm vào DB**

const postAddUser = (req, res) => { let postDataString = ''; req.on('data', (chunk) => {

postDataString = chunk;

});

req.on('end', () => {

req.json\_data = JSON.parse(postDataString); try {

let insertTable = { name: 'sinhvien', cols: [

{

name: 'name',

value: req.json\_data.name

}

]

};

db.insert(insertTable)

.then(data => {

res.send({ status: "ok", message: "insert thanh cong: " + data

});

})

.catch(err => {

res.send({ status: "nok1", message: "insert that bai: " + err

});

});

} catch (err) {

res.send({ status: "nok2", message: "insert that bai: " + err });

}

})

}

# - Đưa ứng dụng lên heroku

* Khai báo file Procfile: **web: npm start**
* Trong file **package.json**, thêm đoạn này vào:

"scripts": {

"start": "node server.js"

},

* Thêm đoạn này vào file **package.json** (nếu chưa có)

"cordova": {

"plugins": {

"cordova-plugin-whitelist": {}, "cordova-plugin-statusbar": {}, "cordova-plugin-device": {}, "cordova-plugin-splashscreen": {}, "cordova-plugin-ionic-webview": {}, "cordova-plugin-ionic-keyboard": {}

},

"platforms": [ "browser"

]

}

* Trong file **server.js**: Thêm đoạn này vào

app.use(express.static(\_\_dirname + '/www'));

* Chạy lệnh

ionic cordova build browser --prod --release

để tạo ra thư mục **www** từ **src** rồi copy thư mục **www** vào để push lên heroku

* Copy toàn bộ những thư mục liên qua đến server vào
* Tiến hành push lên heroku
* Khi push lên heroku thì trong thư mục dự án chỉ cần những thư mục hoặc file:
  + .git
  + www
  + gitignore
  + package.json
  + Procfile
  + server.js