**Các Method Thường Dùng Của Lớp String Trong C++**

* Thêm thư viện string
* Tại sao không thêm thư viện string mà vẫn dùng được kiểu dữ liệu string?
* Phân biệt thư viện cstring và string

|  |  |
| --- | --- |
| #include<cstring> | #include<string> |
| * Thư viện cstring được sử dụng cho các hàm xử lý chuỗi C-style (mảng ký tự) * Ví dụ: strlen(), strcpy() | * Thư viện string là một phần quan trọng để xử lý và quản lý chuỗi ký tự. Nó cung cấp một lớp std::string, cho phép bạn dễ dàng tạo, truy cập và thao tác với chuỗi mà không cần phải lo lắng về quản lý bộ nhớ hoặc kích thước như khi sử dụng mảng ký tự C * Các điểm nổi bật của lớp string  1. **Dễ sử dụng**: Bạn có thể tạo chuỗi chỉ bằng cách khai báo một đối tượng std::string và khởi tạo nó với một giá trị chuỗi. 2. **Tự động quản lý bộ nhớ**: Không cần phải xác định kích thước trước. Lớp string sẽ tự động điều chỉnh kích thước khi bạn thêm hoặc xóa ký tự. 3. **Nhiều phương thức mạnh mẽ**: Cung cấp nhiều method để thao tác với chuỗi như tìm kiếm, thay thế, phân tách, và nhiều hơn nữa. |

* Khi không sử dụng các method có sẵn của lớp string, bạn hoàn toàn có thể tự tạo ra các hàm riêng để thực hiện các thao tác tương tự. Điều này cho phép bạn tùy chỉnh và mở rộng chức năng theo nhu cầu cụ thể của mình.
* **So Sánh** tự tạo hàm và hàm có sẵn

|  |  |
| --- | --- |
| Ưu điểm của method có sẵn | Khi tự tạo hàm |
| * Dễ sử dụng và dễ đọc. * Tối ưu hóa sẵn và xử lý các tình huống đặc biệt (như chuỗi rỗng). * Sử dụng các method có sẵn của lớp string thường dễ dàng và hiệu quả hơn cho hầu hết các tình huống | * Bạn có thể tùy chỉnh theo yêu cầu riêng. * Cần chú ý quản lý bộ nhớ và xử lý các trường hợp đặc biệt. * Nâng cao tư duy lập trình mà còn cải thiện khả năng giải quyết vấn đề và hiểu sâu hơn về các thuật toán |

 **length() / size()**

* **Mô tả**: Trả về độ dài của chuỗi.
* **Ví dụ**:

std::string str = "Hello";

std::cout << "Length: " << str.length() << std::endl; *// Output: 5*

 **empty()**

* **Mô tả**: Kiểm tra xem chuỗi có rỗng hay không.
* **Ví dụ**:

std::string str = "";

std::cout << "Is empty: " << (str.empty() ? "Yes" : "No") << std::endl; *// Output: Yes*

 **append()**

* **Mô tả**: Thêm chuỗi vào cuối chuỗi hiện tại.
* **Ví dụ**:

std::string str = "Hello";

str.append(" World");

std::cout << str << std::endl; *// Output: Hello World*

 **substr()**

* **Mô tả**: Trả về một phần con của chuỗi.
* **Ví dụ**:

std::string str = "Hello World";

std::cout << str.substr(6, 5) << std::endl; *// Output: World*

 **find()**

* **Mô tả**: Tìm vị trí của một ký tự hoặc chuỗi con.
* **Ví dụ**:

std::string str = "Hello World";

std::cout << str.find("World") << std::endl; *// Output: 6*

 **replace()**

* **Mô tả**: Thay thế một phần của chuỗi bằng chuỗi khác.
* **Ví dụ**:

std::string str = "Hello World";

str.replace(6, 5, "C++");

std::cout << str << std::endl; *// Output: Hello C++*

 **compare()**

* **Mô tả**: So sánh hai chuỗi.
* **Ví dụ**:

std::string str1 = "apple";

std::string str2 = "banana";

std::cout << str1.compare(str2) << std::endl; *// Output: -1 (str1 < str2)*

 **insert()**

* **Mô tả**: Chèn chuỗi vào một vị trí cụ thể.
* **Ví dụ**:

std::string str = "Hello World";

str.insert(5, ",");

std::cout << str << std::endl; *// Output: Hello, World*

 **erase()**

* **Mô tả**: Xóa ký tự hoặc phần con từ chuỗi.
* **Ví dụ**:

std::string str = "Hello World";

str.erase(5, 1);

std::cout << str << std::endl; *// Output: Hello World*

* **Tài liệu tham khảo**

<https://cplusplus.com/>

[cppreference.com](https://en.cppreference.com/w/)

<https://learn.microsoft.com/vi-vn/cpp/standard-library/>

<https://www.geeksforgeeks.org/>

Sử dụng #include <iostream>, nó cũng bao gồm một số thư viện tiêu chuẩn khác, bao gồm cả thư viện cho class string. Tuy nhiên, để đảm bảo tính rõ ràng và dễ đọc, tốt nhất là bạn nên bao gồm #include <string> khi làm việc với class string.

* Giúp người đọc mã nguồn biết rằng bạn đang sử dụng class string, và tránh nhầm lẫn về nguồn gốc của nó.
* Cần phải hiểu đoạn code này!
* #include <iostream>
* #include <string>
* int main() {
* std::string str = "Hello, World!";
* size\_t pos = str.find("C++");
* if (pos == std::string::npos) {
* std::cout << "'C++' not found." << std::endl; *// Output: 'C++' not found.*
* } else {
* std::cout << "'C++' found at position: " << pos << std::endl;
* }
* return 0;
* }

size\_t là một kiểu dữ liệu được định nghĩa trong C++ (và C) để đại diện cho kích thước của các đối tượng trong bộ nhớ.

**1. Mục Đích Sử Dụng**

* size\_t thường được sử dụng để lưu trữ kích thước của mảng, độ dài của chuỗi, hoặc số lượng phần tử trong một container. Nó đảm bảo rằng kiểu dữ liệu đủ lớn để chứa kích thước tối đa của các đối tượng mà hệ thống có thể xử lý.

**2. Đặc Điểm**

* **Không dấu**: size\_t là kiểu số nguyên không dấu, nghĩa là nó không thể chứa giá trị âm. Điều này rất hữu ích khi làm việc với kích thước, vì kích thước không thể là âm.
* **Kích thước Thay Đổi**: Kích thước của size\_t có thể thay đổi tùy thuộc vào hệ thống (32-bit hay 64-bit). Trên các hệ thống 64-bit, size\_t thường là 64 bit.