# Binary Tree Traverse

The binary tree problem is quite standard regarding the solution. The most important thing is that you only need to know how to traverse the tree. Such traversal can be implemented by a recursive function. Please Keep in mind when you traverse the tree, pass down and bring back from the subtree.

There are some special problems in this category, for example how to find the next node in a binary tree, how to deal with a Binary Sort team and convert a N way tree to binary tree.

## 145. Binary Tree Postorder Traversal

Hard

Given a binary tree, return the *postorder* traversal of its nodes' values.

**Example:**

**Input:** [1,null,2,3]
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**Output:** [3,2,1]

**Follow up:** Recursive solution is trivial, could you do it iteratively?

### Analysis:

The post order traversal itself is not hard at all if you can use recursive function. The trick is how to do it in a non-recursive way. You can still use stack form this purpose. You need to push the node into stack twice, first iteration is to traverse subtree, the second iteration is to visit itself. Remember you need to traverse right subtree before the left one due to LIFO for stack.

/// <summary>

/// Leet code #145. Binary Tree Postorder Traversal

///

/// Given a binary tree, return the postorder traversal of its nodes' values.

/// For example:

/// Given binary tree {1,#,2,3},

/// 1

/// \

/// 2

/// /

/// 3

/// return [3,2,1].

/// Note: Recursive solution is trivial, could you do it iteratively?

vector<int> LeetCodeTree::postorderTraversal(TreeNode\* root)

{

std::vector<int> result;

std::stack<pair<int, TreeNode \*>> node\_stack;

node\_stack.push(make\_pair(0, root));

// When we start the stack is empty

while (!node\_stack.empty())

{

pair<int, TreeNode\*> p = node\_stack.top();

node\_stack.pop();

if (p.second == nullptr) continue;

if (p.first == 0)

{

node\_stack.push(make\_pair(1, p.second));

node\_stack.push(make\_pair(0, p.second->right));

node\_stack.push(make\_pair(0, p.second->left));

}

else

{

result.push\_back(p.second->val);

}

}

return result;

}

## 105. Construct Binary Tree from Preorder and Inorder Traversal

Medium

Given preorder and inorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

For example, given

preorder = [3,9,20,15,7]

inorder = [9,3,15,20,7]

Return the following binary tree:
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### Analysis:

The root is always the first node in pre-order sequence, and if we can find the node in in-order sequence, then the left part of the in-order in sequence is the left subtree and right part of the in-order sequence is the right subtree. You solve the problem recursively.

/// <summary>

/// Leet code #105. Build binary tree from preoder and inorder travesal

/// </summary>

TreeNode\* LeetCodeTree::buildTreeFromPreorderandInorder(

vector<int>& preorder, vector<int>& inorder,

size\_t start\_preorder, size\_t start\_inorder,

size\_t length)

{

if (length == 0)

{

return nullptr;

}

TreeNode \*root;

root = new TreeNode(preorder[start\_preorder]);

size\_t index;

for (index = 0; index < length; index++)

{

if (inorder[start\_inorder + index] == preorder[start\_preorder])

{

break;

}

}

TreeNode \*left = buildTreeFromPreorderandInorder(preorder, inorder, start\_preorder + 1,

start\_inorder, index);

TreeNode \*right = buildTreeFromPreorderandInorder(preorder, inorder,

start\_preorder + 1 + index, start\_inorder + index + 1, length - index - 1);

root->left = left;

root->right = right;

return root;

}

/// <summary>

/// Leet code #105. Construct Binary Tree from Preorder and Inorder Traversal

///

/// Medium

///

/// Given preorder and inorder traversal of a tree, construct the binary tree.

///

/// Note:

/// You may assume that duplicates do not exist in the tree.

///

/// For example, given

///

/// preorder = [3,9,20,15,7]

/// inorder = [9,3,15,20,7]

/// Return the following binary tree:

///

/// 3

/// / \

/// 9 20

/// / \

/// 15 7

/// </summary>

TreeNode\* LeetCodeTree::buildTreeFromPreorderandInorder(vector<int>& preorder, vector<int>& inorder)

{

if ((preorder.size() == 0) || (inorder.size() == 0))

{

return nullptr;

}

TreeNode \*root =

buildTreeFromPreorderandInorder(preorder, inorder, 0, 0, preorder.size());

return root;

}

## 117. Populating Next Right Pointers in Each Node II

Medium

Given a binary tree

struct Node {

int val;

Node \*left;

Node \*right;

Node \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Follow up:**

* You may only use constant extra space.
* Recursive approach is fine, you may assume implicit stack space does not count as extra space for this problem.

**Example 1:**
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**Input:** root = [1,2,3,4,5,null,7]

**Output:** [1,#,2,3,#,4,5,7,#]

**Explanation:** Given the above binary tree (Figure A), your function should populate each next pointer to point to its next right node, just like in Figure B. The serialized output is in level order as connected by the next pointers, with '#' signifying the end of each level.

**Constraints:**

* The number of nodes in the given tree is less than 6000.
* -100 <= node.val <= 100

### Analysis:

To track the next right in current level, you need to track the next right in the parent level, and the children node from the next parent.

/// <summary>

/// Append the tree linked node to end

/// </summary>

void LeetCode::connectRight(TreeLinkNode \*&head, TreeLinkNode \*&ptr, TreeLinkNode \* node)

{

if (node == nullptr) return;

node->next = nullptr;

if (head == nullptr)

{

head = node;

}

else

{

ptr->next = node;

}

ptr = node;

}

/// <summary>

/// Leet code #117. Populating Next Right Pointers in Each Node II

/// Given a binary tree

/// struct TreeLinkNode {

/// int val;

/// TreeLinkNode \*left, \*right, \*next;

/// TreeLinkNode(int x) : val(x), left(NULL), right(NULL), next(NULL) {}

/// };

///

/// Follow up for problem "Populating Next Right Pointers in Each Node".

///

/// What if the given tree could be any binary tree? Would your previous solution still work?

///

/// Note:

/// You may only use constant extra space.

///

/// For example,

/// Given the following binary tree,

///

/// 1

/// / \

/// 2 3

/// / \ \

/// 4 5 7

/// After calling your function, the tree should look like:

///

/// 1 -> NULL

/// / \

/// 2 -> 3 -> NULL

/// / \ \

/// 4-> 5 -> 7 -> NULL

/// </summary>

void LeetCode::connectRightII(TreeLinkNode \*root)

{

TreeLinkNode\* prev\_head = nullptr, \*prev\_ptr = nullptr;

TreeLinkNode\* curr\_head, \*curr\_ptr;

prev\_head = root;

while (prev\_head)

{

prev\_ptr = prev\_head;

curr\_head = nullptr;

curr\_ptr = nullptr;

while (prev\_ptr != nullptr)

{

connectRight(curr\_head, curr\_ptr, prev\_ptr->left);

connectRight(curr\_head, curr\_ptr, prev\_ptr->right);

prev\_ptr = prev\_ptr->next;

}

prev\_head = curr\_head;

}

}

## 173. Binary Search Tree Iterator

Medium

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Example:**
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BSTIterator iterator = new BSTIterator(root);

iterator.next(); // return 3

iterator.next(); // return 7

iterator.hasNext(); // return true

iterator.next(); // return 9

iterator.hasNext(); // return true

iterator.next(); // return 15

iterator.hasNext(); // return true

iterator.next(); // return 20

iterator.hasNext(); // return false

**Note:**

* next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.
* You may assume that next() call will always be valid, that is, there will be at least a next smallest number in the BST when next() is called.

### Analysis:

This is another typical scenario in binary tree problem, we are looking for next node in the binary tree. The next node is either the left most node in the right subtree, or if there is no right subtree then it is the parent node.

/// <summary>

/// LeetCode #173. Binary Search Tree Iterator

/// Implement an iterator over a binary search tree (BST). Your iterator

/// will be initialized with the root node of a BST.

/// Calling next() will return the next smallest number in the BST.

/// Note: next() and hasNext() should run in average O(1) time and uses

/// O(h) memory, where h is the height of the tree.

/// </summary>

/\*\*

\* Your BSTIterator will be called like this:

\* BSTIterator i = BSTIterator(root);

\* while (i.hasNext()) cout << i.next();

\*/

class BSTIterator

{

private:

stack<TreeNode\*> m\_TreeStack;

public:

/// <summary>

/// Constructor, which will lead to the smallest child.

/// </summary>

BSTIterator(TreeNode\* root)

{

TreeNode\* node = root;

while (node != nullptr)

{

m\_TreeStack.push(node);

node = node->left;

}

}

/// <summary>

/// return whether we have a next smallest number

/// </summary>

bool hasNext()

{

return (!m\_TreeStack.empty());

}

/// <summary>

/// return the next smallest number

/// </summary>

int next()

{

TreeNode\* node = m\_TreeStack.top();

int value = node->val;

m\_TreeStack.pop();

if (node->right != nullptr)

{

node = node->right;

while (node != nullptr)

{

m\_TreeStack.push(node);

node = node->left;

}

}

return value;

}

};

## 222. Count Complete Tree Nodes

Medium

Given a **complete** binary tree, count the number of nodes.

**Note:**

**Definition of a complete binary tree from**[**Wikipedia**](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees)**:**  
In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2h nodes inclusive at the last level h.

**Example:**

**Input:**

1

/ \

2 3

/ \ /

4 5 6

**Output:** 6

### Analysis:

If we check the depth for the left most path and right most path and they are equal then it is a full tree. If not we check the left subtree and the right sub tree to see if they are complete. The complexity is O(Log(N) \*depth).

/// <summary>

/// Leet code #222. Count Complete Tree Nodes

/// Given a complete binary tree, count the number of nodes.

/// Definition of a complete binary tree from Wikipedia:

/// In a complete binary tree every level, except possibly the last, is completely filled,

/// and all nodes in the last level are as far left as possible. It can have between 1 and 2h nodes

/// inclusive at the last level h.

/// </summary>

int LeetCodeTree::countCompleteTreeNodes(TreeNode\* root)

{

int left\_height = 0, right\_height = 0;

TreeNode \* node = root;

while (node != nullptr)

{

left\_height += 1;

node = node->left;

}

node = root;

while (node != nullptr)

{

right\_height += 1;

node = node->right;

}

int count = 0;

if (left\_height == right\_height)

{

count = (1 << left\_height) - 1;

}

else

{

count = 1;

count += countCompleteTreeNodes(root->left);

count += countCompleteTreeNodes(root->right);

}

return count;

}

## 297. Serialize and Deserialize Binary Tree

Hard

Serialization is the process of converting a data structure or object into a sequence of bits so that it can be stored in a file or memory buffer, or transmitted across a network connection link to be reconstructed later in the same or another computer environment.

Design an algorithm to serialize and deserialize a binary tree. There is no restriction on how your serialization/deserialization algorithm should work. You just need to ensure that a binary tree can be serialized to a string and this string can be deserialized to the original tree structure.

**Example:**

You may serialize the following tree:

1

/ \

2 3

/ \

4 5

as "[1,2,3,null,null,4,5]"

**Clarification:** The above format is the same as [how LeetCode serializes a binary tree](https://leetcode.com/faq/#binary-tree). You do not necessarily need to follow this format, so please be creative and come up with different approaches yourself.

**Note:**Do not use class member/global/static variables to store states. Your serialize and deserialize algorithms should be stateless.

### Analysis:

We can serialize the tree in level order sequence, make sure empty node should have a special tag.

/// <summary>

/// Leet code 297. Serialize and Deserialize Binary Tree

/// Serialization is the process of converting a data structure or object

/// into a sequence of bits so that it can be stored in a file or memory

/// buffer, or transmitted across a network connection link to be

/// reconstructed later in the same or another computer environment.

///

/// Design an algorithm to serialize and deserialize a binary tree. There

/// is no restriction on how your serialization/deserialization algorithm

/// should work. You just need to ensure that a binary tree can be

/// serialized to a string and this string can be deserialized to the

/// original tree structure.

///

/// For example, you may serialize the following tree

/// 1

/// / \

/// 2 3

/// / \

/// 4 5

///

/// as "[1,2,3,null,null,4,5]", just the same as how LeetCode OJ serializes

/// a binary tree.

/// You do not necessarily need to follow this format, so please be

/// creative and come up with different approaches yourself.

/// Note: Do not use class member/global/static variables to store states.

/// Your serialize and deserialize algorithms should be stateless.

/// </summary>

/// <summary>

/// Encodes a tree to a single string.

/// </summary>

/// <param name="root">the root</param>

/// <returns>The string</returns>

string LeetCodeTree::serialize(TreeNode\* root)

{

string result = "";

queue<TreeNode \*> queue;

if (root != nullptr) queue.push(root);

while (!queue.empty())

{

TreeNode \* node = queue.front();

queue.pop();

if (!result.empty()) { result.push\_back(','); }

if (node == nullptr)

{

result.append("null");

}

else

{

result.append(std::to\_string(node->val));

queue.push(node->left);

queue.push(node->right);

}

}

while (true)

{

if ((result.size() > 4) && (result.substr(result.size() - 4) == "null"))

{

result.erase(result.size() - 4);

}

else if ((result.size() > 1) && (result.substr(result.size() - 1) == ","))

{

result.erase(result.size() - 1);

}

else

{

break;

}

}

return "[" + result + "]";

}

/// <summary>

/// Decodes your encoded data to tree.

/// </summary>

/// <param name="data">the string data</param>

/// <returns>The root</returns>

TreeNode\* LeetCodeTree::deserialize(string data)

{

queue<TreeNode\*> input\_queue;

queue<TreeNode\*> output\_queue;

string number;

for (size\_t i = 0; i < data.size(); i++)

{

if ((data[i] == '[') || (data[i] == ',') || data[i] == ']' ||

isspace(data[i]))

{

if (number.size() != 0)

{

if (number == "null")

{

input\_queue.push(nullptr);

}

else

{

input\_queue.push(new TreeNode(std::stoi(number)));

}

number.clear();

}

}

else

{

number.push\_back(data[i]);

}

}

TreeNode\* root = nullptr;

TreeNode\* node = nullptr;

while (!input\_queue.empty())

{

if (output\_queue.empty())

{

root = input\_queue.front();

input\_queue.pop();

node = root;

output\_queue.push(node);

}

else

{

node = output\_queue.front();

output\_queue.pop();

if (node != nullptr)

{

if (!input\_queue.empty())

{

node->left = input\_queue.front();

if (node->left != nullptr) node->left->parent = node;

input\_queue.pop();

}

if (!input\_queue.empty())

{

node->right = input\_queue.front();

if (node->right != nullptr) node->right->parent = node;

input\_queue.pop();

}

output\_queue.push(node->left);

output\_queue.push(node->right);

}

}

}

return root;

}

## 124. Binary Tree Maximum Path Sum

Hard

Given a **non-empty** binary tree, find the maximum path sum.

For this problem, a path is defined as any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The path must contain **at least one node** and does not need to go through the root.

**Example 1:**

**Input:** [1,2,3]

**1**

**/ \**

**2** **3**

**Output:** 6

**Example 2:**

**Input:** [-10,9,20,null,null,15,7]

  -10

   / \

  9  **20**

**/  \**

**15   7**

**Output:** 42

### Analysis:

The maximum path can exist under any node, the path can be either left leg, right leg or with two legs including itself. You just need to bring up the maximum sum from a two-leg path, and a one leg path.

/// <summary>

/// Leet code #124. Binary Tree Maximum Path Sum

/// </summary>

void LeetCodeTree::maxPathSum(TreeNode\* root, int &max\_path\_sum, int&max\_path\_loop)

{

if (root == nullptr)

{

max\_path\_sum = 0;

max\_path\_loop = INT\_MIN;

}

else

{

int max\_path\_sum\_left, max\_path\_loop\_left;

maxPathSum(root->left, max\_path\_sum\_left, max\_path\_loop\_left);

int max\_path\_sum\_right, max\_path\_loop\_right;

maxPathSum(root->right, max\_path\_sum\_right, max\_path\_loop\_right);

max\_path\_sum = max(max\_path\_sum\_left + root->val, max\_path\_sum\_right + root->val);

max\_path\_sum = max(max\_path\_sum, root->val);

max\_path\_loop = max(max\_path\_loop\_left, max\_path\_loop\_right);

max\_path\_loop = max(max\_path\_loop, root->val + max\_path\_sum\_left + max\_path\_sum\_right);

max\_path\_loop = max(max\_path\_loop, max\_path\_sum);

}

}

/// <summary>

/// Leet code #124. Binary Tree Maximum Path Sum

///

/// Given a binary tree, find the maximum path sum.

/// For this problem, a path is defined as any sequence of nodes from some

/// starting node to any node in the tree along the parent-child connections.

/// The path must contain at least

/// one node and does not need to go through the root.

/// For example:

/// Given the below binary tree,

/// 1

/// / \

/// 2 3

/// Return 6.

/// Explanation:

/// The max\_path must come from the left direct path + self, the right direct

/// path + self and the maximum left loop path and maximum right loop path.

/// </summary>

int LeetCodeTree::maxPathSum(TreeNode\* root)

{

int max\_path\_loop = 0;

int max\_path\_sum = 0;

maxPathSum(root, max\_path\_sum, max\_path\_loop);

return max\_path\_loop;

}

## 99. Recover Binary Search Tree

Hard

Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

**Example 1:**

**Input:** [1,3,null,null,2]

  1

  /

 3

  \

  2

**Output:** [3,1,null,null,2]

  3

  /

 1

  \

  2

**Example 2:**

**Input:** [3,1,4,null,null,2]

3

/ \

1 4

  /

  2

**Output:** [2,1,4,null,null,3]

2

/ \

1 4

  /

 3

**Follow up:**

* A solution using O(*n*) space is pretty straight forward.
* Could you devise a constant space solution?

### Analysis:

We can traverse the binary sort tree, and compare the previous node and current node, if only one inverse relationship found say A > B, the we must swap (A,B), but if two inverse relationship found, say, A > B and C > D, we must swap (A, D), this is by condition only two nodes needs to be swapped.

/// <summary>

/// Find the two disordered nodes in the binary search tree

/// </summary>

void LeetCodeTree::recoverTreeII(TreeNode\* root, TreeNode\* &prev,

TreeNode\* &first, TreeNode\* &second)

{

if (root == nullptr) return;

if (root->left != nullptr)

{

recoverTreeII(root->left, prev, first, second);

}

if ((prev != nullptr) && (prev->val > root->val))

{

if (first == nullptr)

{

first = prev;

}

second = root;

}

prev = root;

if (root->right != nullptr)

{

recoverTreeII(root->right, prev, first, second);

}

}

/// <summary>

/// Leet code #99. Recover Binary Search Tree

/// Two elements of a binary search tree (BST) are swapped by mistake.

/// Recover the tree without changing its structure.

/// Note:

/// A solution using O(n) space is pretty straight forward.

/// Could you devise a constant space solution?

/// </summary>

void LeetCodeTree::recoverTreeII(TreeNode\* root)

{

TreeNode \*prev = nullptr, \*first = nullptr, \*second = nullptr;

recoverTreeII(root, prev, first, second);

if ((first != nullptr) && (second != nullptr))

{

swap(first->val, second->val);

}

}

## 1373. Maximum Sum BST in Binary Tree

Hard

Given a **binary tree** root, the task is to return the maximum sum of all keys of **any** sub-tree which is also a Binary Search Tree (BST).

Assume a BST is defined as follows:

* The left subtree of a node contains only nodes with keys **less than** the node's key.
* The right subtree of a node contains only nodes with keys **greater than** the node's key.
* Both the left and right subtrees must also be binary search trees.

**Example 1:**

![](data:image/png;base64,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)

**Input:** root = [1,4,3,2,4,2,5,null,null,null,null,null,null,4,6]

**Output:** 20

**Explanation:** Maximum sum in a valid Binary search tree is obtained in root node with key equal to 3.

**Example 2:**
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**Input:** root = [4,3,null,1,2]

**Output:** 2

**Explanation:** Maximum sum in a valid Binary search tree is obtained in a single root node with key equal to 2.

**Example 3:**

**Input:** root = [-4,-2,-5]

**Output:** 0

**Explanation:** All values are negatives. Return an empty BST.

**Example 4:**

**Input:** root = [2,1,3]

**Output:** 6

**Example 5:**

**Input:** root = [5,4,8,3,null,6,3]

**Output:** 7

**Constraints:**

* Each tree has at most 40000 nodes..
* Each node's value is between [-4 \* 10^4 , 4 \* 10^4].

### Analysis:

This is a typical problem that you need to bring back enough information from subtree traverse. When traverse subtree, you need to bring back the minimum value, maximum value, which is to determine the high level tree is a BST, whether the subtree is a BST or not, and the max\_sum from any subtree which is a BST.

/// <summary>

/// Leet code #1373. Maximum Sum BST in Binary Tree

/// </summary>

int LeetCodeTree::maxSumBST(TreeNode\* root, int &min\_val, int&max\_val, bool &is\_bst, int &max\_sum)

{

int sum = 0;

if (root == nullptr)

{

max\_sum = 0;

return sum;

}

if (root->left != nullptr)

{

int left\_min = INT\_MAX;

int left\_max = INT\_MIN;

bool left\_is\_bst = true;

int left\_max\_sum = 0;

int left\_sum = maxSumBST(root->left, left\_min, left\_max, left\_is\_bst, left\_max\_sum);

is\_bst = is\_bst && left\_is\_bst && (left\_max < root->val);

max\_sum = max(max\_sum, left\_max\_sum);

min\_val = min(min\_val, left\_min);

max\_val = max(max\_val, left\_max);

sum += left\_sum;

}

if (root->right != nullptr)

{

int right\_min = INT\_MAX;

int right\_max = INT\_MIN;

bool right\_is\_bst = true;

int right\_max\_sum = 0;

int right\_sum = maxSumBST(root->right, right\_min, right\_max, right\_is\_bst, right\_max\_sum);

is\_bst = is\_bst && right\_is\_bst && (right\_min > root->val);

max\_sum = max(max\_sum, right\_max\_sum);

min\_val = min(min\_val, right\_min);

max\_val = max(max\_val, right\_max);

sum += right\_sum;

}

sum += root->val;

min\_val = min(min\_val, root->val);

max\_val = max(max\_val, root->val);

if (is\_bst)

{

max\_sum = max(max\_sum, sum);

}

return sum;

}

/// <summary>

/// Leet code #1373. Maximum Sum BST in Binary Tree

///

/// Hard

///

/// Given a binary tree root, the task is to return the maximum sum

/// of all keys of any sub-tree which is also a Binary Search Tree (BST).

///

/// Assume a BST is defined as follows:

///

/// The left subtree of a node contains only nodes with keys less than

/// the node's key.

/// The right subtree of a node contains only nodes with keys greater

/// than the node's key.

/// Both the left and right subtrees must also be binary search trees.

///

/// Example 1:

/// Input: root = [1,4,3,2,4,2,5,null,null,null,null,null,null,4,6]

/// Output: 20

/// Explanation: Maximum sum in a valid Binary search tree is obtained

/// in root node with key equal to 3.

///

/// Example 2:

/// Input: root = [4,3,null,1,2]

/// Output: 2

/// Explanation: Maximum sum in a valid Binary search tree is obtained

/// in a single root node with key equal to 2.

///

/// Example 3:

/// Input: root = [-4,-2,-5]

/// Output: 0

/// Explanation: All values are negatives. Return an empty BST.

///

/// Example 4:

/// Input: root = [2,1,3]

/// Output: 6

///

/// Example 5:

///

/// Input: root = [5,4,8,3,null,6,3]

/// Output: 7

/// Constraints:

/// 1. Each tree has at most 40000 nodes..

/// 2. Each node's value is between [-4 \* 10^4 , 4 \* 10^4].

/// </summary>

int LeetCodeTree::maxSumBST(TreeNode\* root)

{

int min\_val = INT\_MAX;

int max\_val = INT\_MIN;

bool is\_bst = true;

int max\_sum = 0;

maxSumBST(root, min\_val, max\_val, is\_bst, max\_sum);

return max\_sum;

}

## 431. Encode N-ary Tree to Binary Tree

Hard

Design an algorithm to encode an N-ary tree into a binary tree and decode the binary tree to get the original N-ary tree. An N-ary tree is a rooted tree in which each node has no more than N children. Similarly, a binary tree is a rooted tree in which each node has no more than 2 children. There is no restriction on how your encode/decode algorithm should work. You just need to ensure that an N-ary tree can be encoded to a binary tree and this binary tree can be decoded to the original N-nary tree structure.

*Nary-Tree input serialization is represented in their level order traversal, each group of children is separated by the null value (See following example).*

For example, you may encode the following 3-ary tree to a binary tree in this way:
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**Input:** root = [1,null,3,2,4,null,5,6]

Note that the above is just an example which *might or might not* work. You do not necessarily need to follow this format, so please be creative and come up with different approaches yourself.

**Constraints:**

* The height of the n-ary tree is less than or equal to 1000
* The total number of nodes is between [0, 10^4]
* Do not use class member/global/static variables to store states. Your encode and decode algorithms should be stateless.

### Analysis:

The idea is to keep only the first child as left child and keep the brother as right child.

/// <summary>

/// Leet code #431. Encode N-ary Tree to Binary Tree

///

/// Design an algorithm to encode an N-ary tree into a binary tree and decode

/// the binary tree to get the original N-ary tree. An N-ary tree is a rooted

/// tree in which each node has no more than N children. Similarly, a binary

/// tree is a rooted tree in which each node has no more than 2 children. There

/// is no restriction on how your encode/decode algorithm should work. You just

/// need to ensure that an N-ary tree can be encoded to a binary tree and this

/// binary tree can be decoded to the original N-nary tree structure.

///

/// For example, you may encode the following 3-ary tree to a binary tree in

/// this way:

///

/// Note that the above is just an example which might or might not work. You

/// do not necessarily need to follow this format, so please be creative and

/// come up with different approaches yourself.

///

/// Note:

///

/// N is in the range of [1, 1000]

/// Do not use class member/global/static variables to store states. Your

/// encode and decode algorithms should be stateless.

/// or if B is true, or if both A and B are true.

/// </summary>

class NaryTreeBinaryCodec

{

private:

// Encodes an n-ary tree to a binary tree.

TreeNode\* encode(queue<Node\*> sibling\_queue)

{

TreeNode \* result = nullptr;

if (sibling\_queue.empty()) return result;

Node \* node = sibling\_queue.front();

sibling\_queue.pop();

result = new TreeNode(node->val);

queue<Node \*> children\_queue;

for (size\_t i = 0; i < node->children.size(); i++)

{

children\_queue.push(node->children[i]);

}

result->left = encode(children\_queue);

result->right = encode(sibling\_queue);

return result;

}

// Decodes your binary tree to an n-ary tree.

void decode(TreeNode \* tree\_node, vector<Node \*>& children\_queue)

{

if (tree\_node == nullptr) return;

Node \* node = new Node();

node->val = tree\_node->val;

decode(tree\_node->left, node->children);

children\_queue.push\_back(node);

decode(tree\_node->right, children\_queue);

}

public:

// Encodes an n-ary tree to a binary tree.

TreeNode\* encode(Node\* root)

{

TreeNode \* result = nullptr;

if (root == nullptr) return result;

queue<Node\*> sibling\_queue;

sibling\_queue.push(root);

result = encode(sibling\_queue);

return result;

}

// Decodes your binary tree to an n-ary tree.

Node\* decode(TreeNode\* root)

{

Node \* result = nullptr;

if (root == nullptr) return result;

vector<Node \*>children\_queue;

decode(root, children\_queue);

result = children\_queue[0];

return result;

}

};