# Topology Sort

The topology sort is based on BFS, a node may have some depdency, we start from the nodes with zero dependencies, and visit them first, and then we clear up the dependency on the those who depending on the visited nodes and select the next batch of nodes with zero dependency. When the search queue is empty if we still see the nodes not visited, this means we have circular dependency which can never be cleared up.

## 207. Course Schedule

Medium

There are a total of *n* courses you have to take, labeled from 0 to n-1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, is it possible for you to finish all courses?

**Example 1:**

**Input:** 2, [[1,0]]

**Output:** true

**Explanation:** There are a total of 2 courses to take.

  To take course 1 you should have finished course 0. So it is possible.

**Example 2:**

**Input:** 2, [[1,0],[0,1]]

**Output:** false

**Explanation:** There are a total of 2 courses to take.

  To take course 1 you should have finished course 0, and to take course 0 you should

  also have finished course 1. So it is impossible.

**Note:**

1. The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).
2. You may assume that there are no duplicate edges in the input prerequisites.

/// <summary>

/// LeetCode #207. Course Schedule

/// There are a total of n courses you have to take, labeled from 0 to

/// n - 1.

/// Some courses may have prerequisites, for example to take course 0 you

/// have to first take course 1, which is expressed as a pair: [0,1]

/// Given the total number of courses and a list of prerequisite pairs,

/// is it possible for you to finish all courses?

///

/// For example:

/// 2, [[1,0]]

/// There are a total of 2 courses to take. To take course 1 you should

/// have finished course 0. So it is possible.

///

/// 2, [[1,0],[0,1]]

/// There are a total of 2 courses to take. To take course 1 you should

/// have finished course 0,

/// and to take course 0 you should also have finished course 1. So it

/// is impossible.

/// Note:

/// The input prerequisites is a graph represented by a list of edges,

/// not adjacency matrices. Read more about how a graph is represented.

/// </summary>

bool LeetCode::canFinishCourse(int numCourses, vector<pair<int, int>>& prerequisites)

{

vector<int> degree(numCourses);

vector<unordered\_set<int>> dependency(numCourses);

queue<int> search;

// remember which course dependes on others and which ones depends on me

for (pair<int, int> pair : prerequisites)

{

if (dependency[pair.second].count(pair.first) == 0)

{

degree[pair.first]++;

dependency[pair.second].insert(pair.first);

}

}

// get all the course not depends on others, this is our starting search scope

for (size\_t i = 0; i < degree.size(); i++)

{

if (degree[i] == 0) search.push(i);

}

// Using queue to manage BFS and get every free course and clear the

// dependency with a free course, i.e. you depend on a free course,

// then such dependency

// does not matter. If all dependencies are clear, we got a new

// free course

while (!search.empty())

{

int free\_course = search.front();

search.pop();

for (int next\_course : dependency[free\_course])

{

degree[next\_course]--;

if (degree[next\_course] == 0)

{

search.push(next\_course);

}

}

}

// if number of free courses equals to the total course, we can finish

// all courses

for (size\_t i = 0; i < degree.size(); i++)

{

if (degree[i] > 0) return false;

}

return true;

}

## 261. Graph Valid Tree

Medium
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Given n nodes labeled from 0 to n-1 and a list of undirected edges (each edge is a pair of nodes), write a function to check whether these edges make up a valid tree.

**Example 1:**

**Input:** n = 5, and edges = [[0,1], [0,2], [0,3], [1,4]]

**Output:** true

**Example 2:**

**Input:** n = 5, and edges = [[0,1], [1,2], [2,3], [1,3], [1,4]]

**Output:** false

**Note**: you can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0,1] is the same as [1,0] and thus will not appear together in edges.

/// <summary>

/// Leet code #261. Graph Valid Tree

///

/// Given n nodes labeled from 0 to n - 1 and a list of undirected edges

/// (each edge is a pair of nodes), write a function to check whether these

/// edges make up a valid tree.

/// For example:

/// Given n = 5 and edges = [[0, 1], [0, 2], [0, 3], [1, 4]], return true.

/// Given n = 5 and edges = [[0, 1], [1, 2], [2, 3], [1, 3], [1, 4]],

/// return false.

/// Hint:

/// 1.Given n = 5 and edges = [[0, 1], [1, 2], [3, 4]], what should your

/// return?

/// Is this case a valid tree?

/// 2.According to the definition of tree on Wikipedia: "a tree is an

/// undirected graph in which any two vertices are connected by exactly

/// one path. In other words, any connected graph without simple

/// cycles is a tree."

/// </summary>

bool LeetCode::validTree(int n, vector<pair<int, int>>& edges)

{

unordered\_map<int, unordered\_set<int>> tree\_map;

queue<int> process\_queue;

for (size\_t i = 0; i < edges.size(); i++)

{

tree\_map[edges[i].first].insert(edges[i].second);

tree\_map[edges[i].second].insert(edges[i].first);

}

for (auto itr : tree\_map)

{

if (itr.second.size() == 1)

{

process\_queue.push(itr.first);

}

}

int count = 0;

while (!process\_queue.empty())

{

int node = process\_queue.front();

process\_queue.pop();

if (tree\_map[node].size() == 0) continue;

int parent = \*tree\_map[node].begin();

tree\_map[parent].erase(node);

tree\_map.erase(node);

if (tree\_map[parent].size() == 1)

{

process\_queue.push(parent);

}

count++;

}

if (count == n - 1) return true;

else return false;

}

## 269. Alien Dictionary

Hard

There is a new alien language which uses the latin alphabet. However, the order among letters are unknown to you. You receive a list of **non-empty**words from the dictionary, where **words are sorted lexicographically by the rules of this new language**. Derive the order of letters in this language.

**Example 1:**

**Input:**

[

"wrt",

"wrf",

"er",

"ett",

"rftt"

]

**Output:** "wertf"

**Example 2:**

**Input:**

[

"z",

"x"

]

**Output:** "zx"

**Example 3:**

**Input:**

[

"z",

"x",

"z"

]

**Output:** ""

**Explanation:** The order is invalid, so return "".

**Note:**

1. You may assume all letters are in lowercase.
2. You may assume that if a is a prefix of b, then a must appear before b in the given dictionary.
3. If the order is invalid, return an empty string.
4. There may be multiple valid order of letters, return any one of them is fine.

/// <summary>

/// Leet code #269. Alien Dictionary

/// There is a new alien language which uses the latin alphabet. However, the

/// order among letters are unknown to you. You receive a list of words from

/// the dictionary, where words are sorted lexicographically by the rules of

/// this new language. Derive the order of letters in this language.

///

/// For example,

/// Given the following words in dictionary,

/// [

/// "wrt",

/// "wrf",

/// "er",

/// "ett",

/// "rftt"

/// ]

/// The correct order is: "wertf".

/// Note:

/// 1.You may assume all letters are in lowercase.

/// 2.If the order is invalid, return an empty string.

/// 3.There may be multiple valid order of letters, return any one of them is

/// fine.

/// </summary>

string LeetCode::alienOrder(vector<string>& words)

{

string result;

vector<unordered\_set<int>> next\_set(26);

vector<int> degree(26, -1);

queue<int> search\_queue;

for (size\_t i = 0; i < words.size(); i++)

{

for (char ch : words[i])

{

if (degree[ch - 'a'] == -1) degree[ch - 'a'] = 0;

}

if (i > 0)

{

string prev\_word = words[i - 1];

string curr\_word = words[i];

for (size\_t i = 0; i < max(prev\_word.size(), curr\_word.size()); i++)

{

if (i == prev\_word.size()) break;

else if (i == curr\_word.size()) return "";

else

{

int prev = prev\_word[i] - 'a';

int curr = curr\_word[i] - 'a';

if (prev\_word[i] != curr\_word[i])

{

// this is required otherwise degree will be non-zero.

if (next\_set[prev].count(curr) == 0)

{

next\_set[prev].insert(curr);

degree[curr]++;

}

// when we hit one character difference, no point compare remaing.

break;

}

}

}

}

}

// remove all characters has predecessor

for (size\_t i = 0; i < degree.size(); i++)

{

if (degree[i] == 0)

{

search\_queue.push(i);

}

}

while (!search\_queue.empty())

{

int index = search\_queue.front();

search\_queue.pop();

for (char next : next\_set[index])

{

degree[next]--;

if (degree[next] == 0)

{

search\_queue.push(next);

}

}

result.push\_back(index + 'a');

}

for (size\_t i = 0; i < degree.size(); i++)

{

if (degree[i] > 0) return "";

}

return result;

}

## 582. Kill Process

Medium

Given **n** processes, each process has a unique **PID (process id)** and its **PPID (parent process id)**.

Each process only has one parent process, but may have one or more children processes. This is just like a tree structure. Only one process has PPID that is 0, which means this process has no parent process. All the PIDs will be distinct positive integers.

We use two list of integers to represent a list of processes, where the first list contains PID for each process and the second list contains the corresponding PPID.

Now given the two lists, and a PID representing a process you want to kill, return a list of PIDs of processes that will be killed in the end. You should assume that when a process is killed, all its children processes will be killed. No order is required for the final answer.

**Example 1:**

**Input:**

pid = [1, 3, 10, 5]

ppid = [3, 0, 5, 3]

kill = 5

**Output:** [5,10]

**Explanation:**

3

/ \

1 5

/

10

Kill 5 will also kill 10.

**Note:**

1. The given kill id is guaranteed to be one of the given PIDs.
2. n >= 1.

/// <summary>

/// Leet code #582. Kill Process

///

/// Given n processes, each process has a unique PID (process id) and its

/// PPID (parent process id).

/// Each process only has one parent process, but may have one or more

/// children processes. This is just like a tree structure. Only one

/// process has PPID that is 0, which means this process has no parent

/// process. All the PIDs will be distinct positive integers.

///

/// We use two list of integers to represent a list of processes, where

/// the first list contains PID for each process and the second list

/// contains the corresponding PPID.

///

/// Now given the two lists, and a PID representing a process you want

/// to kill, return a list of PIDs of processes that will be killed in

/// the end. You should assume that when a process is killed,

/// all its children processes will be killed.

/// No order is required for the final answer.

/// Example 1:

/// Input:

/// pid = [1, 3, 10, 5]

/// ppid = [3, 0, 5, 3]

/// kill = 5

/// Output: [5,10]

/// Explanation:

/// 3

/// / \

/// 1 5

/// /

/// 10

/// Kill 5 will also kill 10.

/// Note:

/// 1. The given kill id is guaranteed to be one of the given PIDs.

/// 2. n >= 1.

/// </summary>

vector<int> LeetCode::killProcess(vector<int>& pid, vector<int>& ppid, int kill)

{

unordered\_map<int, set<int>> process\_map;

queue<int> process\_queue;

vector<int> result;

for (size\_t i = 0; i < pid.size(); i++)

{

process\_map[ppid[i]].insert(pid[i]);

}

process\_queue.push(kill);

while (!process\_queue.empty())

{

int process\_id = process\_queue.front();

process\_queue.pop();

result.push\_back(process\_id);

for (int p : process\_map[process\_id])

{

process\_queue.push(p);

}

}

return result;

}

## 802. Find Eventual Safe States

Medium
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In a directed graph, we start at some node and every turn, walk along a directed edge of the graph.  If we reach a node that is terminal (that is, it has no outgoing directed edges), we stop.

Now, say our starting node is *eventually safe*if and only if we must eventually walk to a terminal node.  More specifically, there exists a natural number Kso that for any choice of where to walk, we must have stopped at a terminal node in less than K steps.

Which nodes are eventually safe?  Return them as an array in sorted order.

The directed graph has N nodes with labels 0, 1, ..., N-1, where N is the length of graph.  The graph is given in the following form: graph[i] is a list of labels j such that (i, j) is a directed edge of the graph.

**Example:**

**Input:** graph = [[1,2],[2,3],[5],[0],[5],[],[]]

**Output:** [2,4,5,6]

Here is a diagram of the above graph.
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**Note:**

* graph will have length at most 10000.
* The number of edges in the graph will not exceed 32000.
* Each graph[i] will be a sorted list of different integers, chosen within the range [0, graph.length - 1].

/// <summary>

/// Leet code #802. Find Eventual Safe States

///

/// In a directed graph, we start at some node and every turn, walk along

/// a directed edge of the graph. If we reach a node that is terminal

/// (that is, it has no outgoing directed edges), we stop.

///

/// Now, say our starting node is eventually safe if and only if we must

/// eventually walk to a terminal node. More specifically, there exists a

/// natural number K so that for any choice of where to walk, we must have

/// stopped at a terminal node in less than K steps.

///

/// Which nodes are eventually safe? Return them as an array in sorted

/// order.

///

/// The directed graph has N nodes with labels 0, 1, ..., N-1, where N is

/// the length of graph. The graph is given in the following form:

/// graph[i] is a list of labels j such that (i, j) is a directed edge of

/// the graph.

///

/// Example:

/// Input: graph = [[1,2],[2,3],[5],[0],[5],[],[]]

/// Output: [2,4,5,6]

/// Here is a diagram of the above graph.

///

/// Illustration of graph

///

/// Note:

///

/// 1. graph will have length at most 10000.

/// 3. The number of edges in the graph will not exceed 32000.

/// 3. Each graph[i] will be a sorted list of different integers, chosen

/// within the range [0, graph.length - 1].

/// </summary>

vector<int> LeetCode::eventualSafeNodes(vector<vector<int>>& graph)

{

unordered\_map<int, unordered\_set<int>> next\_map;

unordered\_map<int, unordered\_set<int>> prev\_map;

vector<int> result;

queue<int> search;

for (size\_t i = 0; i < graph.size(); i++)

{

for (size\_t j = 0; j < graph[i].size(); j++)

{

next\_map[i].insert(graph[i][j]);

prev\_map[graph[i][j]].insert(i);

}

if (graph[i].empty()) search.push(i);

}

while (!search.empty())

{

int front = search.front();

search.pop();

result.push\_back(front);

for (int prev : prev\_map[front])

{

next\_map[prev].erase(front);

if (next\_map[prev].empty()) search.push(prev);

}

prev\_map.erase(front);

}

sort(result.begin(), result.end());

return result;

}

## 851. Loud and Rich

Medium

In a group of N people (labelled 0, 1, 2, ..., N-1), each person has different amounts of money, and different levels of quietness.

For convenience, we'll call the person with label x, simply "person x".

We'll say that richer[i] = [x, y] if person x definitely has more money than person y.  Note that richer may only be a subset of valid observations.

Also, we'll say quiet[x] = q if person x has quietness q.

Now, return answer, where answer[x] = y if y is the least quiet person (that is, the person y with the smallest value of quiet[y]), among all people who definitely have equal to or more money than person x.

**Example 1:**

**Input:** richer = [[1,0],[2,1],[3,1],[3,7],[4,3],[5,3],[6,3]], quiet = [3,2,5,4,6,1,7,0]

**Output:** [5,5,2,5,4,5,6,7]

**Explanation:**

answer[0] = 5.

Person 5 has more money than 3, which has more money than 1, which has more money than 0.

The only person who is quieter (has lower quiet[x]) is person 7, but

it isn't clear if they have more money than person 0.

answer[7] = 7.

Among all people that definitely have equal to or more money than person 7

(which could be persons 3, 4, 5, 6, or 7), the person who is the quietest (has lower quiet[x])

is person 7.

The other answers can be filled out with similar reasoning.

**Note:**

1. 1 <= quiet.length = N <= 500
2. 0 <= quiet[i] < N, all quiet[i] are different.
3. 0 <= richer.length <= N \* (N-1) / 2
4. 0 <= richer[i][j] < N
5. richer[i][0] != richer[i][1]
6. richer[i]'s are all different.
7. The observations in richer are all logically consistent.

/// <summary>

/// Leet code #851. Loud and Rich

///

/// In a group of N people (labelled 0, 1, 2, ..., N-1), each person has

/// different amounts of money, and different levels of quietness.

///

/// For convenience, we'll call the person with label x, simply "person x".

///

/// We'll say that richer[i] = [x, y] if person x definitely has more money

/// than person y. Note that richer may only be a subset of valid

/// observations.

///

/// Also, we'll say quiet[x] = q if person x has quietness q.

///

/// Now, return answer, where answer[x] = y if y is the least quiet person

/// (that is, the person y with the smallest value of quiet[y]), among all

/// people who definitely have equal to or more money than person x.

///

/// Example 1:

///

/// Input: richer = [[1,0],[2,1],[3,1],[3,7],[4,3],[5,3],[6,3]],

/// quiet = [3,2,5,4,6,1,7,0]

/// Output: [5,5,2,5,4,5,6,7]

/// Explanation:

/// answer[0] = 5.

/// Person 5 has more money than 3, which has more money than 1, which has

/// more money than 0.

/// The only person who is quieter (has lower quiet[x]) is person 7, but

/// it isn't clear if they have more money than person 0.

///

/// answer[7] = 7.

/// Among all people that definitely have equal to or more money than person 7

/// (which could be persons 3, 4, 5, 6, or 7), the person who is the quietest

/// (has lower quiet[x]) is person 7.

///

/// The other answers can be filled out with similar reasoning.

/// Note:

///

/// 1. 1 <= quiet.length = N <= 500

/// 2. 0 <= quiet[i] < N, all quiet[i] are different.

/// 3. 0 <= richer.length <= N \* (N-1) / 2

/// 4. 0 <= richer[i][j] < N

/// 5. richer[i][0] != richer[i][1]

/// 6. richer[i]'s are all different.

/// 7. The observations in richer are all logically consistent.

/// </summary>

vector<int> LeetCode::loudAndRich(vector<vector<int>>& richer, vector<int>& quiet)

{

vector<int> result(quiet.size());

for (size\_t i = 0; i < result.size(); i++) result[i] = i;

vector<unordered\_set<int>> relation\_map(quiet.size());

vector<int> count\_map(quiet.size());

for (size\_t i = 0; i < richer.size(); i++)

{

relation\_map[richer[i][0]].insert(richer[i][1]);

count\_map[richer[i][1]]++;

}

queue<int> search;

for (size\_t i = 0; i < count\_map.size(); i++)

{

if (count\_map[i] == 0) search.push(i);

}

while (!search.empty())

{

int person = search.front();

search.pop();

if (quiet[person] < quiet[result[person]])

{

result[person] = person;

}

for (auto next : relation\_map[person])

{

if (quiet[result[person]] < quiet[result[next]])

{

result[next] = result[person];

}

count\_map[next]--;

if (count\_map[next] == 0) search.push(next);

}

}

return result;

}

## 1136. Parallel Courses

Hard

There are N courses, labelled from 1 to N.

We are given relations[i] = [X, Y], representing a prerequisite relationship between course X and course Y: course X has to be studied before course Y.

In one semester you can study any number of courses as long as you have studied all the prerequisites for the course you are studying.

Return the minimum number of semesters needed to study all courses.  If there is no way to study all the courses, return -1.

**Example 1:**
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**Input:** N = 3, relations = [[1,3],[2,3]]

**Output:** 2

**Explanation:**

In the first semester, courses 1 and 2 are studied. In the second semester, course 3 is studied.

**Example 2:**

**![](data:image/png;base64,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)**

**Input:** N = 3, relations = [[1,2],[2,3],[3,1]]

**Output:** -1

**Explanation:**

No course can be studied because they depend on each other.

**Note:**

1. 1 <= N <= 5000
2. 1 <= relations.length <= 5000
3. relations[i][0] != relations[i][1]
4. There are no repeated relations in the input.

/// <summary>

/// Leet code #1136. Parallel Courses

///

/// There are N courses, labelled from 1 to N.

///

/// We are given relations[i] = [X, Y], representing a prerequisite

/// relationship between course X and course Y: course X has to be

/// studied before course Y.

///

/// In one semester you can study any number of courses as long as

/// you have studied all the prerequisites for the course you are

/// studying.

///

/// Return the minimum number of semesters needed to study all

/// courses. If there is no way to study all the courses, return -1.

///

/// Example 1:

/// Input: N = 3, relations = [[1,3],[2,3]]

/// Output: 2

/// Explanation:

/// In the first semester, courses 1 and 2 are studied. In the second

/// semester, course 3 is studied.

///

/// Example 2:

/// Input: N = 3, relations = [[1,2],[2,3],[3,1]]

/// Output: -1

/// Explanation:

/// No course can be studied because they depend on each other.

///

/// Note:

/// 1. 1 <= N <= 5000

/// 2. 1 <= relations.length <= 5000

/// 3. relations[i][0] != relations[i][1]

/// 4. There are no repeated relations in the input.

/// </summary>

int LeetCode::minimumSemesters(int N, vector<vector<int>>& relations)

{

vector<int> degree(N);

vector<vector<int>> dependency(N);

for (size\_t i = 0; i < relations.size(); i++)

{

int x = relations[i][0] - 1;

int y = relations[i][1] - 1;

degree[y]++;

dependency[x].push\_back(y);

}

queue<int> search;

int result = 0;

for (size\_t i = 0; i < degree.size(); i++)

{

if (degree[i] == 0) search.push(i);

}

int count = 0;

while (!search.empty())

{

size\_t size = search.size();

for (size\_t i = 0; i < size; i++)

{

int course = search.front();

search.pop();

count++;

for (size\_t j = 0; j < dependency[course].size(); j++)

{

int next = dependency[course][j];

degree[next]--;

if (degree[next] == 0) search.push(next);

}

}

result++;

}

if (count == N) return result;

else return -1;

}