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# 亮点

1．亮点：windowSoftInputMode

<activity android:name=*".app.CustomTitle"*

android:label=*"@string/activity\_custom\_title"*

android:windowSoftInputMode=*"stateVisible|adjustPan"*>

2．亮点：listView 过滤文字

AbsListView.setTextFilterEnabled(true);

这个方法的作用是用来过滤选项的.

例如在软键盘上打出一个a,则会过滤掉除了a开头的所有选项.

# 功能点

1.功能：自定义 titleBar

requestWindowFeature(Window.***FEATURE\_CUSTOM\_TITLE***);

setContentView(R.layout.***custom\_title***);

getWindow().setFeatureInt(Window.***FEATURE\_CUSTOM\_TITLE***, R.layout.***custom\_title\_1***);

**final** TextView leftText = (TextView) findViewById(R.id.***left\_text***);

2.功能：监听apk安装卸载，获取安装卸载apk包名和uid  
注册广播 <receiverandroid:name=*"com.cs.cspermission.InstallApkReceiver"* >

<intent-filter>

<action android:name=*"android.intent.action.PACKAGE\_ADDED"* />

<action android:name=*"android.intent.action.PACKAGE\_REMOVED"* />

<data android:scheme=*"package"* />

</intent-filter>

</receiver>

获取apk uid 和 packageName

**if**(Intent.***ACTION\_PACKAGE\_ADDED***.equalsIgnoreCase(intent.getAction())){

Uri uri = **null**;

uri = intent.getData();

**int** uid = intent.getIntExtra(Intent.***EXTRA\_UID***, -4);

String packageName = uri.getEncodedSchemeSpecificPart();

……

……

3.功能：在values string中定义 数组，代码中使用

<string-array name=*"dialog\_title\_time"*>

<item>今日</item>

<item>本月</item>

</string-array>

**New** ArrayList<String>(Arrays.*asList*(

getResources().getStringArray(R.array.***dialog\_title\_time***)))

4.功能：一段文字中包含电话等url高亮显示并可点击触发事件(打电话，调起浏览器)

**if** (text **instanceof** Spannable) {

**int** end = text.length();

Spannable sp = (Spannable) mTextInfo.getText();

URLSpan[] urls = sp.getSpans(0, end, URLSpan.**class**);

SpannableStringBuilder style = **new** SpannableStringBuilder(text);

style.clearSpans();// should clear old spans

**for** (URLSpan url : urls) {

MyURLSpan myURLSpan = **new** MyURLSpan(url.getURL());

style.setSpan(myURLSpan, sp.getSpanStart(url), sp.getSpanEnd(url), Spannable.***SPAN\_EXCLUSIVE\_INCLUSIVE***);

}

mTextInfo.setText(style);

}

5.功能：文件 IO

1. FileOutputStream outStream = **this**.openFileOutput("itcast.txt", Context.MODE\_PRIVATE);
2. outStream.write("要写入的数据".getBytes());
3. outStream.close();

第一个参数：指定文件名称，不能包含路径分隔符“/” ，如果文件不存在，Android 自动创建它。保存在/data/data/<package name>/files目录中，如： /data/data/cn.itcast.action/files/ceshi.txt

# 注意点

1. setEnable 会使点击事件失效
2. singleTask 会将在其上面栈的Activity 挤掉，普通模式 直接新建一个singleTop和standard模式，都会将intent发送新的实例（后两种模式不发送到新的实例，如果已经有了的话）。不过，singleTop要求如果创建intent的时候栈顶已经有要创建的Activity的实例，则将intent发送给该实例，而不发送给新的实例。
3. 在 startActivityForResult 如果设置 为 singleInstance 将 无法 返回
4. 这两个LaunchMode标识只能用在startActivity()的方法中，而不能使用在startActivityForResult方法中。因为从Task的角度看，Android认为不同Task之间的Activity是不能传递数据的。所以也不会有有用的result返回。
5. 一个 edittext 在没有初始化之前 传递给一个函数，如果再初始化 edittext ，那么函数中的edittext 将不会被初始化。若是 先初始化 再传给 函数，那么函数中的修改同样作用于之前的edittext，即他们此时 是同一个edittext

android.intent.action.MAIN： Start as a main entry point, does not expect to receive data.

Input: nothing

Output: nothing

作为一个主入口，没有输入值也没有输出值

android.intent.category.LAUNCHER 表示为一个桌面入口，作为桌面入口必须有android.intent.action.MAIN 的Action

1. android 资源文件位置例如D:\android-sdk-windows\platforms\android-4\data\res\layout

# 大点

fragment：

1. 使用方式，xml中定义 FrameLayout，调用FragmentTransaction replace方法

<FrameLayout

android:id=*"@+id/frameDetail"*

android:layout\_width=*"match\_parent"*

android:layout\_height=*"match\_parent"* >

</FrameLayout>

**private** **void** setFragment() {

FragmentManager fmg = getFragmentManager();

FragmentTransaction ftc = fmg.beginTransaction();

mFragDetail = **new** FragmentDetail(mCurrentTime, mCurrentFrom);

ftc.replace(R.id.***frameDetail***, mFragDetail);

ftc.commit();

}