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In this assignment, you will create **heap storage management functions** based on using reference counts and understanding metadata. You will write functions which manage free memory lists and the reference counts for user data nodes:

* When a node is created, it sets the count to 1 (this is like a variable referencing data causing the count to be 1).
* A node (i.e., *from node*) can be associated with another node (i.e., *to node*) by changing a pointer attribute in the *from* node. This will cause the *to node* to have its reference count increased. If the *from* *node* was already referencing another node via that particular pointer attribute, that original referenced node should have its reference count decreased. If the new *to* *node* value is NULL, don't attempt to increase its reference count.
* We can also add references to nodes similar to a node having another variable referencing it.

Your code must be able to understand the metadata for any nodes. If you hard-code your program to only handle the two referenced node types, you will lose at least 80% of the points. To better understand the metadata, please examine the sample partial output below.

It is likely that a question on the midterm exam will be easier if you do this programming assignment. Total points: 50 (for this assignment) + (apprx) 20 \* 3 = (apprx) 110 pts

To help reduce the code that you have to write and reduce debugging difficulty, I have provided a **driver program** which has many capabilities. Initially, it will set up metadata and the heap. It also has functions to print the metadata, process commands from an input file, print the contents of user nodes, and print the heap. The driver program also provides multiple examples of pointer manipulation.

Files that I provided (located in **/usr/local/courses/clark/cs3723/2018Fa)**:

**cs3723p1Driver.c** - reads the input file, calls your reference count storage management functions, and uses a hash table to store the addresses of allocated memory (so that those can be subsequently associated with other nodes or freed). An important function is the **setData** function which uses metadata to set attributes in a node. The driver also provides functions for printing the heap memory to help with debugging.

**cs3723p1.h** - include file for this program. Some important typedefs:

**MetaAttr** – describes one attribute in a node type: name, type, size in bytes, and offset

**NodeType** – describes one node type: name, beginning subscript in metaAttrM array, total size

**AllocNode** - contains the node's size, allocated/free flag, reference count, node type, and the user's data.

**FreeNode** – used for nodes that have been freed (and not yet reallocated). It contains a pointer to the next free node in a linked list of free nodes.

**StorageManager** - a structure that contains the address of the heap (pBeginStorage), free memory pointer, an array of pointers to free lists (one for each node type), an array of NodeType entries, and an array of MetaAttr entries. It does not have a count of the number of entries in those arrays. Instead, sentinels are used to mark the end of the arrays.

**SMResult** - used by many of the storage management functions to specify whether they executed successfully.

**hashApi.cpp** - C++ code to integrate C with the C++ Hash Table Class (unordered\_map). This supports functions getHash, putHash, eraseAll, and printAll. This is only used by the driver.

**p1Input.txt** - Input text file suitable for the driver. The driver uses **stdin** so redirect input from this file.

**printNode**.o - object code for printing a node.

**makefile** - Please use this makefile to create your **p1** executable. Note that you should not use the hen servers. The makefile uses **g++** instead of gcc. To build the executable (with it automatically building the other pieces), type  
 **make p1**

In C, **malloc**() returns a pointer to *user data* and we pass **free**() a pointer to *user data.* As you know from lecture, **malloc**() actually allocated more bytes than you requested, including an attribute for the total size. The following diagram shows that our allocated nodes(for this assignment) contain an allocated size,allocated/free flag (cAF), reference count, and node type:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASMAAAB/CAIAAAAreTNCAAAAAXNSR0IArs4c6QAADBdJREFUeF7tXbFuE0sUfXmioKRECCFIUkBJQxEBQikSfwAFoYImUlyjpAAJijREFFQJoiFVnCISbRKhFLEVJCoKJJrYIIQCn4BEwTvvHelqn7NOdu3xzHj2TGHN7s7MvffcOXNnZsf22J8/f/5SEgJCYMgI/D3k9tW8EBAC/yIgpqkfCAEfCIhpPlCWDCEgpqkPCAEfCIhpPlCWDCEgpqkPCAEfCJRmWqvVqtfrUG1yctKHgpIhBJJAoBDTwK6xsbFOp5OEyTJCCARAIIdptVoN8QrUYuxC2tjYWFhY2NraOq7g5uYmSiKtrKzgqV0iE8AaiRQC0SKAMyJdaWJiot1u46ZlZmdncQeXuNlsNsE6PrVPK8ybSkJACHQhkD97HB8fx9AwMzPDMDU9PY07CHSYRmaHDMwnWcYKa/EW7ZAqxcIikM80Lsl2d3fxub6+vrS0hPnhzs4OppFd6rIMC4ONKBPWHkkXAnEikM80RCpQa35+/ujoCHpbHFxbW8uaAWqhDNdpy8vLeNRoNHipdVqc/pZWoRAYO36WHzPAw8PDUApJrhBIEoFCu/xJWi6jhIBPBHJimk/xkiUEKoKAYlpFHC0zAyMgpgV2gMRXBAExrSKOlpmBERDTAjtA4iuCQGmmPXv2rCLQyEwh4BCB0nuPeCutn9Ny6AA1VREESse0iuAiM4WAWwTENLd4qjUhkI+AmKaeIQR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoSAmKY+IAR8ICCm+UBZMoRAUabhPzEe/pcAGTOfPn0SfEJACBREoMQPXV2/fv3jx49sF/9H8/nz5zNnzhQUo2JCoOIIFI1pgOnp06cG1uPHj0WzincdmV8KgRIxDe0yrCmglYJYhYXAvwiU+ufvt2/fBkEtVPwMIrc6QoP0pWELvXr1ai6nysU0aInfMP79+7fn3hDqh5ODyK2O0GF3+iDt93JfiXWa6e2ZZkHwklAh4BaBfpjmVgO1JgSqgICYVgUvy8bwCAyLadifhHH1er3VaoW3UhoIgdAIuGQa2LWyshLQos3NTaxHqQAYjjxTp9PxqRVw8C/UDIThGOB82itZRRBwxjQ4eGZm5vXr17lS2eMZ6JB4WavViqh4Qhl0qSyX1tfXFxYWwDdWQZ77rePj4wMKylY/lcMw07lQWGroaabg0JvemnLGtI2NjUePHqE3HJ8uomc0m010vvn5eQQ9pEajgcvt7e1B7ESkQjIuIQ9G3b9/H3xjs2tra+ThIFJy65LDsOLFixcogCHDBAGBnZ0dY4VD0WjTBhE2y+BpBvLywYMHfJrVyqEaaqo/BJwxbXd3Fx0dbgblulQBB27evImbU1NT+Pz69euNGzf6Uzdb6+joaHp62u5sbW3dvn0bgnAYmtNFi2mDy+rVwuXLlzGyQA0QD6MJBhHgMDs7Cx2cC33yX7JmIWt5eZmEx1gGEmIgwyVuokyXVs6VUYNlEXDDNLi53W5jQJ2bm0MkOa4EA93BwcGlS5eQ+fDhQ1lFc8vv7e3ZfUxcIR06QBOwzkn7vRphtETwXFxc/P79+9LSEi5v3bqFQWSocsEiW4PZgMVh69u3b8T24sWL+PSp1VBNTqZxN0zDWIv+zYlcdqVEmFZXV9EL0RdBjHv37uGSlBhwnYbwhSjK6RMGeKwSqQA06bVcdOU2RkuGDnw+f/6comGaKxG57QA9zpn5lAMWPhFaQTOQjRzjU29aDdXkdBovde6R3atslcHLBxHay1jMEsk0UHpiYgIZTBfZITCRw01cDmJyrrGQyLUu2kcB5imUOiAhg0tIp3pZrU7VxyfCZgvHZdpSPBn3cnHG+MJdgFCpF5KlaePTJQZWEKGVGlZ8InycaSAb+YOM5RmTQSckG004oLBjoB02xbools2Db7xvy3U/3OuFpJvZow0zygiBPhDALhpXH1gRcJsHyRbhWJvk7jBhro79J1RhechFnjEN29qYafO+57epvcwX0/roGKriGAFwBpGKr0ZAKq698bKEJLlw4cIJ8lCmqzwL22tPtONY3b6aE9P6gk2VBkAA+zf2KghBiURC8MFbCr4wtGneyUcOuA2GfWau9GxdStUsTnL5Gj6Vnbz2moZm2ylSppRc5w0WlB5EbhWEWu/n7oWRBHlba9luk21r2yyRtOGOSLY8SvISazNbp2XXeAX9PkixXu7r55ugnBNnEyK4bXwNePIjd+zB9OC4UA+jVBC51RHqwYP+RfRyn5vZo0Vw0owTbs6eeVYIgZ75NI72mzldx6OK+BVvEcuu0U1cShgWwSqlMm6YhmNWeDfddZCfkR1xHHhhH4kRmWeFRjqBXWbO/v4+bLGDzhxH7NAjM3b+EBUBERboiP+lvvSAkyiAzt4U4agNGc4GIZ0iKM52CHSiP6pu5oZp3GnNdjIaiWOQ2FaC79G9OB4P40CgZ0DBLjt/COvILpiPRYKd7s2qBNvxCImnt7C6QB6ZvtW+e/cuT1FDE+SJMxTA9gC4h0PPXNiQdX1LUUW3CLhhGnVC78Gwat7FQIudJT6y1/kJMK3LATj9hJPNuImNstwj/IhgeITkynbbkeOpbojmWUeqwTUzBjUczsQhbLfdRa31jYAbptkEiV2K/uY0ies0nHZnTEtgSoMObXNgmsM5pA0xPDA11HgCPCEa2+J0PM86Ug0k26zjVyiUokCg7IYmlC5bZfDyQYRyAparPBefSF2b1OzifIpRhpE8ey6Ryy2rmNt4L6HZE30ks4mzjV9OYq1jFUc+FMLFNRyVkr2QLL17Xqk96JiNxUyV01EEN3z/dcDwFcTSKEKNayWGu8vvWlu1dwoC/N6nYBohBBTTTnJWkJG+OkJHiCfFVVVMK46VSgoB9wi42Xt0r5daFAKJIVB2Swd/peEfgVD/BBBEbnWE+u9IHiQ6+68ZD7pKhGcEfv36de3atffv358/f96z6OqI0+yxOr7uaemrV6/wS1t80ac0JARK7z0OSQ81GwoBBLQrV678/Pnz7NmzP378OHfuXChN0parmJa2f0+3DgENNEM5UO7ly5enV1CJvhBQTOsLtlQqWUCjQQhoX758UVgbhnvFtGGgOjJt4mjyu3fvoO7Dhw/fvHmDzJ07d/A7HyNjwOgoKqaNjq+GqWmQgynDNCi6trVOi84lUihJBMS0JN0qo6JDQEyLziVSKEkExLQk3SqjokNATIvOJVIoSQTEtCTdKqOiQ0BMi84lUihJBMS0JN0qo6JDQEyLziVSKEkExLQk3SqjokNATIvOJVIoSQTEtCTdKqOiQ0BMi84lUihJBMS0JN0qo6JDQEyLziVSKEkExLQk3SqjokNATIvOJVIoSQTEtCTdKqOiQ0BMi84lUihJBMS0JN0qo6JDQEyLziVBFMKPzwWRWx2h+m2s6vhaloZEQDEtJPqSXR0ExLTq+FqWhkRATAuJvmRXBwExrTq+lqUhERDTQqIv2dVBQExL0Ne1Wq3T6dCwbP5kUzc3N/Hr/EzIHy9cvKkEMR3YJDFtYAgjaAAcmJycBEPq9XquOsYiMNDypBPr4hN5/C0o//d8bm6u1WqtrKyQeMgg7ezsTExMIAMpJxAyAjxiVEFMi9ErZXU6PDzc3d0FQ/Bp0SzbyPr6Oik0Pj5ueWRQhnW3t7ez5RuNxsHBweLiImvt7e0hPzs72263kVldXcVN5Pf398uqWtnyYloirgeFYMnMzEyuPeAGohADF0ITIxIyLMy6x5NFP7Ax+5SxDvEtl9WJAOraDDHNNaKB2mOnR3Qic7a2tqgI6IRLJAY0zAnBEEYqpF7KPnnyZGpqyqJfVzGEOMa0QLaOplgDXZnRRQDkQUIHtIWWdcZmswm7+JQcw8yQTzEb5CMabvfxCHncQWvZkrzEo4WFBbbGFpSKIKBzj6M5QP5fa2xpdE3wUrAqLRs0e0zLn7ImVgQU02L1jPRKCwHFtLT8KWtiRUBMi9Uz0istBMS0tPwpa2JFQEyL1TPSKy0ExLS0/ClrYkVATIvVM9IrLQT+AeiryRUoiv9wAAAAAElFTkSuQmCC)

When integrating with a **user** of the storage management functions, the storage management software uses pUserData (a pointer to the user data). The function **userAllocate** allocates a node, but returns a pointer to the user data portion of the node. Similarly, the other user integration functions (names begin with "user") are passed pointers to user data instead of a pointer to the beginning of the allocated node.

**You will need to code** the following functions; however, due to modularity concerns, you may want to create extra functions. Your code should be placed in cs3723p1.c.

void \* **userAllocate**(StorageManager \*pMgr, short shUserDataSize, short shNodeType

, char sbUserData[], SMResult \*psmResult)

* Purpose: allocates an AllocNode from our heap, copies the binary sbUserData into that node, and returns a pointer to the user data portion of the node.
* It is passed:
  + pMgr – a pointer to the StorageManager structure. (See cs3723p1.h for more information.)
  + shUserDataSize – the size of the user data. This does not include the four storage management prefix attributes. The size of the allocated node will actually be this plus at least the pMgr->shPrefixSize.
  + shNodeType – this is a subscript into the storage manager's nodeTypeM array.
  + sbUserData – this is storage buffer containing the actual user data which needs to be placed in the allocated node. This data can contain integer and double values; therefore, it is not a zero-terminated string.
  + psmResult – a pointer to a SMResult structure. (See cs3723p1.h for more information.)
* This function first checks to see if there is a node type-specific free node available in pMgr -> pFreeHeadM[shNodeType]. If there is, it is used and the free list is updated. If there is not, it uses the driver-provided **utilAllocate** to allocate memory from the top of the heap. Note that your code will **not** use malloc().
* Initializes an AllocNode:
  + Set its reference count to 1.
  + Set its node type.
  + Set its allocated size which is bigger than shUserDataSize.
  + Sets its cAF to indicate that it is allocated.
  + Set its sbData. Why can't you use strcpy for this?
* Sets the psmResult information.
* Returns a pointer (from the user's perspective) to the allocated memory (i.e., a pointer to where the user data is in the node). This is not the address of the AllocNode! (See the diagram.) If memory was not allocated, it should return NULL.

void **userRemoveRef**(StorageManager \*pMgr, void \*pUserData, SMResult \*psmResult)

* Purpose: removes a reference to the specified data.
* It is passed:
  + pMgr – a pointer to the StorageManager structure. (See cs3723p1.h for more information.)
  + pUserData – a pointer to the user data within an allocated node.
  + psmResult – a pointer to a SMResult structure. (See cs3723p1.h for more information.)
* Decrements the reference count for the corresponding AllocNode.
* If the **reference count reaches zero**, it must "free" the AllocNode:
  + If the user node type references pointers, decrement the ref count on any directly referenced user data nodes*. (*This will be a recursive call to userRemoveRef.*)*
  + Frees the AllocNode which reached a ref count of 0 by calling **memFree**. Note that memFree keeps the "freed" node around . It does not do a C free().

void **userAssoc**(StorageManager \*pMgr, void \*pUserDataFrom, char szAttrName[]

, void \*pUserDataTo, SMResult \*psmResult)

* Purpose: logically, it is setting a pointer in a user node to point to another node (or NULL) and correspondingly updating reference counts.
* It is passed:
  + pMgr – a pointer to the StorageManager structure. (See cs3723p1.h for more information.)
  + pUserDataFrom – a user data pointer to the *from node* which contains the pointer attribute. This is the *from node.*
  + szAttrName – the name of the attribute which is used to determine where the pointer is located within the *from node.*
  + pUserDataTo – a user data pointer to the *to node.*
  + psmResult – a pointer to a SMResult structure. (See cs3723p1.h for more information.)
* The referenced attribute must be a pointer. If not, set psmResult->rc to RC\_ASSOC\_ATTR\_NOT\_PTR.
* If that specified pointer attribute in the *from node* is already referencing something, that referenced user data node needs to have its reference count decremented (how should you do that? could it reach 0?)
* Unless it is NULL, the new referenced user data node needs to have its ref count increased.
* Change the user pointer in the specified user data node to point to the new referenced user data node or NULL (if that was specified).
* Set the psmResult information.

void **userAddRef**(StorageManager \*pMgr, void \*pUserDataTo, SMResult \*psmResult)

* Purpose: logically, it is adding a reference to the specified *to node.*  This is similar to adding a variable's reference to the *to node*.
* It is passed:
  + pMgr – a pointer to the StorageManager structure. (See cs3723p1.h for more information.)
  + pUserDataTo – a user data pointer to the *to node.*
  + psmResult – a pointer to a SMResult structure. (See cs3723p1.h for more information.)
* Increase the reference count for the *to node* by one.

void **memFree**(StorageManager \*pMgr, AllocNode \*pAlloc, SMResult \*psmResult)

* Purpose: This is adding the specified allocated node to the free list for that node's node type.
* It is passed:
  + pMgr – a pointer to the StorageManager structure. (See cs3723p1.h for more information.)
  + pAlloc – a pointer to an allocated node. This is NOT a user data pointer.
  + psmResult – a pointer to a SMResult structure. (See cs3723p1.h for more information.)
* Verify that the node is in fact an allocated node. If not return an error via psmResult.
* Add this node to the **front** of the free list for this node's node type.

**Notes**:

1. In this program, **your code** **must** **not** use **malloc**(), **calloc**() or **free**().
2. To help understand how to use the metadata, examine the driver's **setData** function.
3. Your code must follow my **programming standards**.
4. You must make certain your code works on a fox server and can be compiled by the specified makefile.
5. To simplify grading, please include turn in a zip file (named LastnameFirstname.zip). It should contain:
   * cs3723p1.c – your C source code
   * p1Output.txt – your output
6. For Microsoft Visual Studio Users:

* If you need a wider Console Window:
  + Once the console window displays (you may want a break point in your code so that it doesn't disappear), click the top left corner of the console window.
  + Properties
  + Layout
  + Change the Screen Buffer Size to 120
  + Change the Window Size to 120
* Unfortunately, you will have to create your own printNode.

1. Make certain your code runs correctly on a **fox** server.
2. Via BlackBoard, turn in a zip file (named *LastnameFirstname*.zip) which contains:

* Your **cs3723p1.c** source file
* Your output named **p1Output.txt**

**Sample Partial Output:**

Metadata

Node Type Beg Attr Sub Total Sz

Customer 0 56

Attribute Name Type Offset Size

customerId S 0 12

name S 12 20

pFirstItem P 32 8

pNextCust P 40 8

balance D 48 8

LineItem 5 32

Attribute Name Type Offset Size

productId S 0 10

iQtyReq I 12 4

dCost D 16 8

pNextItem P 24 8

>>> ALLOC C111 Customer 111,Sal A Mander,NULL,NULL,100.00

>>> PRTNODE C111

Alloc Address Size NodeType RefCnt DataAddress

0x1def070 64 0 1 0x1def078

Attr Name Type Value

customerId S 111

name S Sal A Mander

pFirstItem P (nil)

pNextCust P (nil)

balance D 100.000000

>>> ALLOC C222 Customer 222,Barb Wire,NULL,NULL,200.00

>>> PRTNODE C222

Alloc Address Size NodeType RefCnt DataAddress

0x1def0b0 64 0 1 0x1def0b8

Attr Name Type Value

customerId S 222

name S Barb Wire

pFirstItem P (nil)

pNextCust P (nil)

balance D 200.000000

>>> ALLOC PPF001 LineItem PPF001,5,9.95,NULL

>>> PRTNODE PPF001

Alloc Address Size NodeType RefCnt DataAddress

0x1def0f0 40 1 1 0x1def0f8

Attr Name Type Value

productId S PPF001

iQtyReq I 5

dCost D 9.950000

pNextItem P (nil)

\*

\* #1 associate customer 111 with a next pointing to 222

\*

>>> ASSOC C111 pNextCust C222

\* customer 111's ref cnt should still be 1, but its pNextCust should point to 222

>>> PRTNODE C111

Alloc Address Size NodeType RefCnt DataAddress

0x1def070 64 0 1 0x1def078

Attr Name Type Value

customerId S 111

name S Sal A Mander

pFirstItem P (nil)

pNextCust P 0x1def0b8

balance D 100.000000

\* customer 222's ref cnt should now be 2

>>> PRTNODE C222

Alloc Address Size NodeType RefCnt DataAddress

0x1def0b0 64 0 2 0x1def0b8

Attr Name Type Value

customerId S 222

name S Barb Wire

pFirstItem P (nil)

pNextCust P (nil)

balance D 200.000000

\*

\* associate customer 111 to PPF001

\*

>>> ASSOC C111 pFirstItem PPF001

>>> PRTNODE C111

Alloc Address Size NodeType RefCnt DataAddress

0x1def070 64 0 1 0x1def078

Attr Name Type Value

customerId S 111

name S Sal A Mander

pFirstItem P 0x1def0f8

pNextCust P 0x1def0b8

balance D 100.000000

\* associate customer 222 to 333

>>> ALLOC C333 Customer 333,Misty Wind,NULL,NULL,70.00

>>> ASSOC C222 pNextCust C333

\*

\* #2 111 should point to 222 which points to 333

\* 111 should also point to PPF001

\*

>>> PRTALL

PPF001:0x1def0f8

Alloc Address Size NodeType RefCnt DataAddress

0x1def0f0 40 1 2 0x1def0f8

Attr Name Type Value

productId S PPF001

iQtyReq I 5

dCost D 9.950000

pNextItem P (nil)

C333:0x1def120

Alloc Address Size NodeType RefCnt DataAddress

0x1def118 64 0 2 0x1def120

Attr Name Type Value

customerId S 333

name S Misty Wind

pFirstItem P (nil)

pNextCust P (nil)

balance D 70.000000

C222:0x1def0b8

Alloc Address Size NodeType RefCnt DataAddress

0x1def0b0 64 0 2 0x1def0b8

Attr Name Type Value

customerId S 222

name S Barb Wire

pFirstItem P (nil)

pNextCust P 0x1def120

balance D 200.000000

C111:0x1def078

Alloc Address Size NodeType RefCnt DataAddress

0x1def070 64 0 1 0x1def078

Attr Name Type Value

customerId S 111

name S Sal A Mander

pFirstItem P 0x1def0f8

pNextCust P 0x1def0b8

balance D 100.000000

\* add another customer

>>> ALLOC C444 Customer 444,Emory Board,NULL,NULL,44.44

>>> ADDREF PC444 C444

\* #3 Customer 444 should have a ref count of 2

>>> PRTNODE C444

Alloc Address Size NodeType RefCnt DataAddress

0x1def158 64 0 2 0x1def160

Attr Name Type Value

customerId S 444

name S Emory Board

pFirstItem P (nil)

pNextCust P (nil)

balance D 44.440000