HW12

Answers are in **black** or red text.

auto <- read.table("auto-data.txt", header=FALSE, na.strings = "?", stringsAsFactors = F)  
names(auto) <- c("mpg", "cylinders", "displacement", "horsepower", "weight",  
"acceleration", "model\_year", "origin", "car\_name")  
cars\_log <- with(auto, data.frame(log(mpg), log(cylinders), log(displacement), log(horsepower), log(weight), log(acceleration), model\_year, origin))

**Question 1)** Let’s visualize how acceleration is related to mpg:

**a).** Let’s visualize how weight might moderate the relationship between acceleration and mpg:

1. Create two subsets of your data, one for light weight cars (less than mean weight) and one for heavy cars (higher than the mean weight) HINT: careful how you compare log weights to mean weight

light\_weight <- subset(cars\_log,log.weight. < log(mean(auto$weight)))  
heavy\_weight <- subset(cars\_log,log.weight. >= log(mean(auto$weight)))

1. Create a single scatter plot of acceleration vs. mpg, with different colors and/or shapes for light versus heavy cars

library(dplyr)

cars\_log <- cars\_log %>% mutate(weight\_level = ifelse(log.weight.>= log(mean(auto$weight)),  
 "heavy", "light"))  
library(ggplot2)  
plt <- ggplot(data = cars\_log, aes(x = log.acceleration., y=log.mpg., col = factor(weight\_level)))+  
 geom\_point()+  
 theme(legend.position="bottom", legend.direction="horizontal") +  
 theme(legend.title=element\_blank())  
plt
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1. Draw two slopes of acceleration versus mpg over the scatter plot: one for light cars and one for heavy cars (distinguish their appearance)

plt+geom\_smooth(method = lm,fullrange = TRUE)

![](data:image/png;base64,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)

**b).** Report the full summaries of two separate regressions for light and heavy cars where log.mpg. is dependent on log.weight., log.acceleration., model\_year and origin

heavy\_lm <- lm(data = heavy\_weight, log.mpg.~ log.weight. + log.acceleration. + model\_year + factor(origin))  
light\_lm <- lm(data = light\_weight, log.mpg.~ log.weight. + log.acceleration. + model\_year + factor(origin))  
  
summary(heavy\_lm)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = heavy\_weight)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.36811 -0.06937 0.00607 0.06969 0.43736   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.188679 0.759983 9.459 < 2e-16 \*\*\*  
## log.weight. -0.822352 0.077206 -10.651 < 2e-16 \*\*\*  
## log.acceleration. 0.040140 0.057380 0.700 0.4852   
## model\_year 0.030317 0.003573 8.486 1.14e-14 \*\*\*  
## factor(origin)2 0.091641 0.040392 2.269 0.0246 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1212 on 166 degrees of freedom  
## Multiple R-squared: 0.7179, Adjusted R-squared: 0.7111   
## F-statistic: 105.6 on 4 and 166 DF, p-value: < 2.2e-16

summary(light\_lm)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = light\_weight)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.36464 -0.07181 0.00349 0.06273 0.31339   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.86661 0.52767 13.013 <2e-16 \*\*\*  
## log.weight. -0.83437 0.05662 -14.737 <2e-16 \*\*\*  
## log.acceleration. 0.10956 0.05630 1.946 0.0529 .   
## model\_year 0.03383 0.00198 17.079 <2e-16 \*\*\*  
## factor(origin)2 0.05129 0.01980 2.590 0.0102 \*   
## factor(origin)3 0.02621 0.01846 1.420 0.1571   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1112 on 221 degrees of freedom  
## Multiple R-squared: 0.7292, Adjusted R-squared: 0.7231   
## F-statistic: 119 on 5 and 221 DF, p-value: < 2.2e-16

**c).** (not graded) Using your intuition only: What do you observe about light versus heavy cars so far ?

From the above plot, I think there's no significant diference between **two slopes**. Besides, since *light\_wight* have more data point comparing to *heavy\_weight*, it can reach the significance level eaisier, even though the regression line seemed to fit better on *heavy\_weight* dataset.

**Question 2)** Using our full transformed dataset ( cars\_log ), let’s test whether we have moderation.

**a).** (not graded) Between weight and acceleration, use your intuition and experience to state which variable might be a moderating versus independent variable, in affecting mpg.

I think acceleration might be a moderating versus independent variable, in affecting mpg.

**b).** Let’s use various regression models to test the possible moderation on our full data: (use independent variables log.weight. , log.acceleration. , model\_year and origin )

1. Report a regression without any interaction terms

full\_regr <- lm(log.mpg. ~ log.weight. + log.acceleration. + model\_year + factor(origin),  
 data = cars\_log)  
summary(full\_regr)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.38275 -0.07032 0.00491 0.06470 0.39913   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.431155 0.312248 23.799 < 2e-16 \*\*\*  
## log.weight. -0.876608 0.028697 -30.547 < 2e-16 \*\*\*  
## log.acceleration. 0.051508 0.036652 1.405 0.16072   
## model\_year 0.032734 0.001696 19.306 < 2e-16 \*\*\*  
## factor(origin)2 0.057991 0.017885 3.242 0.00129 \*\*   
## factor(origin)3 0.032333 0.018279 1.769 0.07770 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1156 on 392 degrees of freedom  
## Multiple R-squared: 0.8856, Adjusted R-squared: 0.8841   
## F-statistic: 606.8 on 5 and 392 DF, p-value: < 2.2e-16

1. Report a regression with a raw interaction between weight and acceleration

weight\_acc\_regr <- lm(log.mpg. ~ log.weight. + log.acceleration. + log.weight.\*log.acceleration.,  
 data = cars\_log)  
summary(weight\_acc\_regr)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + log.weight. \*   
## log.acceleration., data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.49728 -0.10145 -0.01102 0.09665 0.56416   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 16.0249 3.6950 4.337 1.84e-05 \*\*\*  
## log.weight. -1.6878 0.4578 -3.687 0.000259 \*\*\*  
## log.acceleration. -1.8252 1.3537 -1.348 0.178351   
## log.weight.:log.acceleration. 0.2529 0.1681 1.505 0.133123   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1613 on 394 degrees of freedom  
## Multiple R-squared: 0.7763, Adjusted R-squared: 0.7746   
## F-statistic: 455.7 on 3 and 394 DF, p-value: < 2.2e-16

1. Report a regression with a mean-centered interaction term

log.weight.mc <- scale(cars\_log$log.weight., center = TRUE, scale = FALSE)  
log.acc.mc <- scale(cars\_log$log.acceleration., center = TRUE, scale = FALSE)  
log.mpg.mc <- scale(cars\_log$log.mpg., center = TRUE, scale = FALSE)  
  
summary(lm(log.mpg.mc~log.acc.mc+log.weight.mc+log.acc.mc\*log.weight.mc))

##   
## Call:  
## lm(formula = log.mpg.mc ~ log.acc.mc + log.weight.mc + log.acc.mc \*   
## log.weight.mc)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.49728 -0.10145 -0.01102 0.09665 0.56416   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.005447 0.008857 0.615 0.538884   
## log.acc.mc 0.187500 0.051862 3.615 0.000339 \*\*\*  
## log.weight.mc -0.997466 0.031930 -31.239 < 2e-16 \*\*\*  
## log.acc.mc:log.weight.mc 0.252948 0.168071 1.505 0.133123   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1613 on 394 degrees of freedom  
## Multiple R-squared: 0.7763, Adjusted R-squared: 0.7746   
## F-statistic: 455.7 on 3 and 394 DF, p-value: < 2.2e-16

1. Report a regression with an orthogonalized interaction term

weight\_x\_acc <- cars\_log$log.weight. \* cars\_log$log.acceleration.  
inter\_regr <- lm(weight\_x\_acc ~ cars\_log$log.weight. + cars\_log$log.acceleration.)  
cor(inter\_regr$residuals, cars\_log$log.weight.)

## [1] 2.468461e-17

cor(inter\_regr$residuals, cars\_log$log.acceleration.)

## [1] -6.804111e-17

summary(lm(data = cars\_log, log.mpg. ~ log.weight. + log.acceleration. + inter\_regr$residuals))

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + inter\_regr$residuals,   
## data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.49728 -0.10145 -0.01102 0.09665 0.56416   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 10.48669 0.33430 31.369 < 2e-16 \*\*\*  
## log.weight. -1.00048 0.03187 -31.395 < 2e-16 \*\*\*  
## log.acceleration. 0.21084 0.04949 4.260 2.56e-05 \*\*\*  
## inter\_regr$residuals 0.25295 0.16807 1.505 0.133   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1613 on 394 degrees of freedom  
## Multiple R-squared: 0.7763, Adjusted R-squared: 0.7746   
## F-statistic: 455.7 on 3 and 394 DF, p-value: < 2.2e-16

**c).** For each of the interaction term strategies above (raw, mean-centered, orthogonalized) what is the correlation between that interaction term and the two variables that you multiplied together?

#raw  
a <- cor(cars\_log$log.weight.\*cars\_log$log.acceleration.,cars\_log$log.weight.)  
b <- cor(cars\_log$log.weight.\*cars\_log$log.acceleration.,cars\_log$log.acceleration.)  
  
#mean-centered  
c <- as.vector(cor(log.acc.mc\*log.weight.mc, log.weight.mc))  
d <- as.vector(cor(log.acc.mc\*log.weight.mc, log.acc.mc))  
  
#orthogonalized  
e <- cor(inter\_regr$residuals, cars\_log$log.weight.)  
f <- cor(inter\_regr$residuals, cars\_log$log.acceleration.)  
  
cor\_mat <- matrix(c(a,b,c,d,e,f),ncol=2,byrow=TRUE)  
rownames(cor\_mat) <- c("raw", "mean-centered", "orthogonalized")  
colnames(cor\_mat) <- c("log.weight.","log.acceleration")  
round(cor\_mat,2)

## log.weight. log.acceleration  
## raw 0.11 0.85  
## mean-centered -0.20 0.35  
## orthogonalized 0.00 0.00

**Question 3)** We saw earlier that the number of cylinders does not seem to directly influence mpg when car weight is also considered. But might cylinders have an indirect relationship with mpg through its weight? (see blue variables in diagram). Let’s check whether weight mediates the relationship between cylinders and mpg, even when other factors are controlled for. Acceleration, model\_year, and origin are kept as control variables (see gray variables in diagram).

**a).** Let’s try out the steps of the Baron & Kenny (1984) method for checking for mediation:

1. Regress log.mpg. over log.cylinders. and all control variables (does cylinders have a significant direct effect on mpg when weight is not considered?)

mpg\_cylinder\_regr <- lm(data = cars\_log, log.mpg.~log.cylinders. + log.acceleration. + model\_year +  
 factor(origin))  
summary(mpg\_cylinder\_regr)

##   
## Call:  
## lm(formula = log.mpg. ~ log.cylinders. + log.acceleration. +   
## model\_year + factor(origin), data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.56929 -0.09826 0.00206 0.10053 0.48033   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.73840 0.24570 7.075 6.91e-12 \*\*\*  
## log.cylinders. -0.68561 0.03849 -17.814 < 2e-16 \*\*\*  
## log.acceleration. 0.02930 0.05192 0.564 0.57283   
## model\_year 0.03127 0.00235 13.307 < 2e-16 \*\*\*  
## factor(origin)2 0.08201 0.02507 3.272 0.00116 \*\*   
## factor(origin)3 0.11537 0.02435 4.738 3.02e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.158 on 392 degrees of freedom  
## Multiple R-squared: 0.7862, Adjusted R-squared: 0.7835   
## F-statistic: 288.4 on 5 and 392 DF, p-value: < 2.2e-16

Yes, it has significant effect on log.mpg. here.

1. Regress log.weight. over log.cylinders. only (does cylinders have a significant direct effect on weight itself)

weight\_cylinder\_regr <- lm(log.weight. ~ log.cylinders., data = cars\_log)  
summary(weight\_cylinder\_regr)

##   
## Call:  
## lm(formula = log.weight. ~ log.cylinders., data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.35473 -0.09076 -0.00147 0.09316 0.40374   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.60365 0.03712 177.92 <2e-16 \*\*\*  
## log.cylinders. 0.82012 0.02213 37.06 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1329 on 396 degrees of freedom  
## Multiple R-squared: 0.7762, Adjusted R-squared: 0.7757   
## F-statistic: 1374 on 1 and 396 DF, p-value: < 2.2e-16

Yes, it has significant effect on log.weight..

1. Regress log.mpg. over log.weight. and all control variables (does weight have a direct effect on mpg?)

mpg\_weight\_regr <- lm(data = cars\_log, log.mpg.~log.weight. + log.acceleration. + model\_year +  
 factor(origin))  
summary(mpg\_weight\_regr)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.38275 -0.07032 0.00491 0.06470 0.39913   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.431155 0.312248 23.799 < 2e-16 \*\*\*  
## log.weight. -0.876608 0.028697 -30.547 < 2e-16 \*\*\*  
## log.acceleration. 0.051508 0.036652 1.405 0.16072   
## model\_year 0.032734 0.001696 19.306 < 2e-16 \*\*\*  
## factor(origin)2 0.057991 0.017885 3.242 0.00129 \*\*   
## factor(origin)3 0.032333 0.018279 1.769 0.07770 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1156 on 392 degrees of freedom  
## Multiple R-squared: 0.8856, Adjusted R-squared: 0.8841   
## F-statistic: 606.8 on 5 and 392 DF, p-value: < 2.2e-16

Yes, it has significant effect on log.mpg. directly.

If all steps (i) (ii) and (iii) have been significant, then we at least have “partial mediation”! We can do one more thing to see if we have full mediation:

1. Regress log.mpg. on log.weight., log.cylinders., and all control variables (does cylinders have a significant direct effect on mpg when weight is also considered?) If the coefficient of cylinders in step (iv) is not significant, then we have “full mediation”

all\_regr <- lm(data = cars\_log, log.mpg.~log.weight. + log.cylinders.+ log.acceleration. + model\_year +factor(origin))  
summary(all\_regr)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.cylinders. + log.acceleration. +   
## model\_year + factor(origin), data = cars\_log)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.39866 -0.06888 0.00227 0.06718 0.40603   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.25316 0.34818 20.831 <2e-16 \*\*\*  
## log.weight. -0.83628 0.04523 -18.491 <2e-16 \*\*\*  
## log.cylinders. -0.05119 0.04438 -1.153 0.2495   
## log.acceleration. 0.03997 0.03798 1.053 0.2932   
## model\_year 0.03240 0.00172 18.838 <2e-16 \*\*\*  
## factor(origin)2 0.05298 0.01840 2.880 0.0042 \*\*   
## factor(origin)3 0.02984 0.01840 1.622 0.1057   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1156 on 391 degrees of freedom  
## Multiple R-squared: 0.886, Adjusted R-squared: 0.8842   
## F-statistic: 506.3 on 6 and 391 DF, p-value: < 2.2e-16

The coefficient of cylinders in step (iv) is not significant! We have "full mediation".

**b).** What is the indirect effect of cylinders on mpg?

weight\_cylinder\_regr$coefficients[2] \* mpg\_weight\_regr$coefficients[2]

## log.cylinders.   
## -0.7189275

The indirect effect coefficient of cylinders on mpg is about -0.719

**c).** Let’s bootstrap for the confidence interval of the indirect effect of cylinders on mpg

1. Bootstrap regressions (ii) and (iii) to find the range of indirect effects: what is its 95% CI?

boot\_mediation<-function(model1, model2, dataset) {  
 boot\_index<-sample(1:nrow(dataset), replace=TRUE)  
 data\_boot<-dataset[boot\_index, ]  
 regr1 <-lm(model1, data\_boot)  
 regr2 <-lm(model2, data\_boot)  
 return(regr1$coefficients[2] \* regr2$coefficients[2])  
 }  
set.seed(42)  
intxns<-replicate(2000, boot\_mediation(weight\_cylinder\_regr, mpg\_weight\_regr, cars\_log))  
quantile(intxns, probs=c(0.025, 0.975))

## 2.5% 97.5%   
## -0.7840590 -0.6578708

1. Show a density plot of the distribution of the 95% CI of the indirect effect

plot(density(intxns),col = "lightcoral",lwd=3,main="The 95% CI of the indirect effect")  
abline(v=quantile(intxns, probs=c(0.025, 0.975)),lty=2)
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