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This final project used data from a births data set collected in 2018 by the Center for Disease Control and Prevention (CDC). This dataset is accessible using the vital statistics online data portal on the CDC’s website. Or you can [**Click here**](https://www.cdc.gov/nchs/data_access/vitalstatsonline.htm) to access more information regarding the dataset presented in the following project. “Method of Delivery” is a variable in the births 2018 dataset that recorded the mode of delivery for each birther; ‘vaginal birth’ or ‘cesarean birth’. “Method of Delivery” was recoded into a binary factor variable in attempt to predict whether the birthers in this dataset will have a vaginal birth or a cesarean section birth based on selected feature variables. The selected feature variables are listed below:

* Birth.provider = attendant at birth [medicalized (OBGYN) or midwife]
* Birth.location = (hospital or not in hospital)
* Prev.csection = reported a previous cesarean section (yes or no)
* Born U.S. = (yes or no)
* Num.prev.births = Number of previous births
* Age = birthers age
* PREVIS= number of prenatal visits
* SEX = baby’s reported sex (male or female)
* FRACE = Father’s race (white or non-white)
* MHISP = the birther identified as Hispanic (yes or no)
* Pay = payment method (government assistance, self-pay, private insurance)
* Risk = risks reported before birth (yes or no)

Part A:

1. First, what is the proportion of the chosen predictor varaible “Method of Delivery”?

meth<-select(final.df, Method.delivery, Birth.provider)

library(qwraps2)  
options(qwraps2\_markup = "markdown")  
meth <- as.data.frame(meth)  
summary\_statistics.meth <-  
 list(  
 "Method of Delivery"=  
 list(  
 "Vaginal Birth"= ~qwraps2::n\_perc(na.omit(Method.delivery) %in% "vaginal"),  
 "Cesarean Section" =~qwraps2::n\_perc(na.omit(Method.delivery) %in% "c.section"),  
 "Missing"=~sum(is.na(Method.delivery))  
 )  
 )  
summary\_table(meth, summary\_statistics.meth)

|  |  |
| --- | --- |
| **Method of Delivery** | **(N = 836,696)** |
| Vaginal Birth | 566,316 (67.68%) |
| Cesarean Section | 270,380 (32.32%) |

* There are two categories without classifying the cases. (68%) vaginal births and (32%) cesarean section births. Without any feature variables the GINI impurity measure for “Method of Delivery” is (.44).

head(G.meth)

## [1] 0.4367015

print(qwraps2::summary\_table(  
 dplyr::group\_by(meth, Birth.provider),  
 summary\_statistics.meth  
),  
rtitle = "Method of Delivery by Birth Provider"  
)

|  | |
| --- | --- |
| **Method of Delivery by Birth Provider** | | **Medicalized (N = 738274)** | **Midwife (N = 98422)** |
| **Method of Delivery** | |  |  |
| Vaginal Birth | | 469,109 (63.54%) | 97,207 (98.77%) |
| Cesarean Section | | 269,165 (36.46%) | 1,215 (1.23%) |

1. Does the variable “Birth Provider” lead to information gain if used as a feature variable?
   * The category ‘Midwife’ may lead to information gain is used as a feature variable.

set.seed(16)  
births.sample<-sample\_n(final.df, 9000)

tab1<-table(births.sample$Birth.provider, births.sample$Method.delivery)  
head(tab1)

##   
## vaginal c.section  
## Medicalized 5062 2885  
## Midwife 1039 14

gini.midwife<-1-((1005/(1005+19))^2+(19/(1005+19))^2)  
head(gini.midwife)

## [1] 0.03642082

gini.medicalized<-1-((4982/(4982+2907))^2+(2907/(4982+2907))^2)  
head(gini.medicalized)

## [1] 0.4654091

wgini.prov<-((4982+2907/9000)\*(0.4654091) + ((1005+19)/9000)\*0.03642082)  
round(wgini.prov, 3)

* + If “Birth Provider” was used as a feature varaible, birth providers classified as ‘Midwife’ would provide more informaiton than the birth providers classified as ‘Medicalized’. This is according to the lower GINI inpurity measue of (0.03642082) compared to the GINI impurity measure of (0.4654091) produced by the ‘Medicalized’ category. Indicating ‘Medicalized’ birth providers are almost split evenly half and half.

1. Split the data into (70%) training and (30%) testing sets. Build a decision tree for the target “Method of Delivery” by including all feature variables and setting the cp value to (0.01), (0.005), and (0.001).

set.seed(16)  
split<-sample.split(births.sample$Method.delivery, SplitRatio=0.7)  
train.df<-subset(births.sample, split==TRUE)  
test.df<-subset(births.sample, split==FALSE)

d.tree.01<-rpart(Method.delivery~.,  
 data=train.df,  
 method="class",  
 minsplit=2,  
 minbucket=1,  
 cp=0.01)  
printcp(d.tree.01)  
## Classification tree:  
## rpart(formula = Method.delivery ~ ., data = train.df, method = "class",   
## minsplit = 2, minbucket = 1, cp = 0.01)  
## Variables actually used in tree construction:  
## [1] Prev.csection  
## Root node error: 2029/6300 = 0.32206   
## n= 6300   
## CP nsplit rel error xerror xstd  
## 1 0.37703 0 1.00000 1.00000 0.018279  
## 2 0.01000 1 0.62297 0.62297 0.015666

rpart.plot(d.tree.01)
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d.tree.005<-rpart(Method.delivery~.,  
 data=train.df,  
 method="class",  
 minsplit=2,  
 minbucket=1,  
 cp=0.005)  
printcp(d.tree.005)  
summary(d.tree.005)

rpart.plot(d.tree.005)
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d.tree.001<-rpart(Method.delivery~.,  
 data=train.df,  
 method="class",  
 minsplit=2,  
 minbucket=1,  
 cp=0.001)  
printcp(d.tree.001)  
summary(d.tree.001)

rpart.plot(d.tree.001)
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1. Identify problems with the models before tuning and pruning.
   * The first two decsion trees were set to cp(0.01) and cp(0.005); these parameters did not split enough nodes. The third decision tree ran into the problem of overfitting. In order to help both issues I decided to create two new models with key variables listed from the decision tree summaries above and set the cp values to (0.001) and (0.005).

d.tree.vi.001<-rpart(Method.delivery~Birth.provider+MEDUC+num.prev.births+Age,  
 data=train.df,  
 method="class",  
 minsplit=2,  
 minbucket=1,  
 cp=0.001)  
printcp(d.tree.vi.001)  
summary(d.tree.vi.001)

rpart.plot(d.tree.vi.001) ## Warning: labs do not fit even at cex 0.15, there may be some overplotting![](data:image/png;base64,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)

d.tree.vi.005<-rpart(Method.delivery~Birth.provider+MEDUC+num.prev.births+Age,  
 data=train.df,  
 method="class",  
 minsplit=2,  
 minbucket=1,  
 cp=0.0055)  
printcp(d.tree.vi.005)  
summary(d.tree.vi.005)

rpart.plot(d.tree.vi.005) ![](data:image/png;base64,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)

* + The key variables selected and displayed in the pruned decision tree were “Birth Provider”, “Birther’s Level of Education”, “Number of Previous Births” and “Age”. Reading the terminal node in the far-left corner indicates that (11%) of vaginal births in this dataset were among birthers who reported ‘yes’ to having a ‘Midwife’ as their “Birth Provider”. (43%) of vaginal births were among birthers who were less than 30 years old and did not report having a ‘Midwife’ as their “Birth Provider”. Finally, the far-right terminal node explains that (9%) of cesarean sections were among birthers who had greater than or equal to 4 previous births, were greater than age 37 and who did not have a ‘Midwife’ as their “Birth provider”. The decision tree indicates that almost (10%) of cesarean sections reported in this dataset were among a specific population of birthers who were at an advanced birthing age (over 37), experienced numerous births (greater than 4) and who did not have a midwife as their “Birth Provider”. This indicates that this population of birthers show an increased risk for a medicalized cesarean birth. This finding could encourage childbirth health professionals to implement programs aimed to decrease the risk for cesarean births among this population of birthers.

1. Obtain a ConfusionMatrix on the test dataset for the decision tree models with the selected key varaibles and cp values of (0.005) and (0.001).

test.pred.005<-predict(d.tree.vi.005, test.df, type="class")  
confusionMatrix(test.pred.005, test.df$Method.delivery)

## Confusion Matrix and Statistics  
## Reference  
## Prediction vaginal c.section  
## vaginal 1700 734  
## c.section 130 136   
## Accuracy : 0.68   
## 95% CI : (0.662, 0.6976)  
## No Information Rate : 0.6778   
## P-Value [Acc > NIR] : 0.4113   
## Kappa : 0.1043   
## Mcnemar's Test P-Value : <2e-16   
## Sensitivity : 0.9290   
## Specificity : 0.1563   
## Pos Pred Value : 0.6984   
## Neg Pred Value : 0.5113   
## Prevalence : 0.6778   
## Detection Rate : 0.6296   
## Detection Prevalence : 0.9015   
## Balanced Accuracy : 0.5426   
## 'Positive' Class : vaginal

test.pred.001<-predict(d.tree.vi.001, test.df, type="class")  
confusionMatrix(test.pred.001, test.df$Method.delivery)

## Confusion Matrix and Statistics

Reference  
## Prediction vaginal c.section  
## vaginal 1633 696  
## c.section 197 174   
## Accuracy : 0.6693   
## 95% CI : (0.6512, 0.687)  
## No Information Rate : 0.6778   
## P-Value [Acc > NIR] : 0.8335   
## Kappa : 0.1087   
## Mcnemar's Test P-Value : <2e-16   
## Sensitivity : 0.8923   
## Specificity : 0.2000   
## Pos Pred Value : 0.7012   
## Neg Pred Value : 0.4690   
## Prevalence : 0.6778   
## Detection Rate : 0.6048   
## Detection Prevalence : 0.8626   
## Balanced Accuracy : 0.5462   
## 'Positive' Class : vaginal

* + Both models preform similarly in accuracy and sensitivity. The model with the cp value of (.001) produced a higher specificity however the model with the cp value of (.005) is the accepted model because it is less likely to run into the problem of overfitting.

|  | **Accuracy** | **Sensitivity** | **Specificity** |
| --- | --- | --- | --- |
| **Models with key variables** |  |  |  |
| cp(.001) | 67% | .89 | .20 |
| cp(.005) | 68% | .93 | .16 |

Part B:

* 1. Build a tuning procedure for the hyperparameter of K.

set.seed(16)  
births.sample<-sample\_n(final.df, 1616)

* + split data into training and testing sets (70%-30% split)

set.seed(16)  
subset.split<-initial\_split(births.sample, prop=.7, strata=Method.delivery)  
subset.train<-training(subset.split)  
subset.test<-testing(subset.split)

* + specify a re-sampling procedure (10-fold cross-validation)

k\_fold<-vfold\_cv(subset.train)

model.rec<-recipe(Method.delivery~., subset.train) %>% step\_range(all\_numeric()) %>% step\_dummy(all\_nominal(),-all\_outcomes())

* + create a recipe and preprocessing steps

model.rec %>% prep() %>% juice() %>% summary()

* + specify the metrics that will eventually be used

m.metrics<-yardstick::metric\_set(accuracy, sens, roc\_auc, spec)

* + save the predicted value using model control grid

m\_control<-control\_grid(save\_pred=TRUE)

* + set the mode and engine for the tuning process

set.seed(16)  
knn.model<-nearest\_neighbor(neighbors=tune("K")) %>%   
 set\_mode("classification") %>%   
 set\_engine("kknn")

1. Tune K in the KNN model and obtain plot for all mean metrics. Which metric show a clear pattern when K increases? What is the best K if you are to base your decision on the mean “accuracy”, or “roc\_auc” alone?

knn\_grid<-grid\_regular(parameters(knn.model), levels=5)

set.seed(16)  
knn.tune<-tune\_grid(  
 knn.model,  
 model.rec,  
 resamples=k\_fold,  
 control=m\_control,  
 metrics=m.metrics  
)set.seed(16)  
knn.tune %>%   
 collect\_metrics() %>%   
 ggplot(aes(x=K, y=mean))+  
 geom\_point()+  
 geom\_line()+  
 facet\_wrap(~.metric, scales="free\_y")

set.seed(16)  
knn.tune %>% select(id, .metrics) %>%   
 unnest(.metrics) %>%   
 ggplot(aes(x=K, y=.estimate, color=id))+  
 geom\_point()+  
 geom\_line()+  
 facet\_wrap(~.metric, scales="free\_y")
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* + “accuracy”, “roc\_auc”, and “sensitivity” all show a clear pattern when K increases these metrics also increase. If the best K was based solely on the accuracy and roc\_auc alone I would pick the highest point which is k=14 or k=15. Specificity shows a mild decreasing pattern.

1. “Collect” the predicted values that have resulted from the tuning process and obtain a confusion matrix. What is the sample size according to the confusion matriz? Explain why it is much larger than the size of the training set.

pred.data<-knn.tune %>%   
 collect\_predictions %>%   
 mutate(pred=if\_else(.pred\_vaginal>=0.5, "vaginal", "c.section"))  
pred.data<-pred.data%>%mutate(pred=recode\_factor(pred, "1"="vaginal", "2"="c.section"))

pred.data %>% conf\_mat(Method.delivery,pred)

## Truth  
## Prediction vaginal c.section  
## vaginal 6083 1545  
## c.section 1009 1551

* + The process used the training set sample size ten times that is why the sample size is larger with 10188 observations.

1. What are the mean accuracy and mean sensitivity that have resulted from the tuning process?

pred.data %>% accuracy(Method.delivery, pred)

| .metric | .estimator | .estimate |
| --- | --- | --- |
| accuracy | binary | 0.7493129 |

pred.data %>% sens(Method.delivery, pred)

| .metric | .estimator | .estimate |
| --- | --- | --- |
| sens | binary | 0.857727 |

* + The “sensitivity” indicates that I will be correct 86% of the time when predicting positive cases in this dataset (vaginal births).

1. Decide on the best K based on the mean “accuracy”, “sensitivity”, “specificity” and “roc\_auc”.

knn.tune %>% collect\_metrics() %>% filter(.metric=="accuracy") %>% top\_n(mean, n=1)

knn.tune %>% collect\_metrics() %>% filter(.metric=="roc\_auc") %>% top\_n(mean, n=1)

knn.tune %>% collect\_metrics() %>% filter(.metric=="sens") %>% top\_n(mean, n=1)

knn.tune %>% collect\_metrics() %>% filter(.metric=="spec") %>% top\_n(mean, n=1)

| K | .metric | .estimator | mean | n | std\_err | .config |
| --- | --- | --- | --- | --- | --- | --- |
| 14 | accuracy | binary | 0.7781866 | 10 | 0.01113655 | Preprocessor1\_Model9 |

| K | .metric | .estimator | mean | n | std\_err | .config |
| --- | --- | --- | --- | --- | --- | --- |
| 14 | roc\_auc | binary | 0.7542363 | 10 | 0.01485241 | Preprocessor1\_Model9 |

| K | .metric | .estimator | mean | n | std\_err | .config |
| --- | --- | --- | --- | --- | --- | --- |
| 14 | sens | binary | 0.9164704 | 10 | 0.00652919 | Preprocessor1\_Model9 |

| K | .metric | .estimator | mean | n | std\_err | .config |
| --- | --- | --- | --- | --- | --- | --- |
| 2 | spec | binary | 0.528206 | 10 | 0.02503929 | Preprocessor1\_Model1 |
| 3 | spec | binary | 0.528206 | 10 | 0.02503929 | Preprocessor1\_Model2 |
| 4 | spec | binary | 0.528206 | 10 | 0.02503929 | Preprocessor1\_Model3 |

* + The “accuracy”, “roc\_auc”, and “sens” all indicate that k=14 is the best decision.

1. Use the best k and estimate the best model. What are the accuracy and roc\_auc of this model? Compared with the decision tree models, does the KNN model yield better or worse metrics?

model.best<-nearest\_neighbor(neighbors=14) %>%   
 set\_mode("classification") %>%   
 set\_engine("kknn")  
  
best.model<-workflow() %>%   
 add\_model(model.best) %>%   
 add\_recipe(model.rec)  
last\_fit(best.model, subset.split) %>% collect\_metrics()

| .metric | .estimator | .estimate | .config |
| --- | --- | --- | --- |
| accuracy | binary | 0.8161157 | Preprocessor1\_Model1 |
| roc\_auc | binary | 0.7971396 | Preprocessor1\_Model1 |

* + The decision tree model in Part A produced an optimal accuracy of .68. I was able to improve the accuracy by using a knn model. Compared to the decision tree model the knn model improved the accuracy by almost 14%. Therefore I would accept the knn model over the decision tree model.

Cleaning Data:

library(naniar)  
library(dplyr)  
library(rpart)  
library(rpart.plot)  
library(caTools)  
library(caret)  
library(e1071)

setwd("C:/Data Mining/Data Sets")

births2018<-read.csv("births2018.csv", header=TRUE, sep=",", fileEncoding="UTF-8-BOM")

df<-df %>% replace\_with\_na(replace = list(Method.delivery=9))  
df<-df %>% replace\_with\_na(replace = list(Method.delivery="NA"))  
df<-df%>%mutate(Method.delivery=recode\_factor(Method.delivery, "1"="vaginal", "2"="vaginal","3"="c.section", "4"="c.section","5"="vaginal","6"="c.section"))

df<-df %>% replace\_with\_na(replace = list(Birth.provider=9))  
df<-df %>% replace\_with\_na(replace = list(Birth.provider=5))  
df<-df %>% replace\_with\_na(replace = list(Birth.provider="NA"))  
df<-df%>%mutate(Birth.provider=recode\_factor(Birth.provider, "1"="Medicalized", "2"="Medicalized", "3"="Midwife","4"="Midwife"))

df<-df %>% replace\_with\_na(replace = list(Birth.location=7))  
df<-df %>% replace\_with\_na(replace = list(Birth.location=9))  
df$Birth.location<-as.factor(df$Birth.location)  
df<-df %>% replace\_with\_na(replace = list(Birth.location="NA"))  
df<-df%>%mutate(Birth.location=recode\_factor(Birth.location, "1"="hospital", "2"="not in hospital", "3"="not in hospital","4"="not in hospital", "5"="not in hospital","6"="hospital"))

df$LI<-as.factor(df$LI)  
df<-df %>% replace\_with\_na(replace = list(LI="U"))  
df<-df %>% replace\_with\_na(replace = list(LI="NA"))  
df<-df%>%mutate(LI=recode\_factor(LI, "N"="no.LI", "Y"="yes.LI", "U"="no.LI"))

df<-df %>% replace\_with\_na(replace = list(risk=9))  
df<-df %>% replace\_with\_na(replace = list(risk="NA"))  
df<-df%>%mutate(risk=recode\_factor(risk, "1"="no.risk", "0"="yes.risk"))

df<-df %>% replace\_with\_na(replace = list(MRACE="NA"))  
df<-df%>%mutate(MRACE=recode\_factor(MRACE, "1"="white", "2"="non.white", "3"="non.white","4"="non.white", "5"="non.white","6"="non.white","7"="non.white","8"="non.white", "9"="non.white", "10"="non.white", "11"="non.white","12"="non.white", "13"="non.white", "14"="non.white", "15"="non.white"))

df<-df %>% replace\_with\_na(replace = list(num.prev.births="99"))  
df<-df %>% replace\_with\_na(replace = list(PREVIS="99"))

df$PREVIS<-as.numeric(df$PREVIS)  
df$Age<-as.numeric(df$Age)  
df$num.prev.births<-as.numeric(df$num.prev.births)

final.df<-select(df, Method.delivery, MRACE, Birth.provider, Birth.location, Prev.csection, Born.US, MEDUC, num.prev.births, Age, PREVIS, SEX, FRACE,MHISP, Pay, risk)

final.df<-na.omit(final.df)