**МІНІСТЕРСТВО ОСВІТИ І НАУКИ УКРАЇНИ**

**НАЦІОНАЛЬНИЙ УНІВЕРСИТЕТ «ЛЬВІВСЬКА ПОЛІТЕХНІКА»**

**Інститут комп’ютерних технологій, автоматики та метрології**

**кафедра “Електронних обчислювальних машин”**

**![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCADVAPMDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9U6KKKACiiigAooooAKKKKACkOK888XfGbw/4L8a+FvCGoSXSaz4gleGy/wBGdYSUTe+6Z/kzt52bt/tXVaL4j0rxHHNJpWqWeppC2yV7O4SbY/8AdbZ0qpRlGPMBPq2t6fo1q89/eQWcKIztJNIEAVfvH8KyvBPjjQviJoa6z4b1GHVtJd2WK9gOYpdh2sUf+IZB+YV82/Eqxk+Fv7XXhnWdJvV02y8c6Nc6bezSW8l79luYX85JlTf8m/fs3fcrrf2UPBviX4ZN468I6ho97H4Uh1y5vNB1a4MSiWGYh3TyuHTDl/4NvpXZLDxjR9pzEc3vHY+PvjBeeCfi54E8GvottJZ+KnuUi1ia92LAbePznRotn3tn3PmrnvgX8cNW+J3xQ8e+Hb2CwtdO8PraT6dNbRSo+oW9yjulz87/AHPk44+fdu4rZ+OvwJPxp1TwZdSatFpcPhvUv7S2SWrT/afk2PA/zp+6dThhWrofwTsdD+L2sfEOHV9Q/tTVLGHTriwRYls2hiOU+XZv3/7W+q5sL7D+/wAv483/AMiHvcxz37X3jTXPhv8AAnXvEugXMMN9ZtAhhurRbmG4SWdImR07/K5ryvQ9Wl8IfH74Z+HfBcrL4Y17TZ7C41a4hSR7qHTod6Q2e/7lvuk2Z+58/wAn9+vov4p/CrQfjF4VuPDniRLmfSJnjea3t7l4RLscOobb23DP4Vnal8E9A1nxh4W8SXE2qPq/hiNotOmW9dUiVk2P8n3GLphW4qqFalClyTX835e6OUT0qmSZ2nb96nVTvvtElnOts8SXRRvKeVdyK/8ACWrzSjyDwj+0lpuuaRrl5qWh6lo11o+vnw1cWYRbuZ7vI/1SQ5d1w6v90fJ89ezmRfL3N8q/7VeN/Cn4JN4Y8Ya1448TSWl9401t4XuV0tJEsLZ0hEO+FHY4d0X53/4D7td/ae+K1n8H/g74i1qZI7q8a1e2sLN13faLhxsRPzYV1ypwq1FToCPWs5pMe1fFehX/AI9+DekfBz4VaTdXtv461m7DXup6hc/2pZSWcaeZePtd967MoiJ8n++/NfZcZe3s1a4fznVP3jImN3/AaitR9k/iFGVy5RWF4Z8YaN4z0tNS0DVbXVrFzgT2cqyJn+7wfvVu1zlBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFACHmkPpTq8l8bftHeDPhn8QLXwp4ru5/D093bJc2up30WywmLu6bPP+4j/ACH7+3rTjTlU92IHc+NPEV54Z8N3mo6fod94ivIE3x6dp5TzpT6Deyj9a8T+FXx+1jVvjJqPhLxa1ikOu2cWseD7rTdwtL2zCHzU3ONxmQ43dODnYnf36O9S+sPtNlJFdJLHvidH+R/7vzV47ov7P+n+JvD/AIXHxC0yxvNU0nUrzWLfT9PleS0tJriZ32pIUR3VA/oqn+5wuOii6fLJVBFn9qT4Pz/Gb4WzaXpaxR+JLG7t9Q0e6nP7u3uUkGHf/Y2l9wp/wg+A8Xw38YeKPGN29lDr/iaO2W+stGg+z2ERhQrvROru/BZ25rp9c+LHh7QrDxWYLyLULvwvp73+oWFm4d4URGbY2PlVyEPy5rG/Z88Z+P8Ax74Nl1rx/wCHtM8OT3Uyz6ZbaZeG5D2bojo7ns/zVfNVjR5Psi93mOw8X+NvDnw/hs77xDqNrpMV7dRadBcXJCb5n+4m4+vNdHuG0V83ftseHPDvjvwb4R8M+KtaXQNC1LWXEuoM+BFIlhdPF/v/ADhPk/iryb9lj9p3VvAOu2nwk+LM0yk4Tw74kvIpoVvoQQsat5yI+1v4Hfn+Bua1jgp1sN7Wl8Qub3rH3X3FfDf7QPiDxh4O/a4+G/g628feJLfwl4qdXu7aO7RXV3mdNkLom9E+5X3DHIsyB0ZXX+8pr4m/a78NeKPE37Qfwn13wp4Q1/Xl8I3azajPa2eyEoJ4ZdiPIUV/kR/uVeWKHt3Gf8svyJq/CZH7f3h3U/g78OfDeteGvGHjCB5dW+x3rS+I7xvNj8l3/v8A+xX1dqPiLQvgz8Hb3X0glTQtG0yS/EXmvLI67C+3c/zbmY/nXiX7bHgjxd+0F8H9F8N+EvCGoT6nPew6kXv3t7dbRUR0ZHLyff8An6J+deq2Hg3Ufih8B7jwV4z0Wbw5c3ek/wBk3KfaYrg/6lU81HRv738q6Kkqc8NRVSX2nzegfaPG/wBmPVPH/wC1Ro2qeP8Axf4t1bw5oUl69npOgeGpUtEVExvd5tnmP8+U+/8AwVqaP8avEXwj/aisvhD4u1aTxNomvWiXWhaxdJGl5A7b/wBzNsVEl+aGTDbd3K5pP2ZW8Q/szeAbn4eeOPDmrynTry5m0/XNDsJtSs7+F3Lg4gR3ifJb5HUfWuV8M/CHxb8cv2tovjB4o0K+8HeC9AVItFsdU+S9vDEj7HeH/lim+R5Pn/2FreSoSrVub+Fry/8Atth6n2feM0NrM8cLTMi5WJWxuOPu15B4Z/aa+H/jCC6tNSubjw1PDdzaZd2/iK1NtEtyh2yw+f8A6l36/cc1n61+1F4W8QeFYh8NtXsfGfi3VZnsdH0uycFzcY+aWdPvwwx/6x3cfdx/fXPzV+1/o8/hnwP8K/2ePD922oa14ivkudTuX+/dyvN887/79w803/bGvPweE9rP2VT3f07ilI+zbT4TeD5vH1n47sbBE12G0azivrW4by2t3x8mzOzZ8ifdFc/+0rrfjnTfhfqlv4A0We/13UEFkl9Cyf8AEuV2CPc7PvvsV2f5Ax4rp/Avw18M/B3wZ/ZXh2ztNDs4LdBLPGgTeUj2+a/vxXjH7M/7W+ofG7UtT02Xwnf3sGn332L/AISrSov+JfcD+CR0d98O9MPs+fbvFRThUk3Wh78YfzGh7H8HPhXoXwZ8BaT4a0K3RYbOBY5brZtlupMfPNJ/ed23v+NcZH+1F4b/AOFleJvDN3DNHpWiXdnYTeJIsNYLeXJCJaO/8Eocovdfn+bZ39U8WaLdeJPD97p1nq974fubiMomo2GzzoW/vLvR1/SvlbwL+x7f6L448Gabq2l6BeeBPDkU1xd3Mt1cS3Wu6kz74ryaE/IjowJ+d3/1jr0pUfZVFOdeXvE/4T7G4xRxiuN+KfxH0f4Q+AdW8UazcxQWWnwmba7hTM/8EKf7bn5F9yKseA/H2k/ELQYNR0tpkRkR5bO8haG6tmdQ+yaJ/mR+ehrh9nLl5/slnWUUUUgCiiigAooooAKKKKACq9xcxWsDzSusUUa7nZuAq1Oa8m+PHgnxz4u0Wym8CeJ4dC1XTLlL6PT7qDfbam6NlIbh/vpDn+5VU480uVgX/hP8cPC3xhXXF8PXvnT6PfPZ3VtKCk6lf+WnlN86o/8ADnrVP4rfDNvHGv8AhhhplrqukrO9trFjqEuy3ltD86b48fvtkyIUQ/Lya8A+H/gOb49+Kv8AhKJl8R/Dn4uaDqItPEeo20Igh8kdbCF/nSZChR0d97fOHf8AgSvsaZZ7LTWW2BuZo4/3azScs2P4mrsqxjQqfuiY+8cf8K/hD4Z+DPhv+xPC2nCxsmlaZ9sm92c8d+3+z91e1b/i7wpbeMNFm0u8nvre2lH7w2F09vIy/wB3eh3flXxX8QPjp8Sf2df2jLLxJ8XrGPU/A+p2T2en/wDCP73ttO/jfZv2bpvk+ff99Puf3K2Pjx+0P8efhl4c0z4kWWkeEZvh5MUd7O1ne8njhcDYZpsoh35HzxfIn+3XR9QrynCfNrP7Xn2I5onlaWfiX9kf4xeKfhLBeW8fgv4iK66Tqutuzw2zzfuvNkC/fdN4hf8Av/uXc16la/tG/FP9mDVNF8HfEj4eHXPCtvBBYafr/hKKabzFRNijY2/e/wAn3Pkau5/ag+HujftDfBTwpqfiC/sPBWkIIdau9c1iQJNpsLwhniRPuM7b9h3Pj5ej1gfDvxd498eaCmg/BqLVIfDWcTfEr4hTTXL3GPk32ds/+s+7/sJXpSrU69NTqR1+1/8AJc36EfCdN8SPE3iLXE+HHxBvbzQfhdo2kPcancDxpIXmUSo8KJ5KlAH8mTf9/Ks+zmuC+IXi7wZ+0X4psNR0D4XeJfjW2nxG2s5riP8As3QYWfG9/Mn2b9/y9n+4K9g8G/si+ENL1iPxD4zuL74m+Ll4/tnxVJ9o8rPaG3/1MK/RK90hiSGNYo0VEX7qr/DXl/WaVF3pf5f8EvlPnDRfB/7Qer6bZWUGpeBPhLosKbIdP0HTn1KeFP7nz7If++ErQX9lnxDrDO/ij44fEDVmf7yaZdw6XD/3xClfQf4V86ftB/tSf8KX8Q3Okzpp+lyrpP8AaWnza4sqw6xMHdGs4Zk+SF/kT53z/rk+TvWNKrWrS5KUdfQvliT/APDEPw/n/wCP/VfGmrP/AHr7xVfP/wC1Kkb9hv4YLzEPE1q/9+DxPfof/R1e46TfJqWn212m3ZPGkq7JFdPmHZl4b6960Me1L69itvaSFyxPnxf2O9P02MnQPif8S9AbHyiDxI8yf98zI9RH4Q/HTwiqnw38Z7fxDGv/AC5+MNBhcN9ZrfY9dV4s+K2t6L+0N4J8BWdrZXWma5p95f3czb/tFsluAMj+DDu6J+deu9GJPSlUr1ocrn73MPlifK2jeKvHnwXuL64134A6fsu/+PrxB8LzDM8n+29s6JN/6HXnfwz0Xwr8SP2mtJ+JGi/FOHxb4ltY/stx4X8Z2n9m6lZps2fuURE+dN7/APLH+P79fd+0DtivP/if8C/A3xgtPK8V+GrPVJ04hvCmy5i/3Jlw6/ga6KWMh73NHl5v5f8Ag/5onkPmz9u/47aknh+L4V+FNO1aHxH4qvk0l57m0ltoXhd9myKZxsfzmYJ8h+5v9BX0F+z/APBzT/gT8LdH8KWe2ae3QSXtyox9ouX5lk/P/wAdVa8g8UfBf4mfDXSJrPQr6P40+As5l8HeMnT7fFGO1veEfO/93zOma7Lw3+01a+O/Dt5F4I0Brzxro4H2/wAD67dHTdViXZ/CHR9/JT5/uH+/W1S9TDQpYf4ftf8A23b8vMX2vePJP2j/ABdH+ynqqeLtK8Z674g+JniW+TGgXkyzWF7bq+wo9sgHkoifIjp8+/8Av/PX0D8NfjjY+LtSg8Na7p9z4N8ei0W7l8M6o6GRoennQyJ8kydc7Dlf41Svmr9kf4S6v8Yvin4i+NPxQ3SeJ7K/eysNAnQq+lypgfvI3+4Uz8i/9tP4lr671DwX4esfGk3jq/jRNXt9M+wC9uZSEtLcOzvs/ub8/O3+wnpTxioQSw796cftf+2+gR5jxz4/fAu88beMrDxNqVxr3izw/p0Ev2XwvYPCjWF+5xDfw79iylP7kj/J98Z+7XtHhHwPpvhlTfx28p1i6tbe1u7y8n+0XEqQq2xXk/jxvf8A76NeKfBX9tDwx8UviR4j8JG4R47fUPJ0bWkhaG21BHGUj+f7kv39n/PZE3p/dHo/xw0/4hap4WitPhzqmn6Tqc0y293dXVuZpra3d03zQ5fYZUQlwj8PXLUjXhy4er7pfu/EdppfirStc1jVtLsb+G41DSpUivraN8vbs6b03r/tIc1u/wANfLXwz/Zi8TfCf4k6Hd6Lq+lnw3bzXF5rOrzpK+ua9JNHt2XL/c2I+x85/g+5X1L261y1404S/dS5kER1FFFYFBRRRQAUUVBLcxW7Iskio0jbU3H7zelAHm3j7xd4mm1mXwx4E/sb/hJIbNdQuJdeaVoIYXkdI/ki+dmZo37gLs75rJ+BPxO8Y+KNQ8UeGPiF4btfD3ivQXhkdtMkeWyvbabf5M0LsM9YpFKnkFKPjF+z0nxI8VaN4u0TxVq3gbxnpUX2WHVtK2P5ttv3mCaF/kdN/Ndl4H8FyeE4biS+1m88Q6zdFBdapeIiPLsztRUjVURFy52KP43rr5qfsiftEHxU+IGkfBn4b+IvGF/CPsenQvdPDDhXuJeiIP8Abd9qfjXE+Dvhn40uPFmneOtX8e3sOo3VvDHqHh2wt4zpXlfeESB/n3IXP77dvbHTHyV0P7RHwrPxs+DPifwbFdpa3Oo2/wC4mfOxJUdXTcP7u9BXyT8IP2rviL8BYofh98Wfhz4l1eTT/wDRrLVNLs3mmkRPuJ/cm/2XR66cNQnWoS9j8f8A7aZyl7x9W/EKP4f/ABin1/4T+J2juL57VLltNlQxTmNz8t1bMR82x/40zsYfNXyF4V8C3HwB8CWmgfEvWNV8XaPeas0/hH4VWkSPeaoyTZge5T+BPuO8O/yUf7+/7lemeMfihcWHiSw+ImueAZG8dalB/Y3w/wDBV8iNqTPv3zXdxx/o/wB5M8/IiH+/Xq3wM+Adx4P1K98deNtQHif4oawg+26s8f7uyT/n1tFP3IV9vvd66IVHhaVpP3X/AOlf3f8AMfxHNeEf2eNe+KGuWXjP45Sw6xfW7+fpngm1ffo2k+7r/wAvM3+2/wAvtX0nFCkKKiIqqv3VUdKl6VyHw/8AEHiXX7bV38S+GG8My2+ozW1pEb5Ln7VbIf3dz8g+Tf8A3O1eTOpKpqzQo/Fu+8aaX4C1i78Cafp2o+Jo4We2t9UZ0jfb1+595jj5RlaT4M/FjTPjV8PdJ8VaXuhjulKXFm/+stLhDtlgf/aR8j8K7xlBWvOvh98G9C+HPijxVrmmyXf23xJevf3cX2hxbo7EA7IfuKflHz43NzzSjKHJyy+Io9GHSvK/iB8J5fGnjay1+HUrNki0yfSZdJ1iw+3WbLK6OZlTemyUbAM/xKcV6rxScVnGUoS5oiOX+G/gex+GfgXQ/CumvI9ho9olnC8zZdkQY5rqO1LwKrWt1DfQrNBKk0Lj5ZEfcrUNuT5gPM/+FPXX/C9G+JE+vG6ddIbRotMayUJBF5nnb0cN9/f/AHq9Vo4paJScviA4P4wfEyx+Dvw31zxZqEEt7Dp8Q8qzgHz3EzuEhhT3d3RPxrzb4F/EP4g+MvEUlh4mfSY9QsUz4j0SOB4ZtGklRJbNIX3uLhHTfudiOUPT7leyeLPC9h4y0eTTNTj862eaOZNrbWiljdZIpFPZkdFYe4rn/hn8IdA+FceryaUlxLqGs3n2/U9Svbh5rm7mPG93Pb/ZGFXsK6IypxoSjy+8T9o9AxXlHxm/Z78NfGJbS9uBcaL4q07L6Z4m0lvJ1Cyfn7j/AMSZ/gfK+1erE8VyXw58ReIvEXhv7b4o8M/8InqYuJo/sH25Lv8AdI5CP5icHeo3YrGnOVN+0gWeIeE/jN4n+EPiSPwL8YIdPtdW1H9zofj63i8vTdZfHyR3P/PG5/2Oj/wV458XP+Fx/tO/GRPgzq9pF8O/DllaLf6q9ncGaPUbfeqiaJ/l81N/3Yv4H+/9yvtfx98PdA+Jvha/8OeJNOh1XR75Nk1tMmfX5l/utz94V8nalo2q/C3XNI+Gfj7xDqEOkTTsvw6+J8b5vNMuNn/HheNn5umz5/kmT5P9z2sLWpybqwj7/wDXvR/y+4xkbnwn+CfiWb4H+MfAH/CM6DoXh9lvNO0a7uIZotQ1OZH2Q6rc/wDPJ/kR0x83yrs2IEr6M8OFfAugeGfD+ueJG1fWJVSwjv8AUSqTahKkZdzhf49iO9eeeHPiZ4R+Ec7+CvF/xJkufFkQS6urzxPMtrJdb0/1kOdkfldcInC7Xz82a+ff2rvH0nx0+Pnwo+GvgPxbBbR291/bU+u6ZOkqWkqb9jht+x3REd9n+2lZqlVx1Vwn8OsuYPgPsv4meOIvhv8AD3xJ4pmtZb2HRrGa9e2h+/LsQttFeK+HfFvxn8L+G28e/Eq+8L6doWUuLnw1ZWsxubGFnHC3Bf55l3fc8v5/uda9Z8I+I7Hxda6v4X1W90/WNd0uKGz1yC3j/dOZoQ4Yxt/A6E+3Dr/DVzwn4Ej8Jx3cJ1bVNYtpJUktbfVJkmSxjQ/JDCQu4hePmcu/+1XnxlGkuVxNDrIZknhSVOUZdwqXFcrdfEDw7Z+NtP8ACc2q2sfiDULea6t9OaZPOdIym87P+B/+hV1O6uZprcY6iiigBu35cV5X8ZPgqPi5HpbDxXr3he+0mV7nT7rQ7hYjFcFNnmv8vz/IXXaeMO34dx4s1r/hHvD97fb7ZJVTZb/apfLhedzshRm7b3ZF/Gvnj/ha/wAb/hBpUMPjnwBZeObWNUtk8QeEdSCuzt8iedbTbHyz7PnT1rpoU6jlzU/iJkeg/B7T/i7o+uarpXj7W9J8Q6JYxRjT9Zs7I211qDP1Myb9ibNv8H3t9eRftgftAeFND8SaH8LdZ8Van4X0zVI/O8Q6poY33Nvb/wDLKHfz5fmnLMwUtsT/AG6+iW8cXXhn4e6h4p8aabD4f/s2zlvb61tbr7WsaIm9yj7E3dD2qlceBfA3xX8IS/btB0rVtH17ZfzI8COszvGo8zcv8ewIu4HPyVtSqRjW9rWjp/dGfGXwn8M/FjwDaePtF/Z81zT/ABx4OF3bXNjr+tXiOiP5O+a2tk+483zpvf5E+5/Hvr3T4O/tSXL/ALNuq/EL4o2q6Pqfh68utMvY4YtrXU0L7NqJ/fd/k2f31ryrx5+xf4o+DPiGw1n4F+NNY8OjVb+CwuNIffOkSO/zzb+joib3/eqfuffrq/BvgWw+Knxk0/wvZebc/C/4STfvpJn3/wBseI3+d3m/v+Tvd3/6aSV7GJnQrQ9ove/9K0/m9TCPNE779nn4U61qGrXvxb+I1uB8QPEMe210+Q700DTusdlD/dbozt3c19E0UV85UqSqS5mdAUcV5h8Zo/GNzYaFp/hHxLD4YutQvxbTXzWaXDqvkyP8gf5f4P7tfOXhP9pX4oah4YS9l1zwqkiPOmy60t97+VO8R+5cp/c/uV1UcHUrx5oEcx9tZ96Wvj2++O3xZ0rx1qnhm/1rwjG9jb2E32pNHmRW+0o7/de6/g2VofDPVvjd4n8SaXfTfErw9LpusC72aefD3mQ2/k7PulZkc/f7vVyy+cIe0nOIcx9Y4968o+LH7Q3hP4M+LvB2ieI5ms38SzSwxXm5RDa7NnzzE/cRmdU3epqv4m8A/FHxT4d1PSm+Imj6YL23e2F5p/h6aK5i3L99G+2fI9fI/wARv+CcOrveaTdah8WLvXtR1K9Sw+06tYvNIu9H/ieZ/wC5WuDw2FlP/aKtl8yJyl9guftc/tkXWu2XiPRvAPiG30seHNWsE/tHTdQSY6zDNDN5yImz7iPsR/v1518AP25rn4K/s/6l4Th0mym13SJU/wCEeV0fyLlJpnebztj/AMHz/wDfaV2Hgn/gmH/wlnhbT9Yl+In2V7pN/kpo29F+f/rtW2f+CUK/9FMc/wDcEH/x6vq4TySNH6vOX4SMP3vxHu+m/tyfCebxD4c8OzeKILrVtV8qGW406N3sILh/4Hm7fP8AJ7fx4r6ODBgCOa/L3S/+CdE+oeLIdKfx5EkTahd2fnJpfz/6OiPv/wBd/t19W/B/9mv4i/Bs6mbT4vv4ka+SJG/4STS5rsxbN+3y/wDTPl+/XzuOwuBgl9WrX+RvCUvtn0rRu968D+J2m/GO10Wyt9L+Ifh/TLm/v4bL7XD4ZcyRb/4k33Tr/wCOV5B4R/aH+K39hzpqHiXwtPdWN3dWTzXekur3H2e6mtt/yXKff8nf9z+OuGngZ1o80JxNOY+3Pwo/Cvjq++PXxY0vxc+h32r+EYz/AGNYar9qTR5kT/SfO+T57r+Dyf8Ax+ul+E/ir4m+JPGWhapqfjPT7zRtQvprK40m005Fh2R25m3o/wB9HyUX770pYCpCHtHLQOY+oB0rkPiZ8NdD+LHgvUfC/iWxW+0m/iKSJ/GjfwujfwOvZq7CjjtXBGUoS5olHyJ8L9Z1nw/4qvfA3jDToPEPxY8E6bM/hjU72XyT4j0d3T+Pp53yIj7/AOPY/wDfrhv2M/h/a/Gz4n/Ff4r+MPDMHlX2otpdjpOp2iOlvs++hRh99ESFP++69+/ak+F2qeLfDGn+LvCB8n4ieDZzquhzKf8Aj54/fWTf7EyfJ9dteXeJ/wBpu98E+A/Cnjv4ceA4fEmj/ECTDWFszpc2+tP98TbEffv2Mm35Pnh6/PX0dKrOpRl7D4p+7/h+1/5N/mZnv2k/B/wJ4D1658V6N4fsfD+oJaNHPPpMP2bzYeHO9I8LJyndc0vxE8PD4v8AwtP/AAjniS+0Rr6KG+0/WtHlZJtjYfKf76My/wDA6+Or7wz+0V8fvGWm+GviF4qj+Feja1azXMGl6Uv/AB8RRFBND8j79+11bY7/AHc19X/Abwofg/4dg+Gl14kXXptHh8/TWdNtz/ZzP8nm/wAGUfenyfwBK4K1D6uoydTmkKMuc+V/AuoaN4T1q5074H+BJPit4o8+QXPizWtPltprK56f6TfzffdPuuiIlfemi302paTZ3dzZyWFxNEryW0v3om/uGk03TLTSI5ILO3jtIWleYrGvBd3Lu31Zmasaz8bR3HjS48NT6beWV0toL23uZlj8m7TcFfysOXyhdN25F++K5sRW9vL4S4x5TraKKK4yjjfiJ8NtD+K+gSaD4nsv7T0aSZJZbNpXRJtnKB9p7N831Ra8u8K/srw+AfGmj3egeMvEj+EbWVrm48JatqD3ln5qg+Q8W/LoEfa+3fj5Fqf47fGjx78MdQddE8C2N9ov2d5/+Ei1XWfs1qjouTC6LG7q5/h/hbmuu+Dd58Q9UsdWufiImi2t81wi2lnobu0McPko3zs/zF97P/3zXdH21Kjzc3uk+7zFv4vfC6y+Mfgt/Cuo311aaLd3KNqEdn8r3USfN5O/+Abwhz/sbe9fMN9+wX4z+Fl5NqPwS+K2p+H2L7xpOqsTA/1ZPkb/AIHC9b/xtvvjP8UPibr9j8KfGuj+FLDwnsgNnNMn2jUrwwpM+9Cj/IqvGnz/ACn5q4TxJ8Zv2oLrwvbfFfR9G03TfANtZJfvoMixSXNxbon76Z/4gj/O6bH+VNh9a9XB08VRjalVjaX2Zf8ABIlymtoPxw+L/gX4afErxN8R7q0l1vw86+GNE0vTYkCX2pzbNkz7T87fvIP7gH76vpf9nX4Up8GvhLoPhtm8/Uli+06ldN964vJfnmkb6uT+VeXfFK6X4sftKfCDwesRXTNHtZfHGpw8ffT9zZq//bV3/Kvp4V5+Mqe5FKPLze9+n+f3jgPrg/i1qWvaN4ZW/wBBivZXt7jzr1NMihlujbKj7/JSb5GfOziu7o6jmvNjLlkaH58+IP26Phz4mk06W58V/EiF7GbzoTb6Vp0Pz7Nm/p/cd/8AvuvFrvXP2VL64muLi2+Ic88zu7vJa2/zu/z/AN+va/it+xb4H1L9pK8m1PX/AOwfC2t6fNqTw2N1DC9pf+Yg27HDfupt7yL/ALaPVr/hgH4E/wDRTNW/8GNn/wDGa+6pVctowi4TnH+vQ4/ePI/GfxO/Zw+I2tSax4mufiRrOqPDHC9zNa2hfYn3PuNXS+Ef2lvgt8P9L0vTfDviD4oaRZaZ532WGGysdkXnSb5vvj+N67f/AIYB+BP/AEUzVv8AwY2f/wAZo/4YB+BP/RTNW/8ABjZ//GaJVstnHknOfL6f8AXJMzf+G4Ph/wD9D38WP/ALTv8ACqt7+2Z8M9Q+ym68a/FaY28qTRb7Kx+V+z9K3P8AhgH4E/8ARTNW/wDBjZ//ABmj/hgH4E/9FM1b/wAGNn/8ZqP+Edfz/d/wC/3ph6f+2b8M9HsYbKy8a/Fa1toU2JCllY/J+lWv+G4Ph/8A9D38WP8AwC07/CtL/hgH4E/9FM1b/wAGNn/8Zo/4YB+BP/RTNW/8GNn/APGaP+Ef+/8Ad/wA/enNQftdfCm1v0vYvF3xUS5WWaZH+xWP35vvv0rT/wCG4Ph//wBD38WP/ALTv8K0v+GAfgT/ANFM1b/wY2f/AMZo/wCGAfgT/wBFM1b/AMGNn/8AGaL5O/5/u/4A/wB6Yd9+2d8M9UEH2rxr8Vpvs8yTxB7Kx+R0+6/SvKdY8SfsseINQvr3UIPiHe3V3M81xM9rb/O7vvd/v/369y/4YB+BH/RTNW/8GNn/APGaP+GAfgT/ANFM1b/wY2f/AMZq6dbLaOkJzj8v+AR7x5J4x+KX7OfxC1CC98S3PxI1e5t7ZLKKSa2tPkhT7ifI3+29dL8Pf2lvgp8K7fT7TwxrPxJ0+x0+Waa3s20+xlhR5vvv89dt/wAMA/An/opmrf8Agxs//jNcx8QP2DvhtDp+mW3gvx1fahrmoanaWarc3dtIqQtP++fEaJnYnmVftctnH2U5z5fT/gB7x9d/s9/Eq++LmlzeJreXWLrwnd28f9nza5a21tNJKkkyTFEh/g4T79ey8YrI8M+GtP8AB/h3TND0qBbXTdOt47W3hXokaLtUfkK1+K+EqSjKb5PhOwTIxXyL4b8Pv8K/jz44+HFtZ2U1h4nhfxv4Phvk/wBGg1RCftMJ2c/fKSf7lfXXFfN/7Z1nN4V8PeDPilZr/pngXX7e9uGXgtYTP5F0n/fDqf8AgFdWDk+d0v5vz6EyPCfEnx4+N37TWqaXb/Dr4XyeGJvD+pmX+39Tl3/ZbtEeGZNzbE2/O6Og316d8G/2Xfir4F+JWm/ETxV8TF8U+I5B9i1HT5EcW32F+XRH/vo+x1QIifLXQePv2tPhr+zj4k1jw/rtlf6a1wy6vaPp8RuU1BLg7nmTnah87zAUz/t/x15Z4q/b38V/E7Q9W034VfCTxRf3NzbvBb6xIjDyGeMjzVWJH+ZM/wB/tXuOGJr0uXD0VCn/AF9qRj7v2z6m+Mnw31b4laHp9jonivUvBl3Fexyy6hpMm2Z7cH97D/d+bj/vmuH8Ifsv6X8N/HOheJPDd3eXusRzTf2vrHiPU7m+vbq2eN18lcvt+/5b9P8AlkK9K+E/iv8A4Tr4a+GfERD+fqGnwzTJINrpKUG9G/2lfcp+hrxK8/bK1DVri00/wx8J/FmsavcyzW0C3wt7CzluIciVI5ppP3ux0P3K8Sn9Y96lA290+os0VzXgPxDN4s8F6HrEuy2uL2yimngUZEUpQeYn/AW3D8KK4+S25ZtH7PqFsVJSe3lX/eVlrI8H+D9H8CaKNK0CzjsdO+0TXIhh+5vlkZ3/APHnNfANt4q+BsepWsyfGb4h+GLKazubm+2arf2yQ3byI6IieXsRfnm+58lfdnw9+yaB8L/Dn+kSyWVno9uBcXCbXZEhT53Xs3FdmLw8sNG3vfcRCXOfO/jD/gnZ4Q+IWuax4k1fxLrdt4v1W9mvLnUtOlRIgXdtiLC6v8iIUTG/+CuD139i34l+CV0PSNL+LGveJfAtzqVnZ6poL+ahSzedBL/G67FTO77nyZr6Y+OXxA1ey+D0eo/DuW1vte8QS2dhoVw/+o3XToiTH/YVHL/hXivwd0P47fBj4yeG9J+IXjWDxx4Z8Vfabff5jO1rcxQvMmzcisoKRv8A7Nelh8ViZ0uadX4doyIlCJ2/wHQeKv2mPjr4uZPksbux8L2j/wB1baDfMP8AvuSvSZPjjp8cjr/wi/jJwrbdyeG7sj/0CvMf2N0k1r4dfEjUw+y51vxrrcwm/wC23kp/6LrzaP8A4J76z5af8V1ef+DTUf8A4/WUqVCpXlDET5eXliHvcp9Lf8L107/oVPGn/hN3f/xFH/C9dO/6FTxp/wCE3d//ABFfNX/DvXWP+h6vP/BpqP8A8fo/4d66x/0PV5/4NNR/+P1X1XAf8/vwf+YuaR3XxK+KHhOx8ZaV4l1Hw54ojt9QiOl3SX1lNpqMY1kmhZJJniTf98bN/wA6v/sV+evxd+M3imT4peLn0Dxb4m0vQm1Cb7DZR6zNshh/gT5JnT/vh6+8vhR+y1cfBr4yeG9Qv9fl11Lq1vIUhmu7mVF+RPn2Su61+dnhWNJPHPi9NibPsOt/wf8ATGavp8lhh+ec4+/yRMK3MVf+FvfEOT5E8d+KXf8A2NZuf/i6+l/i5+0BBr/7M/hy70gap4b8eTTW32y/07Vdit9/ztqJdecu/wD20r1zxl+yb4L/AGedZ+GXivwXca1Zatd+LtH0yV59Rd0e2mm/fJj/AG683/b+tYl+EPwrlSNEeXU9Ud2jT73z1q8ZhMwxNGNKFtf8/wDIfLOED5R/4XD8QP8AoffFX/g5uf8A4uvbP2Ufj1qel/EKe08dX2t+KtAvrRv+PvU3328yfcdHmmRP7+/567v9lT9mfwV+0NpNuvi2LUP+JVoNm9t/Z90bf/XXmob9+Pv/AHEr3T9l/wANweHNc1PwjFLcXmjeHfG2r6fp8N9L53k26WUOxP8Ax9/++6vMcwwvLVw6p+9EzhGZ8K/GD4zeKX+KXip9B8W+JtL0N9Qm+xWUeszeXDD/AAJ8kzp/3w9cj/wt74hyfInjvxS7/wCxrNz/APF1d8Pxp/wn/jJNibEtNb2fJ/0xmr7k8Zfsn+DP2edY+GXivwXca1Zatd+LtI0yZ5tRd0e2mm/fJj/brtr4rDYCEKU4XmRyTmeS/F39oCDxB+zP4cudJbVfDfjyaaz+23+narsVvv8AnbES585N/P30r5l/4XF8QP8AoffFX/g5uf8A4uvrH9v6GJPhH8K5UjRHl1bVHdkT73z1V/ZV/Zn8FftDafAviqLUP+JZ4dsHtv7PuDbf6681Dfv/AL/3ErmwdfD4bBPFTh7vOXPnnM4T9k/4+6lpfxDntPHd3rfirw/fWjf8fWpvvt5k+46PNMif39/z1wPxg+M3imT4q+Kn0Hxb4m0vQ31Cb7FZR61N+5h/gT5JnT/vh6+7v2Y/DsPhjXtR8Iwy3F7ovhzxvq2n6fHfzec8NslhDtTP++7/APfdfnh4fjSTx/4yTYmz7Jrf/omangq1HEYutW5PshP4Cr/wt74hSfKnjrxS7v8A3NZuf/i6+ktX/a08Ia/8ENG0WaPWdI+JPm2aXurQG48m22XKeddI/m/f8lN/3fvvXsHjb9lHwX+zzq3w18W+C59astYuvF2laZLJNqLuj200375Mf7deL/t3z2Np4n8Az3WnrqMDLrzvCkzw7/8AiZP/ABpWTxGEzStSpwhYfLOmfW6/8FE/geihf+Eiv/8AwU3P/wARXY+E/wBqjwh480qPVPDWmeKta0yRmRLyz8OXbwuw9G2V+cv7MvwJ0X9pbXtc0qz0230F9LtUuWkmvrmbzt77P9j0r6ctf+Cd+qWNrHb2vjB7W1j+5BBqOooi/wDAPOrxMbl+WYaTo88ozNoTnM+m/wDheun/APQqeNP/AAm7v/4iqnjuG2+OHwT8Z6QNM1GyGo6dd2SwarZvaTbzCdj7HH97b+VfOn/DvfXf+h4uP/BtqP8A8er3n9nH4F3/AMD9E1rTr/Wn1tb26W5jeS5uJtnyBX/1zue1eJVp4alHnozvL0NPePMvgfq/gDxB4F+DXjzxsLEeINQ8Of2DbT6ksT26vbjfJ87/AHH/AHMn/j9e53nx5+GWjrtuPH/he2Rf4W1a3H/s9fHvg74b+EPHX7LcWnfEDWodF8HeDPHOsfbZpJvJZoUmukSFX/v75k/KuE+Hvwt+EHxE8bX+peBvhJ4n8XfDXRLeS21K6+2yJcXF47pse3hd0d9iI+9N+/8AfJ8ld88JRqOUqk5Wj/noRzSP0B+FfxR8PfFXTdVvvC08d1pGnak+nrd2zoYbh1SN3dMfw/vf/Hafo3wp0jS7q7lulfVfMu57q0+3xRM+nec7O6W7qgdF3N/erhf2WtI+H2haH4mt/hxcTQ6M2ql7jRbqGaK40m48mNHhdJfnTOzf8/8Afqx42+I3xZ0rxxqumeFfhbb+KtGt0heHVrrWk01N7rl02ujl9uPvL/erxpU37WUKT/8AAvdNz1Xw/wCFdL8K6LZ6TpFhb2WmWkYit7eP7qKOwor8y/iZ8d/GHg/x5rOk6jqUvhe+gm3TaPaeLHuYrVnUOUWT0+b7v8OdvaivUWU1pK/OZe1ifpx/Yun/ANnrp4sLf7AsXkLbeUvlqmNuzbj7uKq61pLP4R1DS9Kiigk+xSWtrG/yonybEH+7XQVUvoHurOeFJXtZHRkWZPvJ/tCvCUnfc2PiDSv+CYGl2uj2EUvxL8TWt5DEnmLalPIWXuUTtXWfCv8AYs1L4P8Axm8KeK4fHmreMdPs0u4Lm31h8tb74XVHT5/73y/jXF+FP2gP2qPGGh2sPh34YaTcpEn2Ua9fSbI7po22PKA8ycOyGt3wlpH7TU3xS8B+IfiPFpc3hzT9Skil0/Rtpki+0QyQ+c+3+BN/9/5fevp6s8e4ThWrxt2905/cOq/ZB0ObxF+zT4p0WKfyLm413X7Myyb/AJHa7mX+F1b+L+9n3rnv2UfhTZaR420bWLu7vr29PhyDVrY/2hfFInmeaJ1dJbmRH+VP0rvP2OSmkj4veGx9/R/HmpfL/sTbJk/9DpP2bnX+2/DeGz/xQtn/AOlk1cNevKMq/L9or+U84/bY8J/avid4Xl02aWG91DQ9VvLueXVL5I/JsIUmSNIYZkTe+9/n9q9G/Zh+E9h8P/FHjTF7fajqFjJb2S3M19dyI8MttDc/6maZ1V97n5hXO/thSInxR8Gbm2/8Uh4u/wDSCOvX/hA6yeNPiLtbf/pmnf8ApttqqpWl9UjT/u/+3B9s3PEREvxM8Gf7NvqD/wDjkI/9mr8cPh7omseKPjFdaBoVlNqGoaxd3+n+TAiO6Qzb0mdN7onyJvf532V+ymtKG+KXhgn+HTNSb/yJZ1+Wf7Fny/toaC38CXeq/wDomavXyKbp4fEzX8n/AMkRU+I+u9Q+Gfxc8Tan4ZfxTd+K/EOl6DrFnrMVgbHQrYSzWz70+dLnfXi37ebSTfAn4KTPC0DTPdzNG/8ADvRH2f59K/RTRfE2j+II5n0rVbLVFhbZI9ncJNtP+1tPFfnp/wAFAl2/An4GD0V3/wDJVK5MorSqY6lGUOv/ALbIJx9wg/ZH8L/Fa+8Axa94VbW9C0+aFNNhm0yw06aO7hgmmffm8mR/vzzJ8ibPkr6I+BfgjX/AXj2K01+z1Zr3WL7VNfuNU1QWKedM8NrC6IltM+z7m+rP7D/ibR9B/ZV+H0OqarY6e9x9sEC3lwkRl/0yb7m4/NXs2tYk+Knhb/Z0vUm/8iWdcuOxU5YqrFw6yLhH3D8b/Auiax4o+NF9oGhafNqGoaxd3+n+TCiO6Qzb0mdN7onyJvf532V+gGofDP4ueJtU8Mv4pu/FfiHS9B1iz1mKwNjoVsJZrd96fOlzvr5I/Yz/AHf7a+iv/wAs0vtV/wDRNzX6xaN4m0fxBHM2l6rZaosTbJXsrhJtp/2tp4r2c+xMqdenCMPsoxox90/Or9vJnn+BPwVmmhaB5pbuZoX/AId6I+yn/sj+F/ivqHgGLxB4VbW9CsZrdNNhm0yw06aO7hgmmffm8mRx888yfImz5Kl/4KArt+BXwNA/iRmP/gKlfRn7D/ibSNB/ZV+H0OqarY6c9x9sES3lwsXm/wCmTfc3H5qKlaVPJoKMb3n/APJF/bK3wJ8D+IPAvj+Kz8Q2WrPe6xfapr9xq2qCxTzZnhtYXjRLaZ9n3N9fm94E0TWPFPxovtA0LT5tQ1DWLu/0/wAmFEd0hm3pM6b3RPkTe/zvsr9kNYw3xR8MH+7pepN/5Es6/Lj9jP8Ad/traK392+1X/wBE3NPKa83RxNXryf8AyRE4/AfXGo/DP4ueJtQ8OP4ou/FfiHTND1az1mKw+w6FbebNbPvT50ud9fLv7dlxNdj4V3U1s9pNcafqUzQuyu8Tvfh9nyV+pui+JNH8QJM2k6pZaosLbJXs50m2t6NsPFfl1+3o2YvhI397RLx/++7mubI60qmNgpQ/rlkXWj7h5t8CbKIfD74uawyTPe6Pp+m3NoiX1zbJve88n5/JdHdNj19g/Bv4HwaT8T/DEmr6nfX1xFqmoxeXb6nqKJHNYumxzvunDo/9x1r5F+BP/JIPjt/2CdK/9OSV+hXgaRZPixoG1lf/AIqPxR/7JXoZ1WnCrNR/r3YkUSh+2p4QHiGL4dG1lmi1fU/EMOgRTf2heQQwxXCO8jMlvMm9v3KVd/ZB8Gv4R0+7uRez3seuaXYak3nT3Mvks7XK7P308v8Ac7ba2f2rJFTUfgvuO3/i4Om/+gT11HwAjtbH4M+F9UZ1ydDt1mk/2EDv/wCzvXyrrS+pRp/11N/tHydYeGfCnjL9nbxVZ+MdZXQtHufizefZ7uYZtt/23YkcuHTZC/zpv3fLvD191eE/DWi+DvD1lpXh2wtdL0e3TEFtZIqRIvsBXxd8F/G3w88E/s8fDvUfibFbf2f4l8QaxrltNfJ5ttDN5lyUd1wd2Ub5f98VwHhv9rbRvA8urQ/ClvFWuavJrF49v4ZtdO+06J9k85/JRE/1tv8AJs/1P/fD121sNXxcpRp/zf8AbpEZRgfdfw7+C/hr4Y+IvGGuaJDdLqHiq+/tDU3ubl5g0w3/AHN33F+duK9Brzz4M/ELWvid4Og1nXPBmr+BL8tsfTNW2b+D99MHO3/fRG9q9DGK+eqc3N+8+I6Dm5vh74anmaSTw9pcrscl2soiT/47RXS5FFHtJdwFoooqAPn7wh+zbqljPrzar4/8VWVlc6xe3dhpOjal9lt7W2lmd0TKJv3fOf46zfilofxD+Cuj6fr/AIC1nxX4/m/tC3gufDWqeXfrLbu53uJNiTRbB/Huf/cr6R/Gg/Wuj6xLm55e8Tyo+bvh/KfA/wC2l8SNCdRDa+MNEsfEVqv96WH/AEab/wBp1Z8K/F3wD4D+Nus/D/UtJ8P+DvFd8++xurHyY01OF/nRHZPmhmy/+rk++fnTdvql+1lu+Hvij4Y/F6Jdtv4X1b+z9ZZVz/xLbz9zI/8AwB9j11lr8RvBmsftL6l4FbSNOl8T2ehQ6gmqtbxtO+533wb/AL3yJ5L/APbSu+UXWgqqjf3df+3f6RJw/wC0J8fvhlY+JrXwncWvhPxR4yi3qh8RS28djpO8Dc1zcP8Ac/65Jud8dO9aX7OHx2+Hnim+vPBumr4c8O+L4W33FhoFxDNZ6jx/r7aaPiZdv8LYdP40FcB+2NFf+Hvip4Tl0OLQ/O1vR9RN1/bGiQXyJHp0L3I8nf8Add/OdP8AvivRPgd4JsvC/j3xpqd1cae39nWdjAklppdtYoitD9od5PKUZf5/vf3a1lSo/VItC+0etag+fivoqj+HRL//ANH2dfhv4gurix8Q69Lb3D2rvcXib0fZ8ju+9K/TPVP21vCF58Qo9Z0N7G/0e0sHsI7nUNTSwknd5kd3RHTfsHkp9/Zv31+YWuebfXmqXEVu7pNcTOmxN/33evrOHMPUo+0dWGnu/wDtxhWmfXnwrEnw58YeEl+GXhjUvDfia41640lrzxPZzW2m3tu9gj/Zrl0fe7pMjzJ/c310/wDwUKV1+B3wJVvvfZ8P/wCAcNWPHXxW0Xwzd+Gb61vrPVLy18c3GppapfQoHh/sdYd+9/lRN7/+h15l+2F8ZrL4neBfhxodlHYySaEXhd9P1BLzzf3KJ9xE+T7lZ4enVrY+jWUOr/8Abgn8B5b8B9O0XXPEUU3ifw1rHjS2sbqwtrbT7O0e8jSF7n99Ds3/AMab9if33evvP9jHXPFOtCwi1R1bw1pVvrWmaH9s87+1ooYb+FPLvN/y/ImxExz8nzc18lfsa6pZaDrOqS6lcw6an9seH33Xr+TlEvHd3+f+5Xs/wP8A2nNI8B32ryiPTLi2/tbW57ee61mG2+0peX/nI6J87p8iJ9/+/V5xTqV5yjCHb9Qo7Hw54murix8T+IZbS4e1d7u8Tej7Pkd33pX1b8Klf4d+MPB6fDHwxqfhvxNc69caQ954ns5rawvrZ7BH+zXLo+93SZHmT+5vr5I8QebqWpavdxW7ulxczTJsTf8Afd6+5vG/xW0XwzqXhrUbe9tdUubLxzcamLJL6FA8P9jxQ797/Kib3/8AQ69fNIydOnTt/N+RhAh/4KDxsnwM+BKt9/7P8+z/AK84a+avgPpuh654hWXxT4a1jxpb6fcWNrbafZ2j3kaQvc/vk2b/AONN6In9969P/bC+M1l8T/Avw40GyjsZH0LfCz6fqCXnm/uUT7iJ8n3Ky/2MdVstA1rWm1W5h01H1jw+6Nev5OUS8d3f5/7lcWHUsNlDU/i1/wDSi5e/M+tf2Mdc8U60thFqbK/hrSoNa0zRPtnnf2vFDDfwp5N5v+X5E8tExz8nzc1+Z3iO6uLHxR4hltLh7V/td4m9H2fI7vvSvuP4H/tNaP4DvdXl8rT7m1/tbW57ea61mG2+0peX/nI6J87p8iJ9/Z9+vhLxH5upX+r3EVu7x3FxcumxN/33eqyejKniK05w0/8A2gl8J9c/CXf8O/GHg0fDHwxq3hvxRdeIJtGe78TWc0Wm3ts1grm2uXR/ndJkeZP7m+sb9u4TrpvwSE/l+cfC7tJ5f3N26Pfsr0zxf8WtD8I/8Inq0N5a6tc6b4+fU/sMN3CjTQpoypv3v8qJvdE3+9eLftMeMrX4waP4PuIrzStM/wCEU0T7A8K6mkz3f3PnT/viuPB88sZSrSh/XvGk/gF/Yx+KXgj4UzfEK68eC2vNNvtPtrWHSbiFJhfTec77Nj/J/c+d8InrX1d8M/2jvhr4Y8a2EWv6V8O/C9xqu7+zNW8J6hbXgtN//LteOiI8L/7a5hf+/XxR8A7h9G+H3xb8RW8NnPe+H7LTdSt4dQtUuIZX+0yQ7HR/vpsmf/xyvtP4c/D+6vvF/gf+3JfD8k6a9eQzf2V4dtLTe9pDvTY6pv2P/HWOdUaTrznL+vdCjznp/wC0V+0D8MfAsNpofimDRvFGu3DpNY6DezW+xH/gmmlm+S3Tp+8f/gG6s74l+Jj8Lv2OfEutRWHh/TL+40abyYPCo/0B57kbITCdqbx+8T5sCtj9qBPC/gnwXcfEbXtNstUXwzY3McGlXtrDLBfTXBhSJG3r/fRPuerVwfxS8Raf8fPF3wK8CaLGj6Hqnk+NdUiVcpFYWyBoU/4HM4T/AIBXymHhCUac+X3ftfI3kdzoP7KnhHWPAPwt0fxZpserweENHW2j065GbZ7ho4Q8rJ0Y5R+v9817H4f8K6L4Usvsmi6RY6Ra/wDPGwt0hX8kFbdJ+NebUrVKmjkVyi0tFFZlhRRRQAUUUUANr5U/bK8afED4NXnhXx/4K1aNdLa4TR9Z0zVPmsG8x/3Mz/8APP5y6M6c/OlfVdch8Svh/pXxT8C694U1mISabqtq1tLxnbn7r/7ythh7iujDVIU6sZTV4kyPn7UP2jvCvj7Q9X+Gfxs0G6+GGq6xZTWUyanIH0+6VlIL2159x/7y/SvA/CfgLXI/hjL+0voFtcXHiPSfEb6na2sjvvuPD1un2N4P+/KO/wDwCvob9nK6tfiZ8Pde+DnxT0611rxP4Jm/srUba/h8z7ZbY/0a8Tf/AH0/jHpX0L4V8G6L4L8J6f4a0jT47bQ7G3FrBZDLIsWPufN94V60sVHAuVKEd3/27y//AGxHLznyL+054y0rx/4i+EHiPRrpbrSdS8NeJ7q3n3fwPpWR/wADr3DwBrunaH4m+ImoXt1FFY29vp00z793yJYgvXz6fhL4K+FXxmtPhj8RfD9prnw3164uLvwNe6iHKaZdzbPtNhv/AIA+1Nn/ANnVXxx4c+Adr4V8SR2nwK8VWeo29pcxw3LeE77y4pUR/wB5vxt2o38dbSjSqRhTjzcv/wBsZknhb9or4eaPpMtu3hbw74j8y+vLpNWktrnfOk1y8yP81g38Dp3r5b+FepXdjZ+KIru7u9HguL7zrGGa41K2SFP32/YkML/xvD/35r9H/wBnfRfFtx8B/h5Jb+KLOKFvD1hsR9K8zavkJ/H53zV6B4R8YEQXthr95Zwa1YXz2MrkpCtxnDwuil/40dP+BBxW8cwp4VzjTg//AAJ//Ihy8+5+evgvxloXhzxtpmt6mbLxBY2U0z/2ff3Oq3COjpMifJNZunyb4f8Avisf9rL4oab8TofB/wDwhHhy18M6jYXk0j3uhxXKOm9ERHd/s0P/ALPX6I6TeeKPGUupalpur2ek6P8AbJLeyik0/wC0PKkR2PLu8xfvur7e2zae9V/EXibV/hVax674o1qyvPCcRK6jefZDbNYDokx+d96bsI3pv3dAaUcyjHERrcnvr+9/9qHIfnrqviSyvrmeW08QJawzTP5Kf2zrT7P9d8n/AB7f7cP/AH5r1n4afHbwL4F8H2WjX/g/QNduoGmZ9QmiuXdg8zum5nsNz/I+z/gFbGl/t1fCqx+IiW0uq6s3huy1K/1K31H+z38pnmRP4fv7N815/B/cr6e8P6l4o+I2lW2vWGsabpGj3yiaxt4YFvXMP8LyTB9hZhj5E4T++9dGMxE4xhHEUZRj/i/+1CB+Wnwy1W602HxQl7e3GiWtxfedYw3V3qNmkO/zt+xIYXT77w/3P9TXqXgnxtoPh/x1pms6n/Z/iGxspZnfTNQvNVuE2OkyJ8k1m6fxp/35r6x+O3x20L4R+EdZ8NfEPVYV1O9s3fR7nS7d9952UmH5/KkR9nX5H/g/jROb+Df7YnhT4oeINYsvDCSDxrrl6ptdN1eP7PGkKQIm9n/jRNjvsT5/n98jonjK2Koyq+xlyf4v/tQ5OQ+Xf2svilp3xOj8H/8ACEeHLfwzqGn3k0jXmhQ3KPHvRER3f7NDs/8AH6j1LxBaXV9dfZ9d+ypM7vDD/a2tP5Kfvv8Ap2/24f8AvzX6RXGieObe3eeHxPpk9yiF1hm0opC7YztZhNuVa+Y/ix+3Z4B0LWLT7Bd6hL4jsrW+sL2Gzh86G3kdOV87fsfbNDD86b/lrHDY6VWEKGHo83L/AHv/ALUJQOU+Gfx48CeDfBVhpF34T8Oa5dxPNINQkS5d5UeZ3j+drBnf5H2b/wDYr5r+GWq3tjb+K4ri4u9IguL55tOhmu9Rtkt9/nb9iQwv/fh/uf6mv0k+GvxS074reH9EtPhdq8EuiadbJBeavc2jt5BWMIlt5TbP33Rmz9xR/tiuy1bS/HVnp9zc2XiCw1G6hhZ4rN9J2JcOnOzf53yb/u1y08xjhZzUqes/73/2ocnOfnb4Y8WaZo3jPQtZ1M2Wu6dpt29zNpl/earcJKjpcoibJbN0/wCW0P8A35/269sm/ai+HjROq/C/wsjsn3/Jm/8AlbX1nL8S9Ei8HvriXcT/APEv/tFbMSp9pdduVTZn7+fl/wB7iq2m6L45ubG3kvvEmnW148SNNDDpO9I3x86q3nVjVx9KtLnrU3p/ef8AkXyn5M/COP7F8G/2hoJfknGiWCbH+T/l/Wv0D+H19b/8J14S/wBIi/5GbXf+Wqf8+1fHugeGPDerftlfEuXx7omseM9J0zULx5dO0PRprz7RM77Ed0h+4n33/wB/ZXvPixPgz8OfBmm+KvBPwjay+IN7qH9n+FNM1fR5bO7ub/8AgmSKb5tib9+/FexmUva1OS3x6/8AgUbGMDtPi5DF+01+0Zo/wxjQXXgjwZ/xOfFTL9y5unQra2f0GS7f/Y151+zv8QPh9+zRD41g8eai1v438M3z+E7eFI2mur2wSZ7m18iFfnff5/8A44lfTv7N/wAFf+FK/D1bLUbz+1PFOrTNqev6s+N93fS8uc/3F4RR6CtDXPAfw98D+I/EPxV1TSdPs9YS182+126TdJFDDH/Bu+58qfwY3Yr5z61BQlhVrDT7/wDg/wCRvy/aPmPxR8evjB8YPiz4K8B6Vodx8L9C8Qu95N57p/bjadC/76Zx/wAuyP8AcT+Pf/HX3JHEsaqq9FGK+Z/2R/D9/wCOtW8VfHLxHaPa6p4wkEOj2sw+ey0iI/uU/wCBn94f+AV9OdFrmx8oc0aUI25f/Si4jqWiivPKCiiigAooooAKSlpKAPmT9p/wTrXgnxLo/wAcvA9o914k8NRGHW9MhH/IW0jrNH/vp99Pp/s13mrftPfDnQ/hPp3xEufEUS+HdSiElkAN1xcvj/UxxffebPy7BzmqH7VXxy1f4D/DRte0fw//AG1NNOtq9xcOVs9P3f8ALe52/PsH+x61wv7Nn7H/AIW8AyW3jjWbqw8ZeK7t31C3u7WEJptj53z/AOgQ/cQf7fX02168Y054aNXEf9u/3vL5GX2vdOC8XftGeEvjZHf/AA2+NnhDVPhhaa2iXfh/UtW/dlE48mZ3/wCWMofP+z/A/oZND8ZX8mm+IfhX8R7C31b4mf2LLH4c1v7U0Nt4otNjpC8T/c87nlP4q9y/ac+C3gz42eDbHQPFV7b6NqdxcmHQdSbYk0V46O+xM/e3qh3R/wAYSvhNfgP4mlnPwgvvEn/CI+N9Pl+26To2uTPNpWp7PuXmlXn37ab+/D/lPWwv1XEU9+Ty/wDbo/8AtxnLmgfZfwN8M+C7X4L+BrTWvCF5/a8OiWcF55/h283+d5Kb9/7n+/X55/Fbw34i+MnxK+K2tfaLibRPBKXLpJqDO/2SzhmdLa2Tf8+//f8A9uvt39mP9oP4jan4k1j4R+OdGW68e6BbeZ/bUcyz2zpj5PtbRfcfp8w+/wD3Er5g0nxHp+lWf7X9lrGq6fp+qah5yW9s9wifaJvtN1vSHf8AO9duX+1w1etN6y93+98UiJ+9E+uvgb4b07SPDN14b8X3useOJfC93Jo1jLNpdxNbC3SNHT5IUdN437N77n+SvDf+CjEWl6T4H8KWXh/+1dF0zUNWd7vTZre4trNnWH5G2PH97/cr6X+C2uazry+Mr/wrNoGqaLceIZpIrw3rtu/cw7yrojrXz9/wUkm1iDw78O5vEkVrDZw6y7GTRLh/tX+pO/ZvTYrV5uXyl/acObuXL4D5wtf2ZtEmv49P/wCE41v+1Ht0vPsSfDzVHm8n+/s+/s3/AMdfV37F/hXQtN+HWvaDr1x4m8QQ6Pr0trZL/Z2o20UUYhhfd9mT/Uvvkk+/89fKviL4haZH/wAK91V9d+ISWtxpNzCl1BrKJqbv/aU3yTTfxw/7FfoP8Hm8Tr4q+L39ixaQ9t/wmMu/7dLKj7/sVn/dSvYzitW9hyVJf1zGdL4j8+/if4K/4Wv+1N4/0y613W44LSZ0t7qbSbzVbzyURNieSib0RP8AbrLuvghp/hnwz/wmvh3xxreo/wBnsl7Y3lr4N1G2hd0f+C8f5E+f+Ou01fxEnh/9tvxJ/bF9r2n6pd+LLOD/AIpm+8m2f50+Sbem90+5/wCP1U+Evii3uvA3xm0dNQ8ST3Vr4Xv3eyvb1X0mH/Tov9TD99H+f/0OvXlWrU6EOT4OWIup9f8A7Sy6Rof7P/jbVtGl8VWWv/2W8f8AaUyaijy79iOszumzZ0/XZtr4D8D/AAN0fxH4T0jWNQ8Xahor6hcfZre1h8IajeQvN/BCkyfI7/J9xK/Rf9riTxh/wzH49GoW+hJaf2Z872txM7/fT7u5K/PzQ/GOmf8ACldQit9V8aImk6zojzI+qJst/kvP+Qf/AM8XrycmlVWEm6f8w6vxHuX7KPw1h+G/xkv/AA/ceIPFF7o2p6C11fWcXh2/0t7hoZkREdHTe6fO/wA6bP7n8dfUHxZm8N+DPhr4o8Q+F9K1Lw/r+laZc31le22k3dvsmRDsD74wjoONyvla8t/Zr1jUdc1z4Vah4eludRebwTq+J/F1689yy/2rBjfMifO//sleyftDy+M/+FD/ABB+2W+gJbf2Beeb5NxNv2eQ/wB35K8HGSlWx0efv/7cbw+A/Nf4Q/BvxV4y1bwx45l1240GfWNZvP7P1rZ51y9zaW01483z/wAG+HZ/33/cr9K/A9v4J1zwdoep6n4cv77UL2yhvZ7i60a7uHmleNHd9/l/PzXxp8HPHfhrTfg18DLW78R6Va3On6l4je7gnvoUa3R7O9RN6b/k3702f79fXH/C1tc+C/7N9h4u1nRU1nTdN0K0eK30ZpHnbEKfPNvTCJ/ef+H3rtzidStVUf8At3/yaRnSPmD4c3WifCX4tfHD4g+KtDlt/Ab6hLpmlI++3mvrzzvktraH77v/AOgV2Vr8QNF+C+sz/GD41S+b8TdQtPs3hrwJZN5s2iWH8EAT+B3/AI5H/wDsB5br1j8RPGT2vx0+J3jPS/Avh6aP/in0sEW/vER+UTTbc/Isr/8APZvn/j+SvVP2Xf2UdO0vxpZfEn4ixPp2t6pceZ4e8O67ffabzeED/aLl35muTy+z+D/0DfEKnCHta8+nL7v/AKT/APJCge3fBn9rCz8ca1D4Q8c6HdfDjx/LGssWjaudiXyN917aXo/f5PviuM+MGoz/ALU/xej+EGiSSjwD4dmS88cajA/yXLod8OnI3++Mv/8AYV7z8WPgt4T+NPhv+x/FOlpewod9tdKdlzaSf34ZR8yN7ivmj4DX+tfs0/G2P4FQR2njXRdSM2sLqumxiPUtORyPn1LPyvyMb/vHKey14FD2U1OrQ0nH7P8A7cbS5j7Ls7OGwtYrW1iS3tokVYokTaqqONtXKKK8c1CiiigAooooAKKKKACiiigDL1jRrHxDpd1puo2kV5p93E8NxbTLvSRGGGVhXyhpt9qn7DXiRNG1iS61f4D6lcY07VJN803hmZ3/ANRN/wBOv9x/4K+wN1ZmuaHYeJtJvNL1S0h1DT7uJoZ7W4QPHKjdVZe4rejX5Pcl8LJlE8m8L+AbjUvidc+K/EQ/4TiKVfM8Pa0Hh+xaZZugOyGHfxM7/wDLZQ+9Nnzp9ys34gaT4Q/aW1zWvAmoaDc6jY+H9rv4r0+VE/snUs8QwS/e85E2O+wOq5CP6V53e+GvFv7G8s8+g2d94++BVwX+1+H8ebqHh5H++1t/z1t/+mfUfm9er+CfFfgqz+Asup/DDSpPF/heG2le30nR3WSaYvuZ4W3vu37m+bd8/P8AFXZKM4P20H/hf9bEnh/w21a//Ybmv9G8d6P/AGv4E1i+e9X4maTC80jO/wD0EkBdwf8App9yp9W+C+seE9ZvviL8NLDwv8Z/BmvXc2rXHhvVre2e5SSZ97vYXmz/AMcevavhZ8Ndd8JeFhLrl8NSTUILi41Hwza26tp6PNsKW1mr/wCphRN6bDw+d77OleL6F8M7K08SapqHwG8YSfDTxRFcywX/AIL1OP7Ro13cwhPOjRPu5Tf87wM+zIHyV3RxKnKUn8f2v5Zf/I+q/AXIS/Af4rfDK8ufFOl32s6h8MdWl1uWWLwnfXb6RJbI6IiIsKnZ99H+5XG/tw+G9D8c3Xwn8NaR4ov7qbVvEiafJNeXU139m85Nm/Y/+/XV/EH4meGNat4dF/ac+Ek3hm6j+SLxRZQveab/AL0N5D++h/3Ky9Q/ZfvPHdv4Z134S/Gn/hMtH8OajDq+laT4luv7StreZB8ifaE/eKn+w2a66PLRxEcQ/c/8mj/4ER9nkOF1b9hP+1Pif4X+GH/CaeT/AGD4ZfWf7TGl/wCt36k/ybPO+X7/APfr3fwH4i8IaT47+LUWv+Kr3Q73/hLZnS2tr+aFWT7Ha/PsSuJufFXx48FfF2Xxz4w+GL3c40b+wxP4Li/tS28nzvO3+S0yTb99TeAf2oPBvgPUPFLan4yuPCt3rurNqtxa+KvBN/bmKV4YYdibZvufuUpYj61io3m+f/Db5/CghyHlXw2/Z5s/j9+1N8RfEGmeLJbax8L+IbO/hae3e7a+X74+d3XHMPvUHw//AGff+EX/AGa/iP8AFz+3vtP/AAkXh2/tf7I+ybPI/wBO+/52/wCf/U/3P469h+FXxE+GHgnx7468XaR8ffBtxd+MLiG5urfULQIkLJv4T/SUf+P+Ogaz8MtO+As/wtf4/wDgsaFNbzWzXnlRvdbHmebP/Hzs/j/uV0VMViXJU1zcnu/Z/wDAvs9zPlgW/wBqLxZ4Dvv2d/HEGleN9S1PUX0z91azanczLK29P4HrweH9j/8AsX4K+DG/4Snzv+Fl61oMH/Hjs/s/fBcv/f8A333/APYr234yftJfDP4k/DnXfBd78ZdDubbVbY2sr+HvDl3c3P8AwDZM6Vyl18QvE/jDwf8AD7w74F8G+L/FkPg++sL3T7258M/2VazPbxuiedNNc/c+b59iVGGq4jD0OSk+T3vtf/smkuQ7rwf8LtN+BnxG8AeC9W8VXRttL8H6okeqW7vYvcM+pQTbMI7f3z/3xXS/HzxN8PNG+E/ihLvx/dR3Nxpt0lva6hrcv+lP5Z+TY5+f/crm1+Gn7RPxK8V23i7xFrnhj4Rz2+mTaVK+jodQuPs0kqSvje+xG3Qp84eubeT4B/C3xYj3V7rf7QPxR3fJGWfXrrzP9hP9TD/7JXDyc1T2lSfNP+7/AMNYRPqEd5+0mlxpnwf+FGgeFfCdwphuPH3ibQYYd6f9Odts3v8A774HP8PWvVPHH7Qmi/DKy0/4YeENPn+KHxBisk09NCsMOibI9nmXj/chT+/n1rnNU0n40fGrS7m78W6l/wAKS+HsMJeXSdDf7RrdzFjO2SZP9T8n8MY31raf4b0n4TfAmz1/4J6JE+gXEaX+oXNkvnave2eBvmhaTd5lzty+2bPTZt38VEnSlyqX/gP/AMlL/I1PPvg9+zz4V+BfiDSb/wAdarot/wDE/UPtN14a8LTXDxaTpUrv5nk2u/fsbf8Ax/8AfCfJXuvijwPffErw9p/iyw1nxHouuPp6QzafoOoR2fn/ADbngZ5UfYyPv+ddhqj8JNUHxo+Ht/oPjSw0nxdpdukIj1xGS5stYRk3iUDYmyZOA42DY/SvObj4rSwlvg9+zlC+t6lazy/bfE1/cPd6b4fSR2dszPvMz/M2yP5/esZSrYio3N+9H/wHlF7sDd+IXxq1/wCGOieHvhh4Zlbx78Z9Qt/LijnfeLND/wAvN4w2fIq45+UvsLV6D+z/APAO0+Cug30l3fv4j8Z65KLzX/Ed0P319c/l8qLn5U7VJ8Cf2fdF+COn3s0dzca94q1Z/P1jxLqPzXmoS8ck/wAKf7Ar1r61x1q8VH2VH4ev97/gF8o+iiiuIoKKKKACiiigAooooAKKKKACiiigBlfOHj79lq/0PxRdeOvgxraeAfF83z3umsm/R9XP/TzCPuv/ALac8V9I9aOla060qcvdJ5T5asf2ppZhN4F+KEN18FfHd3E8Npq06pLps7/89ra4f5D/ALj16bY6do3wJ+DNs+n6dca5F4d0x3hGm2z3N1ePsLyOuwO2+Z/mZv8AbruPF/gnQPiFoU2j+JNHs9b0ycYktb6JZYz+Br5+b9lzxl8I5Guvgj4+n0W0Db/+EQ8Tb77SW/2Eb78I/wByuuMqNX3V7v8A6SHvHUfs7w+IdW8OyR+Kdaj15vKIvbb7VFfWzTTfvT5L/fRER/J2P6e2X8h8KfDH4PfHXxUtxoPh3UPh34kuory/tNa8G6gbb7RbQ3P2fzn8n5F3v86K6fMv5V0uqftEeIvB+i32i/GT4W694PtLtHS58R+DXN/YPv4eTfD++h/LfXR/s76x8J01i+uPhv450nUdMv7KztJNG82NZlmtofJSbYdrgtF5at8n/LMfh1/vacZVNv8AD8JOphaV4D+Meg6lfaV4F+O+m+LptNbbdaV4y0xJpYCfuB5ofn/MVrTeNf2kNLDQax8KPB/jG2X7z6Lr5tt//ALlK7rwL4X17wZo/wAQ9Y1e0+365rmrXOpmHSZ90jQiFIbaFHfZ86wwxp/vVn/s3+FdX8J6XrOm6xZeYtlNFZadr01u9tdarZom9HuYW6TI0kiPJ/y12b6xeISUpzhGX9f3bC5TzLUPHOuySf8AE5/ZCubl/wCJoZNLu6q2/jaXd/on7HWoI3/TS10uH+tev/tOeI7zwz8N1utM1OXS9Sk1bTYomguPJd0e9hjmQ/7HkvJuP8A+ftWr4SiXxT4HCS6/eKlrqMz3FxY6kZ/lSR3EX2gIm5NpTP8A3znir+sR9nz8n/k0v8w5TyvTfiB8ZhGE8Lfs4ab4e/29S8Q2cIX/AIBClT6hY/tLa3ZzXeq+Kfh98NdLjVnmlsbSbUJolH3nZptkYrsf2Xri91b4W6ZrWqanq2o6vcR/Zb06ncSud8M0ybwj/c3rtOV+9hK7T4sadqGueAdW0rS7L7fd6giW3kHZyjsBJu3/AC42bqzliFGryqMfz/8ASjQ+evGf7M+iWPg3UfF/xU8b+OPi9Y6fbvqEunxXnkWbwqm92S2hdFZdn+1XonwVt9BuvC+vaR8PvDun+AG02/hs2udLS3uYbiPZDNvR04fdDJs+flW9cVd8C6K/wR8L6t4f8X+JdI/4Qi2kZNEuNWu1SaGzdB/o0+4ImxHLIm3+DYvavDfBfxa+Dvw1utNsPhrp/iL4teL9PtP7PEnha0crLGn3EuXTZC6p/Cz73Stv3teMo/F/6T/kZ/Ae0fA2S403xd458O65Lqep+ItNvgi61cNNIl/Yv++ttzY8lZY/NeJkQL9zOPmrG1rx14I/ZTbxHa654pE1jrd895o3gvT7fzbyFpseckKJlyjzF3/gRN5rLbQ/2h/jZlNT1DT/AIJeGJODa6S/2/WXX3m/1cR/3K9C+E37MfgP4PXMmoaXpj6l4juDm48Ra1KbvUJm95X+79ExWMo0qbvWld/yx/8Akv8AIep5PY+Avih+0paxWWv203wX+FATZF4Z0x0TVdQh/uTOnFsn+wlfRnw/+HXh34X+GbXQfDGkW2jaXbjCW1tHgZ4yzf3m4+8a6qlI6YNcVTESqLlXuxK5RaWiisCgooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAG+1eT+PP2YfhX8TALrxB4G0e6u8Z+2Q24trr/v9Fsf9aKKVKpOM/ddhnCN+xfH4Zjb/hBvit4/8GIv3LWHVjeWq/8AbKcMP1rnPGGnfHH4XoDF8arXXYF/g1TwjAX/AO+o5koor3MLWnWqKNSz9Uv8jmmeD67/AMFAPi74RlaK5XwtqhXox0ueL+Vyaw7T/gp58VNSKxxaP4Vtmb+L7HcN/wC16KK+3hluElC7pow5n3PZPAPxh+OHxalWO28faB4bU/8APt4W8/8A9Dua9SH7MvxA8TsJfFP7QPjC7hkT5rfQba30pD/3wHoor5XHz+rtKlFL/t1f5HVHXc1PD/7DPwj0m8jv9S0G48Yamj7/ALb4qvptRc/8Bkby/wDx2vbtG0HTfDdjHY6Vp9rplmn3LezgWGNfoqgCiivna1apUXvyuM06WiisTQKKKKACiiigAooooAKKKKACiiigD//Z)**
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ЛАБОРАТОРНА РОБОТА №2

**КЛАСИ ТА ПАКЕТИ**

**Мета роботи**: ознайомитися з процесом розробки класів та пакетів мовою Java.

**Теоретичний матеріал**

Мова Java є повністю об’єктно-орієнтованою мовою програмування, тому вона дозволяє писати програми лише з використанням об’єктно-орієнтованих парадигм програмування, що базуються на понятті класів.

Необов’язковий специфікатор доступу public робить клас загальнодоступним. У кожному файлі з кодом програми може бути лише один загальнодоступний клас, ім’я якого співпадає з назвою файлу, та безліч класів без специфікатора public.

Ініціалізація посилання на об’єкт класу здійснюється за допомогою оператора new і вказування конструктора, який має збудувати об’єкт. Одержаний в результаті цих операцій об’єкт розташується у області оперативної пам’яті що зветься ”куча”.

При створенні об’єктів дозволяється суміщати оголошення та ініціалізацію об’єктів, а також створювати анонімні об’єкти. Якщо посилання на об’єкт не посилається на жоден об’єкт, то йому слід присвоїти значення null. На відміну від полів-посилань на об’єкти, локальні змінні-посилання на об’єкти не ініціалізуються значенням null при оголошенні. Для них ініціалізацію посилання слід проводити явно.

Метод – функція-член класу, яка призначена маніпулювати станом об’єкту класу. Методи можуть бути перевантаженими. Перевантаження методів відбувається шляхом вказування різної кількості параметрів та їх типів методам з однаковими назвами.

Конструктори, методи, та поля класу можуть бути відкритими (public), закритими (private) та захищеними (protected), що визначається специфікатором доступу. Специфікатор доступу public робить елемент класу загальнодоступним в межах пакету (набору класів, з яких складається програма). Специфікатор доступу private робить елемент класу закритим (недоступним) для всіх зовнішніх відносно даного класу елементів програми (включаючи похідні класи). Специфікатор доступу protected робить елемент класу закритим (недоступним) для всіх зовнішніх відносно даного класу елементів програми, проте цей елемент буде загальнодоступним для похідних класів. Якщо будь-який елемент класу не має специфікатора доступу, то цей елемент автоматично стає відкритим та видимим у межах пакету (не плутати з public). Всі елементи класу, що оголошені без використання ключового слова static, належать об’єкту класу. Тобто, кожен об’єкт класу містить власну копію цих елементів класу. Ключове слово static робить поле або метод членом класу, а не об’єкту, тобто вони є спільними для всіх об’єктів класу. Оскільки клас існує завжди, на відміну від об’єктів, які створюються в процесі роботи програми, то статичні елементи класу доступні.

Пакет – це механізм мови Java, що дозволяє об’єднувати класи в простори імен. Об’єднання класів в пакети дозволяє відділяти класи, що розроблені одними розробниками, від класів, що розроблені іншими розробниками, забезпечуючи тим самим унікальність імен класів в межах програми та усуваючи можливі конфлікти імен класів. Пакети можуть бути вкладеними одні в одних, утворюючи цим самим ієрархії пакетів. Будь-який зв’язок між вкладеними пакетами відсутній. Всі стандартні пакети належать ієрархіям java і javax, наприклад, java.lang, java.util, java.net тощо.

**Завдання (Варіант №15)**

1. Написати та налагодити програму на мові Java згідно варіанту. Програма має задовольняти наступним вимогам

* програма має розміщуватися в пакеті 303.Sukharnyk.Lab2;
* клас має містити мінімум 3 поля, що є об’єктами класів, які описують складові частини предметної області; **ВАРІАНТ ЗАВДАННЯ: Корабель**
* клас має містити кілька конструкторів та мінімум 10 методів;
* для тестування і демонстрації роботи розробленого класу розробити клас-драйвер;
* методи класу мають вести протокол своєї діяльності, що записується у файл;
* розробити механізм коректного завершення роботи з файлом (не надіятися на метод finalize());
* програма має володіти коментарями, які дозволять автоматично згенерувати документацію до розробленого пакету.

1. Автоматично згенерувати документацію до розробленої програми.
2. Завантажити код на GitHub згідно методичних вказівок по роботі з GitHub
3. Скласти звіт про виконану роботу з приведенням тексту програми, результату її виконання та фрагменту згенерованої документації та завантажити його у ВНС.
4. Дати відповідь на контрольні запитання.

**Виконання завдання**

**ShipDriver.java**

Package 303.Sukharnyk.Lab2;  
  
import java.io.IOException;  
  
  
*/\*\*  
 \* Клас ShipDriver використовується для демонстрації роботи класу Ship.  
 \* У цьому класі створюється об'єкт корабля і викликаються різні методи для керування ним.  
 \*/*public class ShipDriver {  
 */\*\*  
 \* Точка входу в програму. Демонструє роботу з телевізором шляхом виклику різних методів.  
 \*  
 \* @param args Аргументи командного рядка.  
 \*/* public static void main(String[] args) {  
 try {  
 Ship ship = new Ship(  
 new Engine(false, 0, 1000),  
 new Hull(70),  
 new NavigationSystem(20, 0, "2.0"),  
 "Темний Клик"  
 );  
  
 ship.startEngine();  
 ship.changeCourse(10);  
 ship.changeSpeed(50);  
 ship.checkHullStatus();  
 ship.updateNavigationSystem();  
 ship.refuel(100);  
 ship.performMaintenance();  
 ship.calculateArrivalTime(10);  
 ship.simulateWeatherConditions("шторм");  
 ship.stopEngine();  
  
 ship.closeLogger();  
 } catch (IOException e) {  
 // Обробка помилок, що виникають під час запису в файл  
 throw new RuntimeException("Сталася помилка при записі в файл: " + e.getMessage());  
 }  
 }  
}

**Ship.java**

Package 303.Sukharnyk.Lab2;  
  
import java.io.IOException;  
import java.util.Random;  
*/\*\*  
 \* Клас, що представляє корабель з двигуном, корпусом та навігаційною системою.  
 \* Забезпечує управління основними функціями корабля.  
 \*/*public class Ship {  
 private Engine engine;  
 private Hull hull;  
 private NavigationSystem navigationSystem;  
 private Logger logger;  
 private String name;  
  
 */\*\*  
 \* Створює новий об'єкт корабля з заданим ім'ям.  
 \* @param name Ім'я корабля  
 \* @throws IOException якщо виникає помилка під час створення логера  
 \*/* public Ship(String name) throws IOException {  
 this.name = name;  
 this.engine = new Engine();  
 this.hull = new Hull();  
 this.navigationSystem = new NavigationSystem();  
  
 this.logger = new Logger("ship\_log.txt");  
 logger.log(String.*format*("Корабель %s створено.", this.toString()));  
 }  
  
 */\*\*  
 \* Створює новий об'єкт корабля з параметрами двигуна, корпусу та навігаційної системи.  
 \* @param engine Двигун корабля  
 \* @param hull Корпус корабля  
 \* @param navigationSystem Навігаційна система  
 \* @param name Ім'я корабля  
 \* @throws IOException якщо виникає помилка під час створення логера  
 \*/* public Ship(Engine engine, Hull hull, NavigationSystem navigationSystem, String name) throws IOException {  
 this.engine = engine;  
 this.hull = hull;  
 this.navigationSystem = navigationSystem;  
 this.name = name;  
  
 this.logger = new Logger("ship\_log.txt");  
 logger.log(String.*format*("Корабель %s створено.", this.toString()));  
 }  
  
 */\*\*  
 \* Метод для запуску двигуна корабля.  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void startEngine() throws IOException {  
 engine.start();  
 logger.log(String.*format*("Двигун корабля %s запущено", name));  
 System.*out*.printf("Двигун корабля %s запущено\n", name);  
 }  
  
 */\*\*  
 \* Метод для зупинки двигуна корабля.  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void stopEngine() throws IOException {  
 engine.stop();  
 logger.log(String.*format*("Двигун корабля %s зупинено", name));  
 System.*out*.printf("Двигун корабля %s зупинено\n", name);  
 }  
  
 */\*\*  
 \* Метод для встановлення курсу корабля.  
 \* @param course Курс корабля  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void changeCourse(int course) throws IOException {  
 navigationSystem.setCourse(course);  
 logger.log(String.*format*("Встановлено курс %s для корабля %s", course, name));  
 System.*out*.printf("Встановлено курс %s для корабля %s\n", course, name);  
 }  
  
 */\*\*  
 \* Метод для зміни швидкості корабля.  
 \* @param speed Нова швидкість  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void changeSpeed(int speed) throws IOException {  
 engine.setSpeed(speed);  
 logger.log(String.*format*("Змінено швидкість корабля %s на %s", name, speed));  
 System.*out*.printf("Змінено швидкість корабля %s на %s\n", name, speed);  
 }  
  
 */\*\*  
 \* Метод для перевірки стану корпусу.  
 \* @return Стан корпусу  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public String checkHullStatus() throws IOException {  
 String status = hull.checkStatus();  
 logger.log(String.*format*("Перевірено стан корпусу корабля %s : %s", name, status));  
 System.*out*.printf("Перевірено стан корпусу корабля %s : %s\n", name, status);  
 return status;  
 }  
  
 */\*\*  
 \* Метод для оновлення навігаційної системи.  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void updateNavigationSystem() throws IOException {  
 navigationSystem.update();  
 logger.log(String.*format*("Оновлено навігаційну систему корабля %s", name));  
 System.*out*.printf("Оновлено навігаційну систему корабля %s\n", name);  
 }  
  
 */\*\*  
 \* Метод для дозаправки корабля.  
 \* @param amount Кількість палива  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void refuel(int amount) throws IOException {  
 engine.refuel(amount);  
 logger.log(String.*format*("Дозаправлено корабель %s на %s літрів", name, amount));  
 System.*out*.printf("Дозаправлено корабель %s на %s літрів\n", name, amount);  
 }  
  
 */\*\*  
 \* Метод для проведення технічного обслуговування корабля.  
 \* @return Результат технічного обслуговування  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public String performMaintenance() throws IOException {  
 Random random = new Random();  
 int maintenanceQuality = random.nextInt(100) + 1;  
 String result;  
  
 if (maintenanceQuality > 80) {  
 result = "Відмінне технічне обслуговування";  
 hull.improveCondition(10);  
 } else if (maintenanceQuality > 60) {  
 result = "Добре технічне обслуговування";  
 hull.improveCondition(5);  
 } else if (maintenanceQuality > 40) {  
 result = "Задовільне технічне обслуговування";  
 hull.improveCondition(2);  
 } else {  
 result = "Незадовільне технічне обслуговування";  
 }  
  
 logger.log(String.*format*("Проведено технічне обслуговування корабля %s: %s", name, result));  
 System.*out*.printf("Проведено технічне обслуговування корабля %s: %s\n", name, result);  
 return result;  
 }  
  
 */\*\*  
 \* Метод для розрахунку часу прибуття до пункту призначення.  
 \* @param distance Відстань до пункту призначення в кілометрах  
 \* @return Час прибуття в годинах  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public double calculateArrivalTime(double distance) throws IOException {  
 int currentSpeed = engine.getSpeed();  
 if (currentSpeed == 0) {  
 throw new IllegalStateException("Корабель не рухається. Запустіть двигун та встановіть швидкість.");  
 }  
  
 double time = distance / currentSpeed;  
 logger.log(String.*format*("Розраховано час прибуття корабля %s: %.2f годин", name, time));  
 System.*out*.printf("Розраховано час прибуття корабля %s: %.2f годин\n", name, time);  
 return time;  
 }  
  
 */\*\*  
 \* Метод для симуляції погодних умов та їх впливу на корабель.  
 \* @param weatherCondition Погодні умови (напр., "шторм", "ясно", "туман")  
 \* @throws IOException якщо виникає помилка під час запису до логера  
 \*/* public void simulateWeatherConditions(String weatherCondition) throws IOException {  
 switch (weatherCondition.toLowerCase()) {  
 case "шторм":  
 hull.deteriorateCondition(15);  
 engine.setSpeed(engine.getSpeed() / 2);  
 logger.log(String.*format*("Корабель %s потрапив у шторм. Швидкість знижено, стан корпусу погіршився.", name));  
 break;  
 case "ясно":  
 navigationSystem.improveAccuracy(10);  
 logger.log(String.*format*("Ясна погода покращила точність навігації корабля %s.", name));  
 break;  
 case "туман":  
 navigationSystem.reduceAccuracy(20);  
 engine.setSpeed(engine.getSpeed() / 3);  
 logger.log(String.*format*("Корабель %s у тумані. Швидкість знижено, точність навігації погіршилась.", name));  
 break;  
 default:  
 logger.log(String.*format*("Невідомі погодні умови для корабля %s: %s", name, weatherCondition));  
 }  
  
 System.*out*.printf("Симульовано погодні умови для корабля %s: %s\n", name, weatherCondition);  
 }  
  
 */\*\*  
 \* Закриває логер для збереження даних у файл.  
 \* @throws IOException якщо виникає помилка під час закриття логера  
 \*/* public void closeLogger() throws IOException {  
 logger.close();  
 }  
}

**Engine.java**

Package 303.Sukharnyk.Lab2;  
  
*/\*\*  
 \* Клас Engine представляє двигун корабля.  
 \* Дозволяє керувати станом двигуна, швидкістю та рівнем палива.  
 \*/*public class Engine {  
 private boolean isRunning;  
 private int speed;  
 private int fuelLevel;  
  
 */\*\*  
 \* Конструктор за замовчуванням, який створює двигун із вимкненим станом,  
 \* початковою швидкістю 0 та рівнем палива 100.  
 \*/* public Engine() {  
 isRunning = false;  
 speed = 0;  
 fuelLevel = 100;  
 }  
  
 */\*\*  
 \* Конструктор для створення двигуна з вказаним початковим станом.  
 \* @param isRunning Чи працює двигун  
 \* @param speed Початкова швидкість  
 \* @param fuelLevel Початковий рівень палива  
 \*/* public Engine(boolean isRunning, int speed, int fuelLevel) {  
 this.isRunning = isRunning;  
 this.speed = speed;  
 this.fuelLevel = fuelLevel;  
 }  
  
 */\*\*  
 \* Запускає двигун.  
 \*/* public void start() {  
 isRunning = true;  
 }  
  
 */\*\*  
 \* Зупиняє двигун і скидає швидкість до 0.  
 \*/* public void stop() {  
 isRunning = false;  
 speed = 0;  
 }  
  
 */\*\*  
 \* Повертає поточну швидкість двигуна.  
 \* @return Швидкість  
 \*/* public int getSpeed() {  
 return speed;  
 }  
  
 */\*\*  
 \* Встановлює нову швидкість для двигуна.  
 \* @param speed Нова швидкість  
 \*/* public void setSpeed(int speed) {  
 this.speed = speed;  
 }  
  
 */\*\*  
 \* Дозаправляє двигун на вказану кількість одиниць палива.  
 \* @param amount Кількість палива  
 \*/* public void refuel(int amount) {  
 fuelLevel += amount;  
 }  
  
 */\*\*  
 \* Повертає інформацію про поточний стан двигуна, швидкість та рівень палива.  
 \* @return Інформація про двигун у вигляді рядка  
 \*/* public String getInfo() {  
 return "Стан: " + (isRunning ? "працює" : "зупинено") +  
 ", Швидкість: " + speed +  
 ", Рівень палива: " + fuelLevel;  
 }  
}

**Hull.java**

Package 303.Sukharnyk.Lab2;  
  
*/\*\*  
 \* Клас Hull представляє корпус корабля та його стан.  
 \* Дозволяє перевіряти стан корпусу, погіршувати чи покращувати його,  
 \* а також отримувати інформацію про поточний стан.  
 \*/*public class Hull {  
 private int condition;  
  
 */\*\*  
 \* Створює корпус корабля з початковим станом 100%.  
 \*/* public Hull() {  
 condition = 100;  
 }  
  
 */\*\*  
 \* Створює корпус корабля з заданим початковим станом.  
 \* @param condition Початковий стан корпусу (у відсотках)  
 \*/* public Hull(int condition) {  
 this.condition = condition;  
 }  
  
 */\*\*  
 \* Перевіряє поточний стан корпусу та повертає описовий статус.  
 \* @return Статус корпусу у вигляді рядка  
 \*/* public String checkStatus() {  
 if (condition > 90) return "Відмінний";  
 if (condition > 70) return "Добрий";  
 if (condition > 50) return "Задовільний";  
 if (condition > 30) return "Поганий";  
 return "Критичний";  
 }  
  
 */\*\*  
 \* Погіршує стан корпусу на вказану кількість одиниць, але не менше 0.  
 \* @param amount Кількість одиниць для погіршення стану  
 \*/* public void deteriorateCondition(int amount) {  
 this.condition = Math.*max*(0, this.condition - amount);  
 }  
  
 */\*\*  
 \* Покращує стан корпусу на вказану кількість одиниць, але не більше 100.  
 \* @param amount Кількість одиниць для покращення стану  
 \*/* public void improveCondition(int amount) {  
 this.condition = Math.*min*(100, this.condition + amount);  
 }  
  
 */\*\*  
 \* Повертає інформацію про поточний стан корпусу у відсотках.  
 \* @return Інформація про стан корпусу у вигляді рядка  
 \*/* public String getInfo() {  
 return "Стан корпусу: " + condition + "%";  
 }  
}

**NavigationSystem.java**

Package 303.Sukharnyk.Lab2;  
  
*/\*\*  
 \* Клас NavigationSystem представляє навігаційну систему корабля.  
 \* Він дозволяє встановлювати курс, підвищувати або знижувати точність навігації,  
 \* оновлювати програмне забезпечення та отримувати інформацію про стан системи.  
 \*/*public class NavigationSystem {  
 private int course;  
 private int accuracy;  
 private String softwareVersion;  
  
 */\*\*  
 \* Створює нову навігаційну систему з початковими значеннями.  
 \* Курс встановлено на 0, точність на 0, версія ПЗ — "1.0".  
 \*/* public NavigationSystem() {  
 this.course = 0;  
 this.accuracy = 0;  
 this.softwareVersion = "1.0";  
 }  
  
 */\*\*  
 \* Створює нову навігаційну систему з заданими параметрами.  
 \* @param course Курс корабля  
 \* @param accuracy Точність навігації  
 \* @param softwareVersion Версія програмного забезпечення  
 \*/* public NavigationSystem(int course, int accuracy, String softwareVersion) {  
 this.course = course;  
 this.accuracy = accuracy;  
 this.softwareVersion = softwareVersion;  
 }  
  
 */\*\*  
 \* Підвищує точність навігації на задану кількість одиниць, не перевищуючи 100.  
 \* @param amount Кількість одиниць для підвищення точності  
 \*/* public void improveAccuracy(int amount) {  
 this.accuracy = Math.*min*(100, this.accuracy + amount);  
 }  
  
 */\*\*  
 \* Знижує точність навігації на задану кількість одиниць, але не менше 0.  
 \* @param amount Кількість одиниць для зниження точності  
 \*/* public void reduceAccuracy(int amount) {  
 this.accuracy = Math.*max*(0, this.accuracy - amount);  
 }  
  
 */\*\*  
 \* Встановлює новий курс корабля.  
 \* @param course Новий курс  
 \*/* public void setCourse(int course) {  
 this.course = course;  
 }  
  
 */\*\*  
 \* Оновлює програмне забезпечення навігаційної системи до версії "1.1".  
 \*/* public void update() {  
 softwareVersion = "1.1";  
 }  
  
 */\*\*  
 \* Повертає інформацію про поточний курс і версію програмного забезпечення.  
 \* @return Інформація у вигляді рядка  
 \*/* public String getInfo() {  
 return "Курс: " + course + ", Версія ПЗ: " + softwareVersion;  
 }  
}

**Logger.java**

Package 303.Sukharnyk.Lab2;  
  
import java.io.FileWriter;  
import java.io.IOException;  
  
*/\*\*  
 \* Клас Logger забезпечує логування повідомлень у файл.  
 \* Використовується для запису дій та подій, що відбуваються в програмі.  
 \*/*public class Logger {  
 private FileWriter fileWriter;  
  
 */\*\*  
 \* Конструктор створює об'єкт Logger для запису повідомлень у вказаний файл.  
 \*  
 \* @param fileName ім'я файлу для запису логів.  
 \* @throws IOException якщо виникає помилка при створенні або відкритті файлу.  
 \*/* public Logger(String fileName) throws IOException {  
 fileWriter = new FileWriter(fileName, true);  
 }  
  
 */\*\*  
 \* Метод записує повідомлення у файл логу.  
 \*  
 \* @param message повідомлення, яке потрібно записати у файл.  
 \* @throws IOException якщо виникає помилка при записі у файл.  
 \*/* public void log(String message) throws IOException {  
 if (fileWriter != null) {  
 fileWriter.write(message + "\n");  
 fileWriter.flush();  
 }  
 }  
  
 */\*\*  
 \* Метод закриває файл логу, звільняючи всі ресурси, пов'язані з ним.  
 \* У разі виникнення помилки при закритті, повідомлення про помилку буде виведено в консоль.  
 \*/* public void close() {  
 if (fileWriter != null) {  
 try {  
 fileWriter.close();  
 } catch (IOException e) {  
 System.*err*.println("Виникла помилка при закриванні файла: " + e.getMessage());  
 }  
 }  
 }  
}

**Відповіді на контрольні питання**

1. Синтаксис визначення класу. [public] class Name {}
2. Синтаксис визначення методу. [public] returnType nameMethod(param){}
3. Синтаксис оголошення поля. [public] тип fieldname;
4. Як оголосити та ініціалізувати константне поле? [public] static final [int ]CONSTANT\_NAME = 100;
5. Які є способи ініціалізації полів? Пряма ініціалізація при оголошенні, Ініціалізація в конструкторі, Ініціалізація через блок ініціалізації або статичний блок.
6. Синтаксис визначення конструктора. public ClassName (param){}
7. Синтаксис оголошення пакету. package com.example.myapp;
8. Як підключити до програми класи, що визначені в зовнішніх пакетах? import com.example.otherpackage.ClassName;
9. В чому суть статичного імпорту пакетів? Дозволяє імпортувати статичні поля або методи класу, щоб використовувати їх без вказування імені класу.
10. Які вимоги ставляться до файлів і каталогів при використанні пакетів? Ім'я пакету має відповідати структурі каталогів. Файли класів мають бути розміщені в каталогах, що відповідають іменам пакетів.

**Висновок:** Я ознайомилась з процесом розробки класів та пакетів мовою Java.