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РЕФЕРАТ/ABSTRACT

Пояснювальна записка: 77 с., 18 рис., 2 таблиці, 20 джерел, 6 додатків.

Метою роботи є дослідження методів оцінки аналізу складності алгоритмів, реалізація нового методу, створення веб-системи для онлайн змагань з вирішення алгоритмічних задач та використання нового методу оцінки складності алгоритму у системі.

Методом вирішення є концептуальне моделювання предметної області, використання об’єкто-орієнтованого підходу до створення програмного продукту. Для розробки було обрано мову програмування Java, фреймворк Spring Framework 5.0 та Spring Boot 2.0, інструмент збірки проектів Maven, черга повідомлень Apache Kafka та середовище розробки Intellij IDEA.

Результатом роботи є веб-система для вирішення алгоритмічних задач, яка оцінює складність написаного алгоритму і дає точну оцінку складності.
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The aim of the work is a research of algorithms complexity analysis methods, implementation of a new one, creating a web-system for online competition in solving algorithmics tasks and using the new method of algorithm complexity analysis in the system.

The solution methods are conceptual modeling of the domain, using an object-oriented approach to software application design. Java language, Spring Framework 5.0 and Spring Boot 2.0, build tool Maven, message queue Apache Kafka and development environment Intellij IDEA were chosen as the tools of development.

The resulting work is an web-application for solving algorithmics tasks which does complexity analysis of written algorithm and gives an accurate complexity estimation.
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ЗМІСТ

ВСТУП

У сучасному світі понад три мільярди двісті мільйонів людей мають інтернет та користуються різноманітними веб-сервісами. Тому дуже важливо мати можливість оброблювати запити всіх користувачів максимально швидко та ефективно, тому що при величезних кількостях користувачів та їх запитів – навіть найновіші сервери можуть бути недостатньо потужними аби задовільняти потреби клієнтів.

Існують архітектурні підходи, які використовуються для зменшення навантаження на сервера, такі як розширення кількості серверів які рівномірно розподіляють навантаження між собою та оброблюють запити, але наскільки б багато не було серверів, через помилки розробників – всі вони можуть не справлятись з даним навантаженням, якщо наприклад якась функція програми виконується дуже довго через неоптимальність написаного алгоритму, і якщо нею користуються велика кількість клієнтів – це може бути дуже критичним для функціонування сервісу. При правильному використанню пам’яті та часових затрат на виконання функцій – можна зберегти значну кількість ресурсів.

Для того, щоб контролювати витрати ресурсів, необхідно мати можливість точно визначати наскільки та чи інша функція/алгоритм оптимально використовує ресурси.

На сьогодні, основною мірою оптимальності алгоритму є часова складність алгоритму.

Часова складність алгоритму в комп'ютерних науках є обчислювальною складністю алгоритму, яка описує час потрібний для виконання алгоритму. Вона зазвичай визначається шляхом підрахунку кількості елементарних операцій, виконуваних алгоритмом, при цьому вважають, що кожна елементарна операція виконується за фіксовану кількість часу. [1]

Як видно з визначення – для підрахунку складності алгоритму – необхідно порахувати кількість операцій, яка виконується в програмі. Проте всі підрахунки складності на сьогодні базуються не на підрахунку кількості операцій, а на замірі часу виконання алгоритму на різних наборах даних різних розмірів та виведення формули росту функції на основі цих даних. І хоча цей спосіб оцінювання складності алгоритму досить точний, він має декілька недостатків:

* по-перше це необхідність викликати вхідну функцію велику кількість разів – чим більша кількість разів – тим більша точність складності, а при зростанні даних – це може займати багато часу, а також використовує багато ресурсів системи;
* по-друге при паралельному оцінюванні інших алгоритмів (якщо це онлайн система для вирішення алгоритмів, то паралельно велика кількість юзерів можуть відправляти свої рішення), різке зростання кількості алгоритмів для оцінювання можуть зменшити продуктивність системи – тобто збільшити час виконання алгоритму і тоді кореляція даних буде не достатньо точною.

Таким чином була поставлена задача розробити веб-систему в основі якої буде точний алгоритм оцінювання складності алгоритму, яка на основі лексичного аналізу вхідної програми та парсингу її на лексеми та завдякі подальшій обробці зможе підрахувати кількість операцій вхідної програми.

За результатами роботи було створено презентацію, що наведено в додатку А.

# **1 АНАЛІЗ ПРОБЛЕМНОЇ ОБЛАСТІ ТА ПОСТАНОВКА ЗАДАЧІ**

## Аналіз проблемної області оцінювання складності алгоритмів

На даний час усі відомі веб-сервіси, що створені для тренування роз’вязання алгоритмічних задач використовують для визначення складності алгоритму такий спосіб: заміряється час виконання алгоритму на наборах вхідних даних різного розміру, та з отриманої вибірки визначається формула росту часу в залежності від збільшення вхідних даних.

Оскільки при паралельному навантаженні дані можуть бути недостатньо точними, а також якщо взяти до уваги те, що для досягення точного результату потрібно велику кількість разів виконувати алгоритм з великою вибіркою даних, що потребує значних затрат ресурсів – то є очевидним, що є потреба у ресурсоекономному та точному алгоритмі визначення складності алгоритму.

Головною проблемою в реалізації такого алгоритму є неможливість створення універсального алгоритму, який для довільної задачі зміг би порахувати кількість її операцій. Це твердження випливає з доведеної в 1936 році Аланом Тьюрінгом проблеми зупинки [1]. Ця проблема полягає в тому, що не може існувати загального алгоритму для розв’язання проблеми зупинки для всіх пар програма-вхідні дані. Неформально за задача звучить так: дано алгоритм та вхідні дані. Потрібно визначити, чи завершиться виконання програми у будь-який момент часу чи вона буде працювати безкінечно.