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# 一：代码块味道

1.1：重复代码

形成Template Method（8.1 节）

用Factory Method 引入多态创建（6.4 节）

链构造函数（11.1 节）

用Composite 替换一/多之分（8.3 节）

提取Composite（8.2 节）

通过Adapter 统一接口（8.5 节）

引入Null Object（9.3 节）

小结：我们经常可以通过应用形成Template Method（8.1 节）重构，去除类层次

中不同子类里存在的明显和/或微妙的重复。如果不同子类中的方法除了对象创建不足之外其他实现方式都类似，可以应用用Factory Method 引入多态创建（6.4节）重构，为使用Template Method 去除更多重复做好准备。

如果类的构造方法包含重复代码，通常可以通过应用链构造函数（11.1 节）重构去除这种重复。

如果有单独的代码处理一个对象或者一组对象，也许可以通过应用用Composite 替换一/多之分（8.3 节）重构去除重复。

如果类层次的多个子类都实现了自己的Composite，而且实现可能完全相同，这时可以使用提取Composite（8.2 节）重构。

如果对象处理方式的区别仅在于它们的接口不同，应用通过Adapter 统一接口（8.5 节）重构能够为去除重复的处理逻辑做好准备。

如果有条件逻辑用于处理空对象，而且相同的空逻辑在整个系统中都是重复的，那么可以应用引入Null Object（9.3 节），消除重复并简化系统。

1.2：方法过长

组合方法（7.1 节）

将聚集操作搬移到Collecting Parameter（10.1节）

用Command 替换条件调度程序（7.6 节）

将聚集操作搬移到Visitor（10.2 节）

用Strategy 替换条件逻辑（7.2 节）

小结：Fowler 和Beck [F]在对这种坏味的描述中，解释了方法短胜于长的几个充分理由。主要的理由是逻辑的共享。两个很长的方法很可能包含重复代码。如果将这些方法分解为多个小方法，就能发现通常有很多方式能够使它们共享逻辑。

我只要遇到长方法，马上就有应用组合方法（7.1 节）重构将它分解为一个Composed Method [Beck, SBPP] 的冲动。这项工作通常包含提炼方法[F]的应用。如果正在转换为Composed Method 的代码要将某个信息累加到一个公共变量中，可以考虑应用将聚集操作搬移到Collecting Parameter（10.1 节）重构。

如果方法很长，是因为它包含了一个用来分派和处理请求的大switch 语句，可以使用用Command 替换条件调度程序（7.6 节）重构将其缩短。

如果使用switch 语句从接口不同的许多类收集数据，可以通过应用将聚集操作搬移到Visitor（10.2 节）重构缩短方法的长度。

如果方法很长，是因为它包含算法的许多版本和运行时用来选择版本的条件逻辑，那么可以应用用Strategy 替换条件逻辑（7.2 节）重构缩短方法的长度。

1.3：条件逻辑太复杂

用Strategy 替换条件逻辑（7.2 节）

将装饰功能搬移到Decorator（7.3 节）

用State 替换状态改变条件语句（7.4 节）

引入Null Object（9.3 节）

小结：如果条件逻辑很容易理解，而且只包含几行代码，那么其本身是无辜的。不幸的是，它很少能够这样善始善终。例如，实现几个新功能后，条件逻辑就突然变得复杂而又开销高昂。《重构》[F] 一书中和本目录中的几个重构正是用来解决这一问题的。

如果条件逻辑控制的是应该执行一种计算操作几个变形中的某一个，则可以考虑应用用Strategy 替换条件逻辑（7.2 节）重构。

如果条件逻辑控制的是应该执行类的核心行为之外某个特殊行为的若干段中的某一段，则可以使用将装饰功能搬移到Decorator（7.3 节）重构。

如果控制对象状态转换的条件表达式比较复杂，可以考虑通过应用用State替换状态改变条件语句（7.4 节）重构简化逻辑。

处理空操作情形经常需要创建条件逻辑。如果在整个系统中有重复的相同的空条件逻辑，则可以使用引入Null Object（9.3 节）重构进行清理。

1.4：基本类型迷恋

用类替换类型代码（9.1 节）

用State 替换状态改变条件语句（7.4 节）

用Strategy 替换条件逻辑（7.2 节）

用Composite 替换隐含树（7.5 节）

用Interpreter 替换隐式语言（8.7 节）

将装饰功能搬移到Decorator（7.3 节）

用Builder 封装Composite（6.5 节）

小结：如果控制对象的状态转换的是使用基本类型值的复杂条件逻辑，那么可以使用用State 替换状态改变条件语句（7.4 节）重构。其效果是用许多类表示每个状态和简化的状态转换逻辑。

如果控制算法运行的是非常复杂的条件逻辑，而且该逻辑还使用基本类型值，可以考虑应用用Strategy 替换条件逻辑（7.2 节）重构。

如果隐式创建了使用基本类型表示的树结构，比如字符串，代码将非常难用、易错而且充满重复。应用用Composite 替换隐含树（7.5 节）重构将减少这些问题。

如果类有许多方法支持多个基本类型值的组合，那么就可能存在隐式语言。这种情况下，考虑应用用Interpreter 替换隐式语言（8.7 节）重构。

如果类中有基本类型值只是为提供类的核心职责的装饰，可以使用将装饰功能搬移到Decorator（7.3 节）重构。

最后，即使有类，但是它过于原始，对客户代码的用处不大。比如，很难使用的 Composite [DP]实现。可以通过应用用Builder 封装Composite（6.5 节）重构简化客户构建 Composite 的工作。

1.5：不恰当的暴露

用Factory 封装类

小结：用Factory 封装类（6.3 节）重构可以去除这种坏味。并不是所有对客户代码有用的类都需要设为公开的（即有公开构造函数）。有些类应该只通过公共接口引用。如果将类的构造函数设为非公开的，并使用Factory 对象生成实例，就可以做到这一点。

1.6：解决方案蔓延

将创建知识搬移到Factory

1.7：异曲同工的类

通过Adapter 统一接口

小结：这个Fowler 和 Beck [F]书中讲到的编程坏味，是指两个相似类却有不同接口的时候。如果发现两个类很相似，通常可以将它们重构为共享一个公共的接口。

但是，有些时候不能直接修改类的接口，因为对代码没有控制权限。比较典型的例子是使用第三方库的时候。这种情况下，可以应用通过Adapter 统一接口（8.5 节）重构为两个类生成一个公共接口。

1.8：冗赘类

内联Singleton

小结：在描述这种坏味时，Fowler 和 Beck 这样写道：“类如果功能有限，缺乏存在价值，就应该删除。”[F, 83]。经常能够遇到缺乏存在价值的Singleton[DP]。事实上，Singleton 可能使你的设计过分依赖全局数据，致使代价过高。内联Singleton（6.6 节）重构给出了删除Singleton 的一种快速而优雅的过程。

1.9：类过大

用Command 替换条件调度程序（7.6 节）

用State 替换状态改变条件语句（7.4 节）

用Interpreter 替换隐式语言（8.7 节）

小结：Fowler 和 Beck [F] 提到，存在太多的实例变量，往往说明类的职责太多。一般而言，过大的类通常包含过多的职责。提炼类[F]和提炼子类[F]重构是用来处理这种坏味的主要重构，有助于将职责搬移到其他类中。本书中模式导向的重构都将使用这种重构为类减肥。

用Command 替换条件调度程序（7.6 节）重构将行为提取到Command [DP]类中，这样能够极大地减小响应不同请求而执行各种行为的类的体积。

用State 替换状态改变条件语句（7.4 节）重构能够将充满状态转换代码的大类缩减为小类，将职责委托给一族State [DP] 类。

用Interpreter 替换隐式语言（8.7 节）重构能够通过将大量模仿某种语言的代码转换为小的Interpreter [DP]，从而将类大而化小。

2.0：分支语句

用Command 替换条件调度程序（7.6 节）

将聚集操作搬移到Visitor（10.2 节）

小结：switch 语句（或者if...elseif...elseif...结构的等效语句）本身并没有问题。只有在使用这种语句会使设计过度地复杂或者僵硬时，它们才会成为问题。这时，最好将分支语句去除，重构为更基于对象或者多态的解决方案。

用Command 替换条件调度程序（7.6 节）重构描述了如何将大的分支语句分解为一组Command [DP] 对象，每个Command 对象都可以不使用条件逻辑进行查找和调用。

将聚集操作搬移到Visitor（10.2 节）重构描述了这样一个例子，其中用分支语句保存来自具有不同接口的实例的数据。通过将这段代码重构为使用Visitor [DP]，就不需要使用条件逻辑，而且设计也变得更加灵活。

2.1：组合爆炸

用Interpreter 替换隐式语言

小结：这种坏味其实是一种不那么明显的重复。当有许多段代码使用不同种类或数量的数据或对象做同样的事情时，就会出现这种坏味。

例如，假设你的类中有许多方法执行查询。每个方法都使用特定的条件和数据执行查询。需要支持的特殊查询越多，必须创建的查询方法也就越多。很快，用来处理各种查询方式的方法就会大爆炸。此外，你还使用隐式的查询语言。应用用Interpreter 替换隐式语言（8.7 节）重构，可以删除所有这些方法，同时去除组合爆炸坏味。

2.2：怪异解决方案

通过Adapter 统一接口

# 二：重构

2.1：用Creation Method替换构造函数(6.1)，链构造函数(11.1)

2.2：用Factory封装类(6.3)

2.3：用Factory Method引入多态创建(6.4)

2.4：用Strategy替换条件逻辑(7.2)

2.5：形成Template Method(8.1)

2.6：组合方法(7.1)

2.7：用Composite替换隐含树(7.5)

2.8：用Builder封装Composite(6.5)

2.9：将聚集操作搬移到Collecting Parameter(10.1)

2.10：提取Composite(8.2)，用Composite替换一/多之分(8.3)

2.11：用Command替换条件调度程序(7.6)

2.12：提取Adapter(8.6),通过Adapter统一接口(8.5)

2.13：用类替换类型代码(9.1)

2.14：用State替换状态改变条件语句(7.4)

2.15：引入Null Object(9.3)

2.16：内联Singleton(6.6)，用Singleton限制实例化(9.2)

2.17：用Observer替换硬编码的通知(8.4)

2.18：将装饰功能搬移到Decorator(7.3),统一接口(11.2)，提取参数(11.3)

2.19：将创建知识搬移到Factory(6.2)

2.20：将聚集操作搬移到Visitor(10.2)

2.21：用Interpreter替换隐式语言(8.7)