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## Introduction

Lately, I have found myself repeating the same analyses again and again to estimate population size from capture-recapture models, and the Cormack-Jolly-Seber (CJS) model in particular. I do not intend here to provide extensive details on this model and its variants. It is just a basic attempt to put together some R code to avoid spending hours digging up in my files how to do this analysis.

I use [RMark](http://www.phidot.org/software/mark/docs/book/pdf/app_3.pdf) because everything can be done in R, and it's cool for reproducible research. But other pieces of software are fine too. I consider simple CJS models and models with transience. In passing, I also fit models with heterogeneity in the detection process with finite mixtures and an individual random effect. The bootstrap is used to obtain confidence intervals.

I have ignored multi-model inference for simplicity. However the bootstrap can be used to perform model selection (e.g., Buckland et al. 1997).

## Abundance estimates from a Cormack-Jolly-Seber model

First, let's load the RMark package for analysing capture-recapture data by calling MARK from R.

library(RMark)

Each row is an individual that has been detected (coded as a 1) or non-detected (coded as a 0) over the years in columns. Have a look to the file dataset1.txt in your favorite text editor. Other formats are fine.

hw.dat = import.chdata("dataset1.txt", header = F, field.names = c("ch"), field.types = NULL)  
summary(hw.dat)

## ch   
## Length:195   
## Class :character   
## Mode :character

attach(hw.dat)

Now it is time to build our model. We're gonna use a standard Cormack-Jolly-Seber model. I have carried out goodness-of-fit tests before and found that everything was OK.

hw.proc = process.data(hw.dat, model="CJS")  
hw.ddl = make.design.data(hw.proc)

Then we specify the effects we'd like to consider on survival and detection probabilities.

# survival process  
Phi.ct = list(formula=~1) # constant  
Phi.time = list(formula=~time) # year effect  
# detection process  
p.ct = list(formula=~1) # constant  
p.time = list(formula=~time) # year effect

Let's roll and run four models with or without a year effect!

# constant survival, constant recapture  
Model.1 = mark(hw.proc,hw.ddl,model.parameters=list(Phi=Phi.ct,p=p.ct),output = FALSE,delete=T)  
# constant survival, time-dependent recapture  
Model.2 = mark(hw.proc,hw.ddl,model.parameters=list(Phi=Phi.ct,p=p.time),output = FALSE,delete=T)  
# time-dependent survival, constant recapture  
Model.3 = mark(hw.proc,hw.ddl,model.parameters=list(Phi=Phi.time,p=p.ct),output = FALSE,delete=T)  
# time-dependent survival, time-dependent recapture  
Model.4 = mark(hw.proc,hw.ddl,model.parameters=list(Phi=Phi.time,p=p.time),output = FALSE,delete=T)

Let's have a look to the AIC for these models.

summary(Model.1)$AICc

## [1] 317.4295

summary(Model.2)$AICc

## [1] 311.3483

summary(Model.3)$AICc

## [1] 313.1428

summary(Model.4)$AICc

## [1] 322.0564

For convenience, we will say that model 2 is the model best supported by the data, the one with constant survival probability and time-dependent recapture probability. Multi-model selection would be more appropriate here. Let's have a look to the parameter estimates: survival, then recapture probabilities estimates.

phitable = get.real(Model.2,"Phi", se= TRUE)  
# names(phitable)  
phitable[c("estimate","se","lcl","ucl")][1,]

## estimate se lcl ucl  
## Phi g1 c1 a0 t1 0.5234883 0.0565078 0.4133877 0.6313524

ptable = get.real(Model.2,"p", se= TRUE)  
ptable[c("estimate","se","lcl","ucl")][1:7,]

## estimate se lcl ucl  
## p g1 c1 a1 t2 0.6814075 0.2413589 0.1948418 0.9497576  
## p g1 c1 a2 t3 0.1515677 0.1041699 0.0352270 0.4663919  
## p g1 c1 a3 t4 0.4246961 0.1541837 0.1764801 0.7177505  
## p g1 c1 a4 t5 0.2866320 0.1204953 0.1123644 0.5605063  
## p g1 c1 a5 t6 0.3746889 0.1538312 0.1419705 0.6845395  
## p g1 c1 a6 t7 0.4332828 0.1215466 0.2246678 0.6685711  
## p g1 c1 a7 t8 0.8383464 0.1685128 0.3119193 0.9834245

Now it's easy to estimate abundance estimates by calculating the ratios of the number of individuals detected at each occasion over the corresponding estimate of recapture probability. Note that we estimate **re**capture probabilities, so that we cannot estimate abundance on the first occasion.

# calculate the nb of recaptured individiduals / occasion  
obs = gregexpr("1", hw.dat$ch)  
n\_obs = summary(as.factor(unlist(obs)))  
estim\_abundance = n\_obs[-1]/ptable$estimate[1:7]   
estim\_abundance

## 2 3 4 5 6 7 8   
## 33.75366 92.36796 58.86562 45.35432 93.41083 122.32196 90.65465

We use a boostrap approach to get an idea of the uncertainty surrounding these estimates, in particular to obtain the confidence intervals.

We first define the number of bootstrap iterations (10 here for the sake of illustration, should be 500 instead, or even 1000 if the computational burden is not too heavy), the number of capture occasions and format the dataset in which we'd like to resample (with replacement). This is non-parametric bootstrap (and alternative is parametric bootstrap where data are simulated using the model estimates). We also define a matrix popsize in which we will store the results, and we define the seed for simulations (to be able to replicate the results).

nb\_bootstrap = 10  
nb\_years = 8  
target = data.frame(hw.dat,stringsAsFactors=F)  
popsize = matrix(NA,nb\_bootstrap, nb\_years-1)  
set.seed(5)  
pseudo = target # initialization

Finally, we define the model structure and the effects on parameter (same for all bootstrap samples).

# define model structure  
hw.proc = process.data(pseudo, model="CJS")  
hw.ddl = make.design.data(hw.proc)  
# define parameter structure  
phi.ct = list(formula=~1)  
p.time = list(formula=~time)

Let's run the bootstrap now:

for (k in 1:nb\_bootstrap){  
 # resample in the original dataset with replacement  
 pseudo$ch = sample(target$ch, replace=T)  
 # fit model with Mark  
 res = mark(hw.proc,hw.ddl,model.parameters=list(Phi=phi.ct,p=p.time),delete=TRUE,output=FALSE)  
 # get recapture prob estimates  
 ptable = get.real(res,"p", se= TRUE)  
 # calculate the nb of recaptured individiduals / occasion  
 allobs = gregexpr("1", pseudo$ch)  
 n = summary(as.factor(unlist(allobs)))  
 popsize[k,] <- n[-1]/ptable$estimate[1:(nb\_years-1)]  
}

Now we can get confidence intervals:

ci\_hw = apply(popsize,2,quantile,probs=c(2.5/100,97.5/100),na.rm=T)  
ci\_hw

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## 2.5% 28.54387 67.4616 38.73358 29.48031 85.40419 103.6275 83.7661  
## 97.5% 43.36617 117.2744 74.52388 57.73954 128.64009 131.2653 102.5829

A plot:

plot(1:(nb\_years-1),estim\_abundance, col="black", type="n", pch=21, xlab="Years", lty=3, ylab="Estimated abundance", main="dataset 1",lwd=3,ylim=c(0,150))  
polygon(c(rev(1:(nb\_years-1)), 1:(nb\_years-1)), c(rev(ci\_hw[2,]), ci\_hw[1,]), col = 'grey80', border = NA)  
lines(1:(nb\_years-1), estim\_abundance, col="black",lty=3,type='o',lwd=3,pch=21)

![](data:image/png;base64,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)

# What if transience occurs?

We now analyse another dataset dataset2.txt.

library(RMark)  
mw.dat = import.chdata("dataset2.txt", header = F, field.names = c("ch"), field.types = NULL)  
summary(mw.dat)

## ch   
## Length:191   
## Class :character   
## Mode :character

attach(mw.dat)

The goodness-of-fit tests showed that Test3SR was significant, hence a transient effect due to true transient individuals, an age effet or a bit of both. To account for this effect, we use a two-age class structure on survival.

mw.proc = process.data(mw.dat, model = "CJS")  
mw.ddl = make.design.data(mw.proc)  
mw.ddl = add.design.data(mw.proc, mw.ddl,"Phi", type = "age", bins = c(0,1,6), name = "ageclass", right = FALSE)

Then we specify the effects on survival and detection probabilities. Age is always included. We consider time-dependent variation or not on both survival and recapture probabilities.

# survival process  
phi.age = list(formula=~ageclass)  
phi.ageptime = list(formula=~ageclass+time)  
# detection process  
p.ct = list(formula=~1)  
p.time = list(formula=~time)

Let's roll and run models with or without a year effect!

Model.1 = mark(mw.proc, mw.ddl, model.parameters = list(Phi = phi.age, p = p.ct),output = FALSE,delete=T)  
Model.2 = mark(mw.proc, mw.ddl,model.parameters = list(Phi = phi.age, p = p.time),output = FALSE,delete=T)  
Model.3 = mark(mw.proc, mw.ddl,model.parameters = list(Phi = phi.ageptime, p = p.ct),output = FALSE,delete=T)  
Model.4 = mark(mw.proc, mw.ddl,model.parameters = list(Phi = phi.ageptime, p = p.time),output = FALSE,delete=T)

Let's have a look to the AIC for these models.

summary(Model.1)$AICc

## [1] 480.6304

summary(Model.2)$AICc

## [1] 486.8038

summary(Model.3)$AICc

## [1] 485.1968

summary(Model.4)$AICc

## [1] 493.2464

For simplicity here, we will say that model 1 is the model that is best supported by the data, the one with constant survival and recapture probabilities. Let's have a look to the parameter estimates: survival, then recapture probabilities estimates.

phitable = get.real(Model.1,"Phi", se= TRUE)  
# names(phitable)  
phitable[c("estimate","se","lcl","ucl")][1:2,]

## estimate se lcl ucl  
## Phi g1 c1 a0 t1 0.4313735 0.0507979 0.3357811 0.5323679  
## Phi g1 c1 a1 t2 0.7976824 0.0513587 0.6787706 0.8803360

On the first row, the survival is for both transient and resident individuals. On the second row, this is survival for resident individuals.

ptable = get.real(Model.1,"p", se= TRUE)  
ptable[c("estimate","se","lcl","ucl")][1,]

## estimate se lcl ucl  
## p g1 c1 a1 t2 0.5353637 0.0536269 0.4302436 0.637433

An estimate of abundance is obtained as in the previous section:

# calculate the nb of recaptured individiduals / occasion  
obs = gregexpr("1", mw.dat$ch)  
n\_obs = summary(as.factor(unlist(obs)))  
estim\_abundance = n\_obs[-1]/ptable$estimate[1]   
estim\_abundance

## 2 3 4 5 6   
## 72.84767 115.80912 98.99812 76.58345 78.45134

We use a boostrap approach to get an idea of the uncertainty surrounding these estimates, in particular to obtain the confidence intervals. The bootstrap approach was proposed by [Madon et al. (2013)](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Madonetal2012MMS.pdf). Roger Pradel discovered a bug in the appendix that he corrected. He also substantially simplified the code. I found a minor problem in Roger's code that I corrected. I know, version control would have been great...

We first define a few quantities. See previous section for details.

nb\_bootstrap = 10  
nb\_years = 6  
  
target = data.frame(mw.dat,stringsAsFactors=F)  
pseudo = target # initialization  
  
popTot = popT = popR = matrix(NA, nb\_bootstrap, nb\_years-1) # abundance  
tau = rep(NA, nb\_bootstrap) # transient rate  
det.p = rep(NA, nb\_bootstrap) # recapture  
  
set.seed(5)  
  
# model structure  
mw.proc <- process.data(mw.dat, model = "CJS")  
mw.ddl <- make.design.data(mw.proc)  
mw.ddl <- add.design.data(mw.proc, mw.ddl,"Phi", type = "age", bins = c(0,1,6), name = "ageclass", right = FALSE)  
  
# parameters  
phiage <- list(formula=~ageclass)  
p.ct <- list(formula=~1)

Let's run the bootstrap now:

for (k in 1:nb\_bootstrap){  
 # draw new sample  
 pseudo$ch = sample(target$ch, replace=T)  
 # calculate R and m  
 firstobs = regexpr("1", pseudo$ch)  
 R = summary(factor(firstobs,levels=1:nb\_years))   
 allobs = gregexpr("1", pseudo$ch)  
 n = summary(as.factor(unlist(allobs)))  
 m = n-R  
 # fit model with 2 age classes on survival and constant recapture with MARK  
 phiage.pct = mark(process.data(pseudo),mw.ddl,model.parameters=list(Phi=phiage,p=p.ct),output = FALSE,delete=T)  
 tau[k] = 1 - phiage.pct$results$real[1,1] / phiage.pct$results$real[2,1] # transient rate  
 det.p[k] = phiage.pct$results$real[3,1]  
 # calculate abundance of residents and transients  
 popR[k,] = (m[-1] + R[-1] \* (1 - tau[k])) / det.p[k]  
 popT[k,] = R[-1] \* tau[k] / det.p[k]  
}

Now we can calculate the abundance of residents and a confidence interval:

popRmean = apply(popR,2,mean) # mean resident population size  
popRmean

## [1] 46.88134 72.49815 67.46543 60.77500 57.31773

popRci = apply(popR,2,quantile,c(0.025,0.975))   
popRci

## [,1] [,2] [,3] [,4] [,5]  
## 2.5% 32.52640 50.95279 50.12659 45.89512 39.58013  
## 97.5% 63.62992 104.86695 87.50821 85.56883 75.93379

A plot:

plot(1:(nb\_years-1),popRmean, col="black", type="n", pch=21, xlab="Years", lty=3, ylab="Estimated abundance", main="dataset 2",lwd=3,ylim=c(0,120))  
polygon(c(rev(1:(nb\_years-1)), 1:(nb\_years-1)), c(rev(popRci[2,]), popRci[1,]), col = 'grey80', border = NA)  
lines(1:(nb\_years-1), popRmean, col="black",lty=3,type='o',lwd=3,pch=21)
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Lastly, it is also possible to calculate an estimate of the transient rate along with its confidence interval using the bootstrap. Alternatively, [the delta-method could be used](https://github.com/oliviergimenez/delta_method).

mean(tau)

## [1] 0.4827876

quantile(tau,probs=c(2.5,97.5)/100)

## 2.5% 97.5%   
## 0.3758784 0.6283435

## Dealing with heterogeneity

As we said before, heterogeneity in the detection process may cause bias in abundance estimates (e.g., [Cubaynes et al. 2010)](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Cubaynesetal2010.pdf). I will consider here two ways of dealing with this issue: individual random-effect models and finite-mixture models.

### Individual random effect model

Let's use dataset1.txt of the first section.

library(RMark)  
hw.dat = import.chdata("dataset1.txt", header = F, field.names = c("ch"), field.types = NULL)  
summary(hw.dat)

## ch   
## Length:195   
## Class :character   
## Mode :character

attach(hw.dat)

We use a Cormack-Jolly-Seber model with a random effect in the detection process [(Gimenez and Choquet 2010)](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Gimenez%26Choquet2010Ecology.pdf). The model structure is specified with the model="CJSRandom" option.

hw.proc <- process.data(hw.dat, model="CJSRandom")  
hw.ddl <- make.design.data(hw.proc)

Then we specify the effects on survival and detection probabilities. By default, because we use the random structure in MARK, there is a random effect on both parameters, ie these probabilities are drawn from a normal distribution with a mean and a standard deviation. We fix the standard deviation of the random effect on survival to 0 to fit a model with a constant survival. In contrast, we let MARK estimate both parameters of the random effect for the recapture probability.

# mean survival  
phi.ct = list(formula=~1) # constant  
# standard deviation of the random effect on survival is fixed to 0  
# in other words, no random effect on survival  
sigmaphi.fixed=list(formula=~1,fixed=0)  
  
# mean recapture probability  
p.dot=list(formula=~1)  
# standard deviation of the random effect on recapture  
sigmap.dot=list(formula=~1)

Let's roll and fit this model.

model.re = mark(hw.proc,hw.ddl,model.parameters=list(Phi=phi.ct,p=p.dot,sigmap=sigmap.dot,sigmaphi=sigmaphi.fixed),output = FALSE,delete=T)

Let's have a look to the parameter estimates:

mle\_p = get.real(model.re,"p", se= TRUE)[1,c('estimate','se','lcl','ucl')]  
sigma\_p = get.real(model.re,"sigmap", se= TRUE)[c('estimate','se','lcl','ucl')]  
phi = get.real(model.re,"Phi", se= TRUE)[1,c('estimate','se','lcl','ucl')]  
  
mle\_p

## estimate se lcl ucl  
## p g1 c1 a1 t2 0.375289 0.1236448 0.1760597 0.6281036

sigma\_p

## estimate se lcl ucl  
## sigmap g1 a0 t1 1.86494 0.7965139 0.8360446 4.160069

phi

## estimate se lcl ucl  
## Phi g1 c1 a0 t1 0.6255005 0.0665329 0.4890696 0.7445307

To test whether the random effect is significant, in other words to test the null hypothesis that the standard deviation of the random effect is null, we need to carry out a likelihood ratio test (LRT). The asymptotic behavior of the LRT statistic is a bit weird in that particular situation (see [Gimenez and Choquet 2010](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Gimenez%26Choquet2010Ecology.pdf) for details).

We first need the deviance of the two models with and without the random effect. To get the deviance of the model without random effect, we could use the results from the first section above, or run a model with the random structure by fixing the standard deviation of the random effect on recapture probability to 0. For the sake of complexity (...), let's use the latter option:

phi.ct = list(formula=~1) # constant  
sigmaphi.fixed=list(formula=~1,fixed=0)  
p.dot=list(formula=~1)  
sigmap.fixed=list(formula=~1,fixed=0)  
model.without.re = mark(hw.proc,hw.ddl,model.parameters=list(Phi=phi.ct,p=p.dot,sigmap=sigmap.fixed,sigmaphi=sigmaphi.fixed),output = FALSE,delete=T)

Then we can form the LRT statistic:

dev\_model\_with\_RE = model.re$results$deviance  
dev\_model\_without\_RE = model.without.re$results$deviance  
LRT = dev\_model\_without\_RE - dev\_model\_with\_RE

And calculate the p-value of the test:

1-pchisq(LRT,1)

## [1] 0.007683643

The test is highly significant, we reject the null hypothesis that the standard deviation is 0, therefore there seems to be heterogeneity as detection by the random effect.

From there, one can use the bootstrap as in the first section to estimate abundance along with its confidence interval using the recapture probability estimate mle\_p. This value was calculated for us by MARK as the inverse [reciprocal function] logit of the mean recapture probability. Have a look to the results:

model.re$results$beta

## estimate se lcl ucl  
## Phi:(Intercept) 0.5129615 0.2840256 -0.0437286 1.0696517  
## sigmap:(Intercept) 0.6232291 0.4270988 -0.2138846 1.4603428  
## p:(Intercept) -0.5095926 0.5273889 -1.5432750 0.5240897

The mean value of the random effect on the recapture is p:(Intercept). If you apply the standard transformation, you obtain mle\_p.

mean\_p = model.re$results$beta[3,1] # extract the mean value of the random effect  
1/(1+exp(-mean\_p)) # calculate by hand

## [1] 0.375289

mle\_p[1] # produced by MARK

## estimate  
## p g1 c1 a1 t2 0.375289

### Finite mixture models

Here, we estimate abundance while accounting for heterogeneity in the detection process using a model with finite mixture (see first section above). To do so, we follow [Cubaynes et al. (2010)](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Cubaynesetal2010.pdf) who extended the appraoch developed by Shirley Pledger and colleagues to account for heterogeneity to estimate abundance. Please, have a look to this paper and its appendix for details about the methods and formulas.

For illustration, let's first fit a model with heterogeneity in the recapture probability, with time-dependent survival and constant recapture probabilities. As usual, we first load the RMark package and read in the data. Let's use dataset2.txt of the second section.

# load RMark package  
library(RMark)  
# read in data  
mw.dat = import.chdata("dataset2.txt", header = F, field.names = c("ch"), field.types = NULL)  
summary(mw.dat)

## ch   
## Length:191   
## Class :character   
## Mode :character

attach(mw.dat)

Then we define the model structure, by using the model="CJSMixture" option.

mw.proc = process.data(mw.dat, model="CJSMixture")  
mw.ddl = make.design.data(mw.proc)

We also define the effect on the parameters. Constant survival, two-finite mixture on the recapture probability and a constant proportion of individual in each class.

# survival  
phi.ct = list(formula=~1) # constant  
# recapture  
p.mix = list(formula=~mixture) # mixture  
# mixture proportion  
pi.dot=list(formula=~1) # constant

Let's fit that model:

model.het = mark(mw.proc,mw.ddl,model.parameters=list(Phi=phi.ct,p=p.mix,pi=pi.dot),output = FALSE,delete=T)

Now how to decide whether heterogeneity is important? The cool thing is that it's fine to use the AIC to compare models with/without heterogeneity [(Cubaynes et al. 2012)](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Cubaynesetal2011MEE.pdf). So let's fit the same model with homogeneous recapture probability and compare the AIC values:

mw.proc2 = process.data(mw.dat, model="CJS")  
mw.ddl2 = make.design.data(mw.proc2)  
model.hom = mark(mw.proc2,mw.ddl2,model.parameters=list(Phi=phi.ct,p=p.ct),output = FALSE,delete=T)

Compare the AIC values:

summary(model.het)$AICc

## [1] 480.5107

summary(model.hom)$AICc

## [1] 494.9341

Sounds like there is some heterogeneity. Let's have a look to the parameter estimates of the model with heterogeneity:

model.het$results$real

## estimate se lcl ucl fixed note  
## pi g1 a0 t1 m1 0.4161090 0.1068705 0.2313148 0.6279349   
## Phi g1 c1 a0 t1 m1 0.8031116 0.0539366 0.6764034 0.8883921   
## p g1 c1 a1 t2 m1 0.6119298 0.0762766 0.4565781 0.7474370   
## p g1 c1 a1 t2 m2 0.0511852 0.0398347 0.0106930 0.2121337

The proportion of individuals in mixture 1 is:

prop = model.het$results$real[1,1]  
prop

## [1] 0.416109

with detection probability:

p1 = model.het$results$real[3,1]  
p1

## [1] 0.6119298

For the other mixture, the proportion is the complementary and the detection probability is:

p2 = model.het$results$real[4,1]  
p2

## [1] 0.0511852

Lastly, survival is:

phi = model.het$results$real[2,1]  
phi

## [1] 0.8031116

Now let's use the bootstrap to get confidence intervals (and median) for abundance.

We will need a function to spot the first detections in the encounter histories:

firstdetection = function(x){  
 b = sort(x,index.return=T,decreasing=T)  
 res = b$ix[1]  
 return(res)}

We will also need to add spaces between the columns of the dataset:

mw.dat.spaces = matrix(as.numeric(unlist(strsplit(mw.dat$ch, ''))),nrow=nrow(mw.dat),byrow=T)

Let's run the bootstrap:

Nhet = NULL # initialization  
nb\_bootstrap = 10 # nb of bootstrap iterations (should be 500 or 1000!)  
  
for (i in 1:nb\_bootstrap){  
  
 # resample in original dataset  
 mask = sample.int(nrow(mw.dat.spaces),replace=T)  
 pseudodata = mw.dat.spaces[mask,]  
  
 # nb of ind detected per occasion  
 cijdata = apply(pseudodata,2,sum)  
  
 # first detection  
 d = apply(pseudodata,1,firstdetection)  
  
 # u (newly marked)  
 udata = NULL  
 for(kk in 1:ncol(pseudodata)) {udata[kk] = sum(d == kk)}  
  
 # m (already marked)  
 mdata = cijdata - udata  
  
 # delete first occasion  
 cij = cijdata[-1]  
 m = mdata[-1]  
 u = udata[-1]  
   
 # expected newly marked (Cubaynes et al. 2010)  
 bigU <- matrix(0,nrow=length(p1),ncol=length(u)) # here length(p1) = 1, but if time-dependent, length(p1) > 1  
 for(zz in 1:ncol(bigU)) {  
 bigU[,zz] = (1-prop) \* u[zz] / p2 + prop \* u[zz] / p1  
 }  
 # expected already marked (Cubaynes et al. 2010)  
 # M2 = u1 (pi phi1 + (1-pi) phi1)  
 # M3 = u1 (pi phi1 phi2 + (1-pi) phi1 phi2) + u2 (pi phi2 + (1-pi) phi2)  
 # M4 = u1 (pi phi1 phi2 phi3 + (1-pi) phi1 phi2 phi3) + u2 (pi phi2 phi3 + (1-pi) phi2 phi3) + u3 (pi phi3 + (1-pi) phi3)  
 # ...  
 surv <- matrix(rep(phi,length(u)),ncol=length(u),byrow=T) # to be modified if phi is time-dependent  
 bigM <- matrix(0,nrow=nrow(surv),ncol=ncol(surv))  
 for(ii in 1:nrow(bigM)) {  
 for(t in 1:ncol(bigM)) {  
 temp <- rep(NA,t)  
 for(j in 1:t) {  
 temp[j] <- u[j] \* ((1-prop) \* prod(surv[ii,1:j]) + prop \* prod(surv[ii,1:j]))  
 }  
 bigM[ii,t] = sum(temp)  
 }  
 }  
 # compute abundance estimate for current bootstrap sample  
 Nhet <- rbind(Nhet,bigU + bigM)  
}

Get median and confidence interval:

res <- apply(Nhet,2,quantile,c(2.5,50,97.5)/100)  
res

## [,1] [,2] [,3] [,4] [,5]  
## 2.5% 289.3923 477.8218 386.4733 232.4835 189.2225  
## 50% 341.5989 528.5707 443.6484 296.6347 236.6584  
## 97.5% 423.7760 618.2259 510.3297 372.2116 306.5724

Let's do a nice plot:

library(ggplot2)  
mp = data.frame(year = 1:ncol(Nhet), Nhat = res[2,])  
N = nrow(mp)  
predframe <- with(mp,data.frame(year,Nhat,lwr=res[1,],upr=res[3,]))  
(p1 <- ggplot(mp, aes(year, Nhat))+  
 geom\_point()+  
 geom\_line(data=predframe)+  
 geom\_ribbon(data=predframe,aes(ymin=lwr,ymax=upr),alpha=0.3)  
 + ylab("Estimated abundance") + xlab("Year"))
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## To do

* check the calculations for bigU and bigM and make them generic (what if survival is time-dependen?)
* multi-model inference using bootstrap à la Buckland
* add Jolly-Seber as in [Karamanlidis et al. (2015)](https://dl.dropboxusercontent.com/u/23160641/my-pubs/Karamanlidisetal2015-Arcturos.pdf)
* add robust-design as in papers currently in reviews (including model selection with bootstrap).
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