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rm(list = ls())

# Nesessary packages:  
library(plyr)  
library(ggplot2)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(caret)

## Loading required package: lattice

library(ROSE)

## Loaded ROSE 0.0-3

library(e1071)  
library(nnet)

# Importing the data  
faux <- read.csv("C:/Users/YENN/Desktop/UST/FARS2016N/accident2016.csv", header = T, stringsAsFactors = F)

# Labelling missing values (9, 99, 999, 9999, 99999) as NAs

faux$COUNTY[faux$COUNTY == 999] <- NA  
faux$CITY[faux$CITY == 9999] <- NA  
faux$HOUR[faux$HOUR == 99] <- NA  
faux$MINUTE[faux$MINUTE == 999] <- NA  
faux$NHS[faux$NHS == 9] <- NA  
faux$RUR\_URB[faux$RUR\_URB == 9] <- NA  
faux$FUNC\_SYS[faux$FUNC\_SYS == 99] <- NA  
faux$RD\_OWNER[faux$RD\_OWNER == 99] <- NA  
faux$MILEPT[faux$MILEPT == 99999] <- NA  
faux$SP\_JUR[faux$SP\_JUR == 9] <- NA  
faux$MAN\_COLL[faux$MANINT == 99] <- NA  
faux$REL\_ROAD[faux$REL\_ROAD == 99] <- NA  
faux$WEATHER1[faux$WEATHER1 == 99] <- NA  
faux$WEATHER2[faux$WEATHER2 == 99] <- NA  
faux$WEATHER[faux$WEATHER == 99] <- NA  
faux$CF1[faux$CF1 == 99] <- NA  
faux$CF2[faux$CF2\_COLL == 99] <- NA  
faux$RELJCT1[faux$RELJCT1 == 99] <- NA  
faux$RELJCT2[faux$RELJCT2 == 99] <- NA  
faux$TYP\_INT[faux$TYP\_ == 99] <- NA  
faux$CF3[faux$CF3 == 99] <- NA  
faux$FATALS[faux$FATALS == 9] <- NA

# 

faux <- na.omit(faux)

# Remove TWAY\_ID2 attribute, the only variable with missing values: <sum(is.na (accs$TWAY\_ID2))> and TWAY\_ID, not appropiate for the research project

# Remove YEAR, MONTH, DAY, HOUR, MINUTE attributes - it’s been merged into Timestamps 12:14

# Remove WEATHER1, WEATHER2 attributes, are duplicate of the original WEATHER

# Remove RAIL attribute, no relevant to the research

## accs2016 <- accs[,-c(1:2,10:11,12:14,16:17,23:24,37:38,41)] ## fraud16[,-c(1:2,10:14,16:17,23:24,37:38,41,53)]

datafaux <- faux[,-c(1:2,10:14,16:17,23:24,37:38,41)]

table(datafaux$FATALS)

##   
## 1 2 3 4 5 6   
## 30566 1945 303 78 17 7

# Factorising "Class" and replacing 1 and 0 to "Yes", "No" respectively and making the response variable as factor.   
  
datafaux$FATALS[datafaux$FATALS==1]<-"No"  
datafaux$FATALS[datafaux$FATALS==2]<-"Yes"  
datafaux$FATALS[datafaux$FATALS==3]<-"Yes"  
datafaux$FATALS[datafaux$FATALS==4]<-"Yes"  
datafaux$FATALS[datafaux$FATALS==5]<-"Yes"  
datafaux$FATALS[datafaux$FATALS==6]<-"Yes"  
  
datafaux$FATALS<-as.factor(datafaux$FATALS)

table(datafaux$FATALS)

##   
## No Yes   
## 30566 2350

prop.table(table(datafaux$FATALS))

##   
## No Yes   
## 0.92860615 0.07139385

barplot(prop.table(table(datafaux$FATALS)),  
 col = rainbow(2),  
 ylim = c(0,1),  
 main = "Fatality Rate Distribution")

![](data:image/png;base64,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)

### Data partition

set.seed(123)  
index <- sample(2, nrow(datafaux), replace = TRUE, prob = c(0.7, 0.3))  
  
train <- datafaux[index==1,]  
test <- datafaux[index==2,]

table(train$FATALS)

##   
## No Yes   
## 21452 1693

prop.table(table(datafaux$FATALS))

##   
## No Yes   
## 0.92860615 0.07139385

summary(train)

## VE\_TOTAL VE\_FORMS PVH\_INVL PEDS   
## Min. : 1.000 Min. : 1.000 Min. : 0.00000 Min. :0.0000   
## 1st Qu.: 1.000 1st Qu.: 1.000 1st Qu.: 0.00000 1st Qu.:0.0000   
## Median : 1.000 Median : 1.000 Median : 0.00000 Median :0.0000   
## Mean : 1.564 Mean : 1.523 Mean : 0.04161 Mean :0.2175   
## 3rd Qu.: 2.000 3rd Qu.: 2.000 3rd Qu.: 0.00000 3rd Qu.:0.0000   
## Max. :64.000 Max. :64.000 Max. :11.00000 Max. :9.0000   
## PERNOTMVIT PERMVIT PERSONS DAY\_WEEK   
## Min. :0.0000 Min. : 0.00 Min. : 0.000 Min. :1.000   
## 1st Qu.:0.0000 1st Qu.: 1.00 1st Qu.: 1.000 1st Qu.:2.000   
## Median :0.0000 Median : 2.00 Median : 2.000 Median :4.000   
## Mean :0.2289 Mean : 2.27 Mean : 2.281 Mean :4.126   
## 3rd Qu.:0.0000 3rd Qu.: 3.00 3rd Qu.: 3.000 3rd Qu.:6.000   
## Max. :9.0000 Max. :120.00 Max. :120.000 Max. :7.000   
## NHS RUR\_URB FUNC\_SYS RD\_OWNER   
## Min. :0.0000 Min. :1.000 Min. : 1.00 Min. : 1.00   
## 1st Qu.:0.0000 1st Qu.:1.000 1st Qu.: 3.00 1st Qu.: 1.00   
## Median :0.0000 Median :2.000 Median : 4.00 Median : 1.00   
## Mean :0.3845 Mean :1.694 Mean : 6.74 Mean :16.16   
## 3rd Qu.:1.0000 3rd Qu.:2.000 3rd Qu.: 5.00 3rd Qu.: 4.00   
## Max. :1.0000 Max. :8.000 Max. :98.00 Max. :98.00   
## ROUTE MILEPT LATITUDE LONGITUD   
## Min. :1.000 Min. : 0 Min. : 19.38 Min. :-174.20   
## 1st Qu.:2.000 1st Qu.: 0 1st Qu.: 32.86 1st Qu.: -98.13   
## Median :3.000 Median : 54 Median : 36.20 Median : -88.04   
## Mean :3.579 Mean :14013 Mean : 36.68 Mean : -88.14   
## 3rd Qu.:5.000 3rd Qu.: 360 3rd Qu.: 40.45 3rd Qu.: -81.62   
## Max. :9.000 Max. :99998 Max. :100.00 Max. :1000.00   
## SP\_JUR HARM\_EV MAN\_COLL RELJCT1   
## Min. :0.00000 Min. : 1.00 Min. : 0.000 Min. :0.00000   
## 1st Qu.:0.00000 1st Qu.: 8.00 1st Qu.: 0.000 1st Qu.:0.00000   
## Median :0.00000 Median :12.00 Median : 0.000 Median :0.00000   
## Mean :0.02312 Mean :17.82 Mean : 1.812 Mean :0.04446   
## 3rd Qu.:0.00000 3rd Qu.:30.00 3rd Qu.: 2.000 3rd Qu.:0.00000   
## Max. :8.00000 Max. :99.00 Max. :99.000 Max. :9.00000   
## RELJCT2 TYP\_INT WRK\_ZONE REL\_ROAD   
## Min. : 1.000 Min. : 1.0 Min. :0.00000 Min. : 1.000   
## 1st Qu.: 1.000 1st Qu.: 1.0 1st Qu.:0.00000 1st Qu.: 1.000   
## Median : 1.000 Median : 1.0 Median :0.00000 Median : 1.000   
## Mean : 2.036 Mean : 1.4 Mean :0.03789 Mean : 2.197   
## 3rd Qu.: 2.000 3rd Qu.: 1.0 3rd Qu.:0.00000 3rd Qu.: 4.000   
## Max. :98.000 Max. :98.0 Max. :4.00000 Max. :98.000   
## LGT\_COND WEATHER SCH\_BUS NOT\_HOUR   
## Min. :1.000 Min. : 1.00 Min. :0.000000 Min. : 0.00   
## 1st Qu.:1.000 1st Qu.: 1.00 1st Qu.:0.000000 1st Qu.:14.00   
## Median :2.000 Median : 1.00 Median :0.000000 Median :88.00   
## Mean :1.864 Mean : 7.12 Mean :0.002938 Mean :57.11   
## 3rd Qu.:2.000 3rd Qu.: 2.00 3rd Qu.:0.000000 3rd Qu.:99.00   
## Max. :9.000 Max. :98.00 Max. :1.000000 Max. :99.00   
## NOT\_MIN ARR\_HOUR ARR\_MIN HOSP\_HR   
## Min. : 0.00 Min. : 0.00 Min. : 0.00 Min. : 0.00   
## 1st Qu.:31.00 1st Qu.:15.00 1st Qu.:33.00 1st Qu.:22.00   
## Median :88.00 Median :99.00 Median :98.00 Median :88.00   
## Mean :65.09 Mean :59.31 Mean :66.93 Mean :72.09   
## 3rd Qu.:99.00 3rd Qu.:99.00 3rd Qu.:99.00 3rd Qu.:99.00   
## Max. :99.00 Max. :99.00 Max. :99.00 Max. :99.00   
## HOSP\_MN CF1 CF2 CF3   
## Min. : 0.00 Min. : 0.00 Min. : 0.0000 Min. : 0.00000   
## 1st Qu.:55.00 1st Qu.: 0.00 1st Qu.: 0.0000 1st Qu.: 0.00000   
## Median :88.00 Median : 0.00 Median : 0.0000 Median : 0.00000   
## Mean :76.41 Mean : 1.12 Mean : 0.1139 Mean : 0.01607   
## 3rd Qu.:99.00 3rd Qu.: 0.00 3rd Qu.: 0.0000 3rd Qu.: 0.00000   
## Max. :99.00 Max. :28.00 Max. :28.0000 Max. :27.00000   
## FATALS DRUNK\_DR   
## No :21452 Min. :0.0000   
## Yes: 1693 1st Qu.:0.0000   
## Median :0.0000   
## Mean :0.2604   
## 3rd Qu.:1.0000   
## Max. :3.0000

# ’ #Predictive Model (Random Forest)

#library(randomForest)  
rftrain <- randomForest(FATALS~., data = train)

# Predictive Model Evaluation with test data

#library(caret)  
#library(e1071)

confusionMatrix(predict(rftrain, test), test$FATALS, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 9097 630  
## Yes 17 27  
##   
## Accuracy : 0.9338   
## 95% CI : (0.9287, 0.9386)  
## No Information Rate : 0.9328   
## P-Value [Acc > NIR] : 0.3524   
##   
## Kappa : 0.0692   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.041096   
## Specificity : 0.998135   
## Pos Pred Value : 0.613636   
## Neg Pred Value : 0.935232   
## Prevalence : 0.067240   
## Detection Rate : 0.002763   
## Detection Prevalence : 0.004503   
## Balanced Accuracy : 0.519615   
##   
## 'Positive' Class : Yes   
##

confusionMatrix(predict(rftrain, test), test$FATALS, positive = "No")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 9097 630  
## Yes 17 27  
##   
## Accuracy : 0.9338   
## 95% CI : (0.9287, 0.9386)  
## No Information Rate : 0.9328   
## P-Value [Acc > NIR] : 0.3524   
##   
## Kappa : 0.0692   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.9981   
## Specificity : 0.0411   
## Pos Pred Value : 0.9352   
## Neg Pred Value : 0.6136   
## Prevalence : 0.9328   
## Detection Rate : 0.9310   
## Detection Prevalence : 0.9955   
## Balanced Accuracy : 0.5196   
##   
## 'Positive' Class : No   
##

table (train$FATALS)

##   
## No Yes   
## 21452 1693

prop.table(table(train$FATALS))

##   
## No Yes   
## 0.92685245 0.07314755

# undersampling for better specificity: reduce observations from the majority class then you use undersampling

# Underampling  
#library(ROSE)  
datafaux\_under <- ovun.sample(FATALS ~ ., data = train, method = "under", N = 3386, seed = 1)$data  
table(datafaux\_under$FATALS)

##   
## No Yes   
## 1693 1693

# Oversampling for better sensitivity: increase observations from the minority class then you use oversampling

# Oversampling  
datafaux\_over <- ovun.sample(FATALS ~ ., data = train, method = "over",N = 42904, seed = 1)$data  
table(datafaux\_over$FATALS)

##   
## No Yes   
## 21452 21452

# Both  
datafaux\_both <- ovun.sample(FATALS ~ ., data = train, method = "both", p=0.5, N=23145, seed = 1)$data  
table(datafaux\_both$FATALS)

##   
## No Yes   
## 11651 11494

# renaming datafile

datafaux7<- datafaux\_both

# Just checking out this:

#write.table(datafaux7, file = "C:/Users/YENN/Desktop/Dataset/accid\_cleaned5.csv")

##### Using FSelector

# Using FSelector

All variables

library(FSelector)  
weights\_1 <- information.gain(FATALS~., data = datafaux7)  
row.names(weights\_1)[order(weights\_1, decreasing = TRUE)]

## [1] "PERSONS" "PERMVIT" "PEDS" "PERNOTMVIT" "HARM\_EV"   
## [6] "MAN\_COLL" "VE\_FORMS" "VE\_TOTAL" "RUR\_URB" "MILEPT"   
## [11] "ROUTE" "DRUNK\_DR" "RD\_OWNER" "HOSP\_MN" "HOSP\_HR"   
## [16] "LATITUDE" "FUNC\_SYS" "NHS" "REL\_ROAD" "LONGITUD"   
## [21] "DAY\_WEEK" "RELJCT2" "CF1" "WEATHER" "LGT\_COND"   
## [26] "SP\_JUR" "TYP\_INT" "NOT\_HOUR" "PVH\_INVL" "RELJCT1"   
## [31] "WRK\_ZONE" "SCH\_BUS" "NOT\_MIN" "ARR\_HOUR" "ARR\_MIN"   
## [36] "CF2" "CF3"

print(weights\_1)

## attr\_importance  
## VE\_TOTAL 0.0354177842  
## VE\_FORMS 0.0355089545  
## PVH\_INVL 0.0000000000  
## PEDS 0.0692734934  
## PERNOTMVIT 0.0641819055  
## PERMVIT 0.1690838171  
## PERSONS 0.1701277499  
## DAY\_WEEK 0.0023006364  
## NHS 0.0036682668  
## RUR\_URB 0.0084732400  
## FUNC\_SYS 0.0044509817  
## RD\_OWNER 0.0066593839  
## ROUTE 0.0081081489  
## MILEPT 0.0084704192  
## LATITUDE 0.0047067325  
## LONGITUD 0.0029418799  
## SP\_JUR 0.0010514712  
## HARM\_EV 0.0600327024  
## MAN\_COLL 0.0415616871  
## RELJCT1 0.0000000000  
## RELJCT2 0.0018388541  
## TYP\_INT 0.0007000392  
## WRK\_ZONE 0.0000000000  
## REL\_ROAD 0.0033251836  
## LGT\_COND 0.0013708657  
## WEATHER 0.0015375287  
## SCH\_BUS 0.0000000000  
## NOT\_HOUR 0.0006174904  
## NOT\_MIN 0.0000000000  
## ARR\_HOUR 0.0000000000  
## ARR\_MIN 0.0000000000  
## HOSP\_HR 0.0049912556  
## HOSP\_MN 0.0054408985  
## CF1 0.0017303402  
## CF2 0.0000000000  
## CF3 0.0000000000  
## DRUNK\_DR 0.0069507694

## Select top 15 variables  
subset\_15 <- cutoff.k(weights\_1, 15)  
subset\_15

## [1] "PERSONS" "PERMVIT" "PEDS" "PERNOTMVIT" "HARM\_EV"   
## [6] "MAN\_COLL" "VE\_FORMS" "VE\_TOTAL" "RUR\_URB" "MILEPT"   
## [11] "ROUTE" "DRUNK\_DR" "RD\_OWNER" "HOSP\_MN" "HOSP\_HR"

f15 <- as.simple.formula(subset\_15, "FATALS")  
#row.names(f)[order(f, decreasing = TRUE)]  
print(f15)

## FATALS ~ PERSONS + PERMVIT + PEDS + PERNOTMVIT + HARM\_EV + MAN\_COLL +   
## VE\_FORMS + VE\_TOTAL + RUR\_URB + MILEPT + ROUTE + DRUNK\_DR +   
## RD\_OWNER + HOSP\_MN + HOSP\_HR  
## <environment: 0x0000000022f2a218>

## Select top 10 variables  
subset\_10 <- cutoff.k(weights\_1, 10)  
subset\_10

## [1] "PERSONS" "PERMVIT" "PEDS" "PERNOTMVIT" "HARM\_EV"   
## [6] "MAN\_COLL" "VE\_FORMS" "VE\_TOTAL" "RUR\_URB" "MILEPT"

f10 <- as.simple.formula(subset\_10, "FATALS")  
#row.names(f)[order(f, decreasing = TRUE)]  
print(f10)

## FATALS ~ PERSONS + PERMVIT + PEDS + PERNOTMVIT + HARM\_EV + MAN\_COLL +   
## VE\_FORMS + VE\_TOTAL + RUR\_URB + MILEPT  
## <environment: 0x0000000022098e60>

# USing the selected features (PERSONS+PERMVIT+PEDS+PERNOTMVIT+HARM\_EV+MAN\_COLL+LATITUDE+VE\_TOTAL+VE\_FORMS+MILEPT+ROUTE+RUR\_URB+RD\_OWNER+DRUNK\_DR)select(datafaux7, PERSONS, PERMVIT, PEDS, PERNOTMVIT, HARM\_EV, MAN\_COLL, LATITUDE, VE\_TOTAL, VE\_FORMS, MILEPT, ROUTE, RUR\_URB, RD\_OWNER, DRUNK\_DR, FATALS)

data77 <- select(datafaux7, PERMVIT, PEDS, PERNOTMVIT, HARM\_EV, MAN\_COLL, VE\_FORMS, VE\_TOTAL, RUR\_URB, MILEPT, ROUTE,DRUNK\_DR, RD\_OWNER, HOSP\_MN, HOSP\_HR, FATALS)  
#data77

#cor(data77)

plot(data77)
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library(corrplot)

## corrplot 0.84 loaded

#corrplot(cor(data77))  
#corrplot(cor(data77), method = c("number"))

What is the correlation between the attributes other than FATALS variable?

# Remove FATALS

data77\_f <- data77[,-c(15)]  
  
cor(data77\_f)

## PERMVIT PEDS PERNOTMVIT HARM\_EV MAN\_COLL  
## PERMVIT 1.000000000 -0.13541071 -0.13264056 -0.116092864 0.1172856774  
## PEDS -0.135410713 1.00000000 0.95397364 -0.180823134 0.0442254463  
## PERNOTMVIT -0.132640555 0.95397364 1.00000000 -0.171604015 0.0336270523  
## HARM\_EV -0.116092864 -0.18082313 -0.17160401 1.000000000 -0.1586476154  
## MAN\_COLL 0.117285677 0.04422545 0.03362705 -0.158647615 1.0000000000  
## VE\_FORMS 0.721381119 -0.12679427 -0.12939183 -0.221719048 0.1967947687  
## VE\_TOTAL 0.692968352 -0.08985568 -0.06826025 -0.218652967 0.1840270314  
## RUR\_URB -0.064409726 0.10459510 0.09857490 -0.012285134 -0.0004325961  
## MILEPT 0.002735694 0.02235084 0.01661589 -0.003984619 0.0149894299  
## ROUTE -0.125456871 0.08921637 0.06144892 0.024303621 0.0532494042  
## DRUNK\_DR -0.020336049 -0.12604031 -0.11139136 0.091473741 0.0055046920  
## RD\_OWNER -0.022047797 0.02187235 0.01820972 -0.023768045 -0.0055717880  
## HOSP\_MN -0.088597440 0.04468254 0.04528083 0.017019503 -0.0079167331  
## HOSP\_HR -0.094121769 0.04781526 0.04447671 0.013599218 -0.0078850610  
## VE\_FORMS VE\_TOTAL RUR\_URB MILEPT ROUTE  
## PERMVIT 0.72138112 0.692968352 -0.0644097258 0.002735694 -0.12545687  
## PEDS -0.12679427 -0.089855676 0.1045951032 0.022350842 0.08921637  
## PERNOTMVIT -0.12939183 -0.068260247 0.0985748968 0.016615894 0.06144892  
## HARM\_EV -0.22171905 -0.218652967 -0.0122851338 -0.003984619 0.02430362  
## MAN\_COLL 0.19679477 0.184027031 -0.0004325961 0.014989430 0.05324940  
## VE\_FORMS 1.00000000 0.956178553 -0.0466720412 0.012375034 -0.11030154  
## VE\_TOTAL 0.95617855 1.000000000 -0.0369683049 0.006089381 -0.09654698  
## RUR\_URB -0.04667204 -0.036968305 1.0000000000 -0.051074513 0.25175967  
## MILEPT 0.01237503 0.006089381 -0.0510745134 1.000000000 -0.02496567  
## ROUTE -0.11030154 -0.096546976 0.2517596654 -0.024965671 1.00000000  
## DRUNK\_DR -0.03966249 -0.030516314 0.0241663794 -0.027572221 0.05758370  
## RD\_OWNER -0.01600469 -0.019869570 0.3204079021 -0.103075556 0.30404968  
## HOSP\_MN -0.06914487 -0.060333783 -0.0084340416 0.167369769 0.02403869  
## HOSP\_HR -0.07251903 -0.064889216 -0.0132200116 0.170562482 0.02884273  
## DRUNK\_DR RD\_OWNER HOSP\_MN HOSP\_HR  
## PERMVIT -0.020336049 -0.022047797 -0.088597440 -0.094121769  
## PEDS -0.126040305 0.021872346 0.044682539 0.047815260  
## PERNOTMVIT -0.111391355 0.018209724 0.045280834 0.044476710  
## HARM\_EV 0.091473741 -0.023768045 0.017019503 0.013599218  
## MAN\_COLL 0.005504692 -0.005571788 -0.007916733 -0.007885061  
## VE\_FORMS -0.039662495 -0.016004687 -0.069144865 -0.072519031  
## VE\_TOTAL -0.030516314 -0.019869570 -0.060333783 -0.064889216  
## RUR\_URB 0.024166379 0.320407902 -0.008434042 -0.013220012  
## MILEPT -0.027572221 -0.103075556 0.167369769 0.170562482  
## ROUTE 0.057583704 0.304049676 0.024038688 0.028842731  
## DRUNK\_DR 1.000000000 0.022318072 0.004973338 0.004744726  
## RD\_OWNER 0.022318072 1.000000000 -0.026065494 -0.031999232  
## HOSP\_MN 0.004973338 -0.026065494 1.000000000 0.951792868  
## HOSP\_HR 0.004744726 -0.031999232 0.951792868 1.000000000

plot(data77\_f)
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#corrplot(cor(data77\_f))  
corrplot(cor(data77\_f), method = c("number"))
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library(RColorBrewer)  
  
M <-cor(data77\_f)  
corrplot(M, type="upper", order="hclust",  
 col=brewer.pal(n=8, name="RdYlBu"))
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mcor<-round(cor(data77\_f),2)  
mcor

## PERMVIT PEDS PERNOTMVIT HARM\_EV MAN\_COLL VE\_FORMS VE\_TOTAL  
## PERMVIT 1.00 -0.14 -0.13 -0.12 0.12 0.72 0.69  
## PEDS -0.14 1.00 0.95 -0.18 0.04 -0.13 -0.09  
## PERNOTMVIT -0.13 0.95 1.00 -0.17 0.03 -0.13 -0.07  
## HARM\_EV -0.12 -0.18 -0.17 1.00 -0.16 -0.22 -0.22  
## MAN\_COLL 0.12 0.04 0.03 -0.16 1.00 0.20 0.18  
## VE\_FORMS 0.72 -0.13 -0.13 -0.22 0.20 1.00 0.96  
## VE\_TOTAL 0.69 -0.09 -0.07 -0.22 0.18 0.96 1.00  
## RUR\_URB -0.06 0.10 0.10 -0.01 0.00 -0.05 -0.04  
## MILEPT 0.00 0.02 0.02 0.00 0.01 0.01 0.01  
## ROUTE -0.13 0.09 0.06 0.02 0.05 -0.11 -0.10  
## DRUNK\_DR -0.02 -0.13 -0.11 0.09 0.01 -0.04 -0.03  
## RD\_OWNER -0.02 0.02 0.02 -0.02 -0.01 -0.02 -0.02  
## HOSP\_MN -0.09 0.04 0.05 0.02 -0.01 -0.07 -0.06  
## HOSP\_HR -0.09 0.05 0.04 0.01 -0.01 -0.07 -0.06  
## RUR\_URB MILEPT ROUTE DRUNK\_DR RD\_OWNER HOSP\_MN HOSP\_HR  
## PERMVIT -0.06 0.00 -0.13 -0.02 -0.02 -0.09 -0.09  
## PEDS 0.10 0.02 0.09 -0.13 0.02 0.04 0.05  
## PERNOTMVIT 0.10 0.02 0.06 -0.11 0.02 0.05 0.04  
## HARM\_EV -0.01 0.00 0.02 0.09 -0.02 0.02 0.01  
## MAN\_COLL 0.00 0.01 0.05 0.01 -0.01 -0.01 -0.01  
## VE\_FORMS -0.05 0.01 -0.11 -0.04 -0.02 -0.07 -0.07  
## VE\_TOTAL -0.04 0.01 -0.10 -0.03 -0.02 -0.06 -0.06  
## RUR\_URB 1.00 -0.05 0.25 0.02 0.32 -0.01 -0.01  
## MILEPT -0.05 1.00 -0.02 -0.03 -0.10 0.17 0.17  
## ROUTE 0.25 -0.02 1.00 0.06 0.30 0.02 0.03  
## DRUNK\_DR 0.02 -0.03 0.06 1.00 0.02 0.00 0.00  
## RD\_OWNER 0.32 -0.10 0.30 0.02 1.00 -0.03 -0.03  
## HOSP\_MN -0.01 0.17 0.02 0.00 -0.03 1.00 0.95  
## HOSP\_HR -0.01 0.17 0.03 0.00 -0.03 0.95 1.00

sapply(data77, class)

## PERMVIT PEDS PERNOTMVIT HARM\_EV MAN\_COLL VE\_FORMS   
## "integer" "integer" "integer" "integer" "integer" "integer"   
## VE\_TOTAL RUR\_URB MILEPT ROUTE DRUNK\_DR RD\_OWNER   
## "integer" "integer" "integer" "integer" "integer" "integer"   
## HOSP\_MN HOSP\_HR FATALS   
## "integer" "integer" "factor"

#data77\_f <- as.numeric(data77\_f)

# Graph the frequency distribution of FATALS variable

#hist(data77\_f$FATALS, freq = T)  
  
#accs\_LM <- lm(formula = FATALS ~ ., data = data77\_f)  
  
#summary(data77\_f)

#library(ElemStatLearn)  
#library(FSelector)  
  
att.scores <- random.forest.importance(FATALS ~ ., datafaux7)  
att.scores

## attr\_importance  
## VE\_TOTAL 34.80644  
## VE\_FORMS 34.10325  
## PVH\_INVL 42.32724  
## PEDS 43.96890  
## PERNOTMVIT 37.39027  
## PERMVIT 81.06192  
## PERSONS 80.45789  
## DAY\_WEEK 100.92342  
## NHS 31.91833  
## RUR\_URB 60.85369  
## FUNC\_SYS 98.10216  
## RD\_OWNER 51.81555  
## ROUTE 58.83038  
## MILEPT 101.06138  
## LATITUDE 190.92752  
## LONGITUD 132.60855  
## SP\_JUR 36.34133  
## HARM\_EV 52.00917  
## MAN\_COLL 57.17715  
## RELJCT1 45.09546  
## RELJCT2 48.68733  
## TYP\_INT 40.77759  
## WRK\_ZONE 64.01197  
## REL\_ROAD 45.36407  
## LGT\_COND 66.16032  
## WEATHER 116.81026  
## SCH\_BUS 23.11150  
## NOT\_HOUR 105.45842  
## NOT\_MIN 129.18312  
## ARR\_HOUR 102.47720  
## ARR\_MIN 112.53709  
## HOSP\_HR 98.94500  
## HOSP\_MN 99.76108  
## CF1 72.50802  
## CF2 32.54906  
## CF3 11.15591  
## DRUNK\_DR 54.84573

# The FSelector package offers several functions to choose the best features using the importance values returned by random.forest.importance.

# The cutoff.biggest.diff function automatically identifies the features which have a significantly higher importance value than other features.

# cutoff.k provides the k features with the highest importance values.

# Similarly, cutoff.k.percent returns k percent of the features with the highest importance values.

f1 <- cutoff.biggest.diff(att.scores)  
print(f1)

## [1] "LATITUDE"

f2 <- cutoff.k(att.scores, k = 15)  
f2

## [1] "LATITUDE" "LONGITUD" "NOT\_MIN" "WEATHER" "ARR\_MIN" "NOT\_HOUR"  
## [7] "ARR\_HOUR" "MILEPT" "DAY\_WEEK" "HOSP\_MN" "HOSP\_HR" "FUNC\_SYS"  
## [13] "PERMVIT" "PERSONS" "CF1"

f3 <- cutoff.k.percent(att.scores, 0.4)  
f3

## [1] "LATITUDE" "LONGITUD" "NOT\_MIN" "WEATHER" "ARR\_MIN" "NOT\_HOUR"  
## [7] "ARR\_HOUR" "MILEPT" "DAY\_WEEK" "HOSP\_MN" "HOSP\_HR" "FUNC\_SYS"  
## [13] "PERMVIT" "PERSONS" "CF1"

# Using all the variables before pre-process using FSelectorRcpp

library(FSelectorRcpp)  
x <- datafaux7  
y <- datafaux7$FATALS  
information\_gain(x=x,y=y)

## attributes importance  
## 1 VE\_TOTAL 3.579099e-02  
## 2 VE\_FORMS 3.580785e-02  
## 3 PVH\_INVL 3.299183e-04  
## 4 PEDS 6.970593e-02  
## 5 PERNOTMVIT 6.490028e-02  
## 6 PERMVIT 1.707645e-01  
## 7 PERSONS 1.717013e-01  
## 8 DAY\_WEEK 2.893260e-03  
## 9 NHS 3.668267e-03  
## 10 RUR\_URB 8.749882e-03  
## 11 FUNC\_SYS 5.051047e-03  
## 12 RD\_OWNER 9.300128e-03  
## 13 ROUTE 8.652305e-03  
## 14 MILEPT 1.182502e-01  
## 15 LATITUDE 4.706732e-03  
## 16 LONGITUD 2.941880e-03  
## 17 SP\_JUR 1.301518e-03  
## 18 HARM\_EV 6.493087e-02  
## 19 MAN\_COLL 4.237324e-02  
## 20 RELJCT1 3.705950e-07  
## 21 RELJCT2 3.337741e-03  
## 22 TYP\_INT 9.089536e-04  
## 23 WRK\_ZONE 2.166899e-04  
## 24 REL\_ROAD 4.399477e-03  
## 25 LGT\_COND 2.255728e-03  
## 26 WEATHER 2.411879e-03  
## 27 SCH\_BUS 1.930379e-06  
## 28 NOT\_HOUR 4.101196e-03  
## 29 NOT\_MIN 7.931440e-03  
## 30 ARR\_HOUR 3.565188e-03  
## 31 ARR\_MIN 7.086643e-03  
## 32 HOSP\_HR 7.893646e-03  
## 33 HOSP\_MN 1.099802e-02  
## 34 CF1 3.416340e-03  
## 35 CF2 1.169767e-03  
## 36 CF3 6.675124e-04  
## 37 FATALS 6.931242e-01  
## 38 DRUNK\_DR 7.065406e-03

FSelectorRcpp

x <- information\_gain(FATALS ~ ., datafaux7)  
cut\_attrs(attrs = x)

## [1] "PERSONS" "PERMVIT" "MILEPT" "PEDS" "HARM\_EV"   
## [6] "PERNOTMVIT" "MAN\_COLL" "VE\_FORMS" "VE\_TOTAL" "HOSP\_MN"   
## [11] "RD\_OWNER" "RUR\_URB" "ROUTE" "NOT\_MIN" "HOSP\_HR"   
## [16] "ARR\_MIN" "DRUNK\_DR" "FUNC\_SYS"

to\_formula(cut\_attrs(attrs = x), "FATALS")

## FATALS ~ PERSONS + PERMVIT + MILEPT + PEDS + HARM\_EV + PERNOTMVIT +   
## MAN\_COLL + VE\_FORMS + VE\_TOTAL + HOSP\_MN + RD\_OWNER + RUR\_URB +   
## ROUTE + NOT\_MIN + HOSP\_HR + ARR\_MIN + DRUNK\_DR + FUNC\_SYS  
## <environment: 0x00000000242e9120>

cut\_attrs(attrs = x, k = 1)

## [1] "PERSONS"

# From FSelectorRcpp, variable selected

# (LATITUDE, NOT\_MIN, LONGITUD, WEATHER, ARR\_MIN, NOT\_HOUR, MILEPT, DAY\_WEEK, ARR\_HOUR, HOSP\_MN, FUNC\_SYS, HOSP\_HR, PERMVIT, PERSONS, LGT\_COND)

# From FSelector, 15 variable selected:

# select(datafaux7, PERMVIT, PEDS, PERNOTMVIT, HARM\_EV, MAN\_COLL, VE\_FORMS, VE\_TOTAL, RUR\_URB, MILEPT, ROUTE,DRUNK\_DR, RD\_OWNER, HOSP\_MN, HOSP\_HR, FATALS)

# Create a Validation Dataset

# By spliting the loaded dataset into two, 80% of which we will used to train our models and 20% that we will hold back as a validation dataset.

# create a list of 80% of the rows in the original dataset we can use for training

# select 20% of the data for validation  
set.seed(7)  
validation\_index <- createDataPartition(data77$FATALS, p=0.80, list=FALSE)

# use the remaining 80% of data to training and testing the models  
set.seed(7)  
validation <- data77[-validation\_index,]  
dataset <- data77[validation\_index,]

table(validation$FATALS)

##   
## No Yes   
## 2330 2298

prop.table(table(validation$FATALS))\*100

##   
## No Yes   
## 50.34572 49.65428

table(data77$FATALS)

##   
## No Yes   
## 11651 11494

prop.table(table(dataset$FATALS))\*100

##   
## No Yes   
## 50.33753 49.66247

# ‘You now have’ The above is the training data in the dataset variable and a validation set that will be used later in the validation variable.

# Note that I’ve replaced the dataset variable with the 80% sample of the dataset. This was an attempt to keep the rest of the code simpler and readable.

# dimensions of dataset  
#dim(dataset)

# 3’ Types of Attributes

# It is a good idea to get an idea of the types of the attributes. They could be doubles, integers, strings, factors and other types.

# Knowing the types is important as it will give you an idea of how to better summarize the data you have and the types of transforms you might need to use to prepare the data before you model it.

# list types for each attribute  
sapply(data77, class)

## PERMVIT PEDS PERNOTMVIT HARM\_EV MAN\_COLL VE\_FORMS   
## "integer" "integer" "integer" "integer" "integer" "integer"   
## VE\_TOTAL RUR\_URB MILEPT ROUTE DRUNK\_DR RD\_OWNER   
## "integer" "integer" "integer" "integer" "integer" "integer"   
## HOSP\_MN HOSP\_HR FATALS   
## "integer" "integer" "factor"

# 3.3 Peek at the Data

It is also always a good idea to actually eyeball your data.

# take a peek at the first 5 rows of the data  
head(data77)

## PERMVIT PEDS PERNOTMVIT HARM\_EV MAN\_COLL VE\_FORMS VE\_TOTAL RUR\_URB  
## 1 4 0 0 38 0 1 1 1  
## 2 2 0 0 33 0 1 1 2  
## 3 1 0 0 42 0 1 1 1  
## 4 3 0 0 12 6 2 2 2  
## 5 2 1 1 8 0 2 2 2  
## 6 2 0 0 24 0 2 2 1  
## MILEPT ROUTE DRUNK\_DR RD\_OWNER HOSP\_MN HOSP\_HR FATALS  
## 1 61 3 1 1 99 99 No  
## 2 153 3 1 1 99 99 No  
## 3 12 3 0 1 99 99 No  
## 4 43 4 0 98 88 88 No  
## 5 0 6 0 4 88 88 No  
## 6 888 1 0 1 99 99 No

3.4 Levels of the Class

# list the levels for the class  
levels(data77$FATALS)

## [1] "No" "Yes"

# This is a binary classification.

# ’ Class Distribution

Let’s now take a look at the number of instances (rows) that belong to each class. We can view this as an absolute count and as a percentage.

# summarize the class distribution  
percentage <- prop.table(table(data77$FATALS)) \* 100  
cbind(freq=table(data77$FATALS), percentage=percentage)

## freq percentage  
## No 11651 50.33917  
## Yes 11494 49.66083

3.6 Statistical Summary

Now finally, we can take a look at a summary of each attribute.

This includes the mean, the min and max values as well as some percentiles (25th, 50th or media and 75th e.g. values at this points if we ordered all the values for an attribute).

# summarize attribute distributions  
summary(data77)

## PERMVIT PEDS PERNOTMVIT HARM\_EV   
## Min. : 0.000 Min. :0.0000 Min. :0.0000 Min. : 1.00   
## 1st Qu.: 2.000 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:12.00   
## Median : 3.000 Median :0.0000 Median :0.0000 Median :12.00   
## Mean : 3.034 Mean :0.1669 Mean :0.1816 Mean :17.58   
## 3rd Qu.: 4.000 3rd Qu.:0.0000 3rd Qu.:0.0000 3rd Qu.:24.00   
## Max. :120.000 Max. :9.0000 Max. :9.0000 Max. :73.00   
## MAN\_COLL VE\_FORMS VE\_TOTAL RUR\_URB   
## Min. : 0.000 Min. : 1.000 Min. : 1.000 Min. :1.000   
## 1st Qu.: 0.000 1st Qu.: 1.000 1st Qu.: 1.000 1st Qu.:1.000   
## Median : 0.000 Median : 2.000 Median : 2.000 Median :1.000   
## Mean : 2.171 Mean : 1.687 Mean : 1.733 Mean :1.609   
## 3rd Qu.: 2.000 3rd Qu.: 2.000 3rd Qu.: 2.000 3rd Qu.:2.000   
## Max. :99.000 Max. :64.000 Max. :64.000 Max. :8.000   
## MILEPT ROUTE DRUNK\_DR RD\_OWNER   
## Min. : 0 Min. :1.000 Min. :0.0000 Min. : 1.0   
## 1st Qu.: 0 1st Qu.:2.000 1st Qu.:0.0000 1st Qu.: 1.0   
## Median : 77 Median :3.000 Median :0.0000 Median : 1.0   
## Mean :14112 Mean :3.407 Mean :0.3072 Mean :16.1   
## 3rd Qu.: 486 3rd Qu.:4.000 3rd Qu.:1.0000 3rd Qu.: 4.0   
## Max. :99998 Max. :9.000 Max. :3.0000 Max. :98.0   
## HOSP\_MN HOSP\_HR FATALS   
## Min. : 0.00 Min. : 0.00 No :11651   
## 1st Qu.:51.00 1st Qu.:21.00 Yes:11494   
## Median :88.00 Median :88.00   
## Mean :75.61 Mean :71.19   
## 3rd Qu.:99.00 3rd Qu.:99.00   
## Max. :99.00 Max. :99.00

# Test Harness

We will 10-fold crossvalidation to estimate accuracy.

This will split the dataset into 10 parts, train in 9 and test on 1 and release for all combinations of train-test splits. This process will be repeated 3 times for each algorithm with different splits of the data into 10 groups, in an effort to get a more accurate estimate.

# Run algorithms using 10-fold cross validation  
control <- trainControl(method="cv", number=10)  
metric <- "Accuracy"

I am using the metric of “Accuracy” to evaluate models. This is a ratio of the number of correctly predicted instances in divided by the total number of instances in the dataset multiplied by 100 to give a percentage (e.g. 95% accurate). We will be using the metric variable when we run build and evaluate each model next.

# ’ Build Models

Evaluating 5 different algorithms:

Linear Discriminant Analysis (LDA)  
Classification and Regression Trees (CART).  
k-Nearest Neighbors (kNN).  
Support Vector Machines (SVM) with a linear kernel.  
Random Forest (RF)  
Generalized Linear Model (glm)  
Gradient Boosting Machine (gbm)  
LogitBoost

This is a good mixture of simple linear (LDA), nonlinear (CART, kNN) and complex nonlinear methods (SVM, RF). We reset the random number seed before reach run to ensure that the evaluation of each algorithm is performed using exactly the same data splits. It ensures the results are directly comparable.

# To build five models:  
# a) linear algorithms - Linear Discriminant Analysis (LDA)  
set.seed(7)  
fit.lda <- train(FATALS~., data=data77, method="lda", metric=metric, trControl=control)  
fit.lda

## Linear Discriminant Analysis   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7048601 0.4091952

# b) nonlinear algorithms  
# Classification and Regression Trees (CART)  
set.seed(7)  
fit.cart <- train(FATALS~., data=data77, method="rpart", metric=metric, trControl=control)  
fit.cart

## CART   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa   
## 0.02694159 0.7592132 0.5191390  
## 0.05176614 0.7333284 0.4678173  
## 0.40864799 0.6010148 0.1998124  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.02694159.

# k-Nearest Neighbors (kNN)  
set.seed(7)  
fit.knn <- train(FATALS~., data=data77, method="knn", metric=metric, trControl=control)  
fit.knn

## k-Nearest Neighbors   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## k Accuracy Kappa   
## 5 0.7888950 0.5787272  
## 7 0.7527757 0.5066952  
## 9 0.7301786 0.4615132  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was k = 5.

# c) advanced algorithms  
# Support Vector Machines (SVM) with a linear kernel  
set.seed(7)  
fit.svm <- train(FATALS~., data=data77, method="svmRadial", metric=metric, trControl=control)  
fit.svm

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## C Accuracy Kappa   
## 0.25 0.7994802 0.5993070  
## 0.50 0.8060038 0.6123672  
## 1.00 0.8146451 0.6296758  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.08257444  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were sigma = 0.08257444 and C = 1.

# Random Forest (rf)  
set.seed(7)  
fit.rf <- train(FATALS~., data=data77, method="rf", metric=metric, trControl=control)  
fit.rf

## Random Forest   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.8682205 0.7368277  
## 8 0.9503988 0.9008514  
## 14 0.9509173 0.9018874  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 14.

# Generalized Linear Model (glm)  
set.seed(7)  
fit.glm <- train(FATALS~., data=data77, method="glm", metric=metric, trControl=control)

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

fit.glm

## Generalized Linear Model   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.722013 0.4435306

# Gradient Boosting Machine (gbm)  
#set.seed(7)  
#fit.gbm <- train(FATALS~., data=data77, method="gbm", metric=metric, trControl=control)  
#fit.gbm

# mda  
#set.seed(7)  
#fit.mda <- train(FATALS~., data=dataset, method="mda", metric=metric, trControl=control)  
#fit.mda

# LogitBoost  
set.seed(7)  
fit.LogitBoost <- train(FATALS~., data=data77, method="LogitBoost", metric=metric, trControl=control)  
fit.LogitBoost

## Boosted Logistic Regression   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## nIter Accuracy Kappa   
## 11 0.7331596 0.4669077  
## 21 0.7646577 0.5298133  
## 31 0.7574866 0.5155549  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was nIter = 21.

# Select Best Model

There are 5 models and accuracy estimations for each. I’m going to compare the models to each other and select the most accurate.

# summarize accuracy of models  
results <- resamples(list(lda=fit.lda, cart=fit.cart, knn=fit.knn, svm=fit.svm, rf=fit.rf, glm=fit.glm, fit.LogitBoost))  
summary(results)

##   
## Call:  
## summary.resamples(object = results)  
##   
## Models: lda, cart, knn, svm, rf, glm, Model7   
## Number of resamples: 10   
##   
## Accuracy   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## lda 0.6949006 0.6967698 0.7046889 0.7048601 0.7125422 0.7165082 0  
## cart 0.7352052 0.7511884 0.7617199 0.7592132 0.7700615 0.7713915 0  
## knn 0.7770095 0.7834918 0.7891548 0.7888950 0.7947084 0.8016422 0  
## svm 0.7994814 0.8078003 0.8169836 0.8146451 0.8206841 0.8259179 0  
## rf 0.9412273 0.9466467 0.9518150 0.9509173 0.9551836 0.9585492 0  
## glm 0.7136069 0.7165385 0.7212619 0.7220130 0.7280283 0.7299049 0  
## Model7 0.7299049 0.7449765 0.7698790 0.7646577 0.7818712 0.7961123 0  
##   
## Kappa   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## lda 0.3893195 0.3929951 0.4089008 0.4091952 0.4245819 0.4324738 0  
## cart 0.4704385 0.5031623 0.5242367 0.5191390 0.5407461 0.5437945 0  
## knn 0.5550348 0.5680243 0.5792677 0.5787272 0.5902238 0.6041526 0  
## svm 0.5993699 0.6160485 0.6343812 0.6296758 0.6416662 0.6521270 0  
## rf 0.8825332 0.8933558 0.9036803 0.9018874 0.9104071 0.9171350 0  
## glm 0.4265381 0.4326577 0.4420070 0.4435306 0.4554677 0.4593413 0  
## Model7 0.4597550 0.4899433 0.5406953 0.5298133 0.5646525 0.5929685 0

Plotting of the model evaluation results and compare the spread and the mean accuracy of each model. There is a population of accuracy measures for each algorithm because each algorithm was evaluated 10 times (10 fold cross validation).

# compare accuracy of models  
dotplot(results)

![](data:image/png;base64,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)

We can see that the most accurate model in this case was LDA: Comparison of Machine Learning Algorithms on Iris Dataset in R

Comparison of Machine Learning Algorithms on Iris Dataset in R

#The results for just the rf model can be summarized.  
# summarize Best Model  
print(fit.rf)

## Random Forest   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.8682205 0.7368277  
## 8 0.9503988 0.9008514  
## 14 0.9509173 0.9018874  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 14.

#The results for just the svm model can be summarized.  
# summarize Best Model  
print(fit.svm)

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## C Accuracy Kappa   
## 0.25 0.7994802 0.5993070  
## 0.50 0.8060038 0.6123672  
## 1.00 0.8146451 0.6296758  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.08257444  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were sigma = 0.08257444 and C = 1.

#The results for just the cart model can be summarized.  
# summarize Best Model  
print(fit.cart)

## CART   
##   
## 23145 samples  
## 14 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 20829, 20830, 20831, 20831, 20831, 20831, ...   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa   
## 0.02694159 0.7592132 0.5191390  
## 0.05176614 0.7333284 0.4678173  
## 0.40864799 0.6010148 0.1998124  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.02694159.

# 6. Make Predictions

The LDA was the most accurate model. Now we want to get an idea of the accuracy of the model on our validation set.

This will give us an independent final check on the accuracy of the best model. It is valuable to keep a validation set just in case you made a slip during such as overfitting to the training set or a data leak. Both will result in an overly optimistic result.

We can run the rf model directly on the validation set and summarize the results in a confusion matrix.

# estimate skill of rf on the validation dataset  
predictions <- predict(fit.rf, validation)  
confusionMatrix(predictions, validation$FATALS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 2276 10  
## Yes 54 2288  
##   
## Accuracy : 0.9862   
## 95% CI : (0.9824, 0.9893)  
## No Information Rate : 0.5035   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9723   
## Mcnemar's Test P-Value : 7.658e-08   
##   
## Sensitivity : 0.9768   
## Specificity : 0.9956   
## Pos Pred Value : 0.9956   
## Neg Pred Value : 0.9769   
## Prevalence : 0.5035   
## Detection Rate : 0.4918   
## Detection Prevalence : 0.4939   
## Balanced Accuracy : 0.9862   
##   
## 'Positive' Class : No   
##

`

# estimate skill of SVM on the validation dataset  
predictions <- predict(fit.svm, validation)  
confusionMatrix(predictions, validation$FATALS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 1735 221  
## Yes 595 2077  
##   
## Accuracy : 0.8237   
## 95% CI : (0.8124, 0.8346)  
## No Information Rate : 0.5035   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.6477   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7446   
## Specificity : 0.9038   
## Pos Pred Value : 0.8870   
## Neg Pred Value : 0.7773   
## Prevalence : 0.5035   
## Detection Rate : 0.3749   
## Detection Prevalence : 0.4226   
## Balanced Accuracy : 0.8242   
##   
## 'Positive' Class : No   
##

# estimate skill of LogitBoost on the validation dataset  
predictions <- predict(fit.LogitBoost, validation)  
confusionMatrix(predictions, validation$FATALS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 1727 608  
## Yes 603 1690  
##   
## Accuracy : 0.7383   
## 95% CI : (0.7254, 0.7509)  
## No Information Rate : 0.5035   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.4766   
## Mcnemar's Test P-Value : 0.9085   
##   
## Sensitivity : 0.7412   
## Specificity : 0.7354   
## Pos Pred Value : 0.7396   
## Neg Pred Value : 0.7370   
## Prevalence : 0.5035   
## Detection Rate : 0.3732   
## Detection Prevalence : 0.5045   
## Balanced Accuracy : 0.7383   
##   
## 'Positive' Class : No   
##

# estimate skill of lda on the validation dataset  
predictions <- predict(fit.lda, validation)  
confusionMatrix(predictions, validation$FATALS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 1792 838  
## Yes 538 1460  
##   
## Accuracy : 0.7027   
## 95% CI : (0.6893, 0.7158)  
## No Information Rate : 0.5035   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4048   
## Mcnemar's Test P-Value : 7.598e-16   
##   
## Sensitivity : 0.7691   
## Specificity : 0.6353   
## Pos Pred Value : 0.6814   
## Neg Pred Value : 0.7307   
## Prevalence : 0.5035   
## Detection Rate : 0.3872   
## Detection Prevalence : 0.5683   
## Balanced Accuracy : 0.7022   
##   
## 'Positive' Class : No   
##

# estimate skill of rf on the validation dataset  
predictions <- predict(fit.rf, validation)  
confusionMatrix(predictions, validation$FATALS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 2276 10  
## Yes 54 2288  
##   
## Accuracy : 0.9862   
## 95% CI : (0.9824, 0.9893)  
## No Information Rate : 0.5035   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9723   
## Mcnemar's Test P-Value : 7.658e-08   
##   
## Sensitivity : 0.9768   
## Specificity : 0.9956   
## Pos Pred Value : 0.9956   
## Neg Pred Value : 0.9769   
## Prevalence : 0.5035   
## Detection Rate : 0.4918   
## Detection Prevalence : 0.4939   
## Balanced Accuracy : 0.9862   
##   
## 'Positive' Class : No   
##

# estimate skill of knn on the validation dataset  
predictions <- predict(fit.knn, validation)  
confusionMatrix(predictions, validation$FATALS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 1635 43  
## Yes 695 2255  
##   
## Accuracy : 0.8405   
## 95% CI : (0.8297, 0.851)  
## No Information Rate : 0.5035   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.6817   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7017   
## Specificity : 0.9813   
## Pos Pred Value : 0.9744   
## Neg Pred Value : 0.7644   
## Prevalence : 0.5035   
## Detection Rate : 0.3533   
## Detection Prevalence : 0.3626   
## Balanced Accuracy : 0.8415   
##   
## 'Positive' Class : No   
##

#sessionInfo()