**Implementing the Factory Method Pattern**

interface Document{

}

class WordDocument implements Document{

    WordDocument()

    {

        System.out.println("Word Document created");

    }

}

class PdfDocument implements Document{

    PdfDocument()

    {

        System.out.println("PDF Document created");

    }

}

class ExcelDocument implements Document{

    ExcelDocument()

    {

        System.out.println("Excel Document created");

    }

}

interface DocumentFactory{

    Document createDocument();

}

class WordDocumentFactory implements DocumentFactory{

    public Document createDocument()

    {

        return new WordDocument();

    }

}

class PdfDocumentFactory implements DocumentFactory{

    public Document createDocument()

    {

        return new PdfDocument();

    }

}

class ExcelDocumentFactory implements DocumentFactory{

    public Document createDocument()

    {

        return new ExcelDocument();

    }

}

public class service {

    static Document createDocument(String path){

        DocumentFactory df;

        if(path.endsWith(".pdf")){

            df=new PdfDocumentFactory();

        }

        else if(path.endsWith(".docx")){

            df=new WordDocumentFactory();

        }

        else

        {

            df=new ExcelDocumentFactory();

        }

        return df.createDocument();

    }

}

public class test {

    public static void main(String[] args) {

        service.createDocument("user\\xyz\\exercise.docx");

        service.createDocument("user\\xyz\\result.pdf");

        service.createDocument("user\\xyz\\shortlisted.xlsx");

    }

}

**Output:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAAA+CAMAAABAxkoOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABsUExURRgYGBgYVZnAzMCZVRhVmcDMzMzMzMzMqn0YGBh9qsyqfap9GBgYfarMzH2qzFWZwMzAmVUYGKp9farMwJlVGMDMwMzMwJlVfZmqzMCZfap9VVUYfarAmcDMqn1VmcCqfZmZwMDAmaqqzH2ZwOAMU4gAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAM7SURBVGhD7Vlpc9sgFEQXErpAjaK6h9Pr///HznvwACGs2DN1y3TYL3GeF1iBgN2EMVaUFQPUDee87fCzhuCc9wwYVC7KgbFx0ryZ+OaDVAuSbN3wqQ7dfXhZcbz6dYUBt4/wO+ecb6vlQ0EtWhfwTIeoD6RSf49BPNjq2fz7MU5DWDrFs/kZGRkZfxwzXDa3DlLhria8CZD7D+DpcLhb+evKijJOO8ejl16EH1UuH1DOxklbhYcQUXKKCD+uXC2yZ6JHvwD2QfZCvxaeASHlsELEw/en7chfCHXhn0o+YLu2Y0X5ueR8YBJsifElpidstxvH+h+f79djyoVa5raTfVH2jIltZZK3HdzCs1oOc85mZXl1gze1Vc4ryYe5x3YSnghkQPtgDk273TjAE+DOPD7VAx0OQn35ehlkj8pABrCLshpf1uPbwmZleXqDOOVth8uH7cZpcF4vUG7a7cYhv+LxqR7qcKivb99kJSv95dzTQNhJqLwoe+KROw6V4xnE+U3l1M6OY/jonvXril9QPdThUF+/D/WPS+Xm/ER53eie3ptzrx4qd3Ouy47fH+c8osOhbjZw9wO2hBU0PcLIItih4wQb1PAE7EatZJw2qxzfy51y2BQeqB09kOHDsVWUQDV8rx9fh8M4qYXNZrX8DVU3vH27OuWUSYiHIaftKNtY5eYscMqh4Is37exSmLPDZCbHN/VAR0ZGRkbG/wb86xhaP5N50Ga6Czu9LETAu05uK1x3mHlCU5pcFiKg8qLUjgvMQ0R5WlmIgMrHSSv3XC7B1pPJQgT9trSdUaiWuPKEshABd6harMIFH95tSarjz/d8+V/JQgQciRrDxIZTZerpZCHCTjmsaEx5UlmI4CuHzBMOSPV0shDBKr/xf5ichTIyMjIyngx0WCd3ldx/m1BGCu7MCHZ8uB4TyUgRQoCD8kQyknWd4NkaMB06u9hsElGeRkairF83A04lZRfKJnHlKWQk26Fof+Kj6+3nZZao8rv8+nMzkutwhvrO9cKyxZSnkZFsh1L9go/+nGsclaeRkahDAf8vgneXMo8d6KA8kYxkbiIBwQcPGJNdbMbZnwk5I2VkZGQkiN/Dk2QvDVakLAAAAABJRU5ErkJggg==)