Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability..  
For example, when a bug in a compiler can make it crash when parsing some large source file, a simplification of the test case that results in only few lines from the original source file can be sufficient to reproduce the same crash.  
One approach popular for requirements analysis is Use Case analysis.  
Languages form an approximate spectrum from "low-level" to "high-level"; "low-level" languages are typically more machine-oriented and faster to execute, whereas "high-level" languages are more abstract and easier to use but execute less quickly.  
 Debugging is a very important task in the software development process since having defects in a program can have significant consequences for its users.  
 In the 1880s, Herman Hollerith invented the concept of storing data in machine-readable form.  
Techniques like Code refactoring can enhance readability.  
Sometimes software development is known as software engineering, especially when it employs formal methods or follows an engineering design process.  
Trade-offs from this ideal involve finding enough programmers who know the language to build a team, the availability of compilers for that language, and the efficiency with which programs written in a given language execute.  
 Computer programmers are those who write computer software.  
 After the bug is reproduced, the input of the program may need to be simplified to make it easier to debug.  
 Programs were mostly entered using punched cards or paper tape.  
Assembly languages were soon developed that let the programmer specify instruction in a text format (e.g., ADD X, TOTAL), with abbreviations for each operation code and meaningful names for specifying addresses.  
However, readability is more than just programming style.  
 Popular modeling techniques include Object-Oriented Analysis and Design (OOAD) and Model-Driven Architecture (MDA).