It involves designing and implementing algorithms, step-by-step specifications of procedures, by writing code in one or more programming languages..  
Many applications use a mix of several languages in their construction and use.  
Normally the first step in debugging is to attempt to reproduce the problem.  
Some of these factors include:  
 The presentation aspects of this (such as indents, line breaks, color highlighting, and so on) are often handled by the source code editor, but the content aspects reflect the programmer's talent and skills.  
 Readability is important because programmers spend the majority of their time reading, trying to understand, reusing and modifying existing source code, rather than writing new source code.  
 Implementation techniques include imperative languages (object-oriented or procedural), functional languages, and logic languages.  
 In the 1880s, Herman Hollerith invented the concept of storing data in machine-readable form.  
 Whatever the approach to development may be, the final program must satisfy some fundamental properties.  
For example, when a bug in a compiler can make it crash when parsing some large source file, a simplification of the test case that results in only few lines from the original source file can be sufficient to reproduce the same crash.  
 Debugging is a very important task in the software development process since having defects in a program can have significant consequences for its users.  
Sometimes software development is known as software engineering, especially when it employs formal methods or follows an engineering design process.  
 Debugging is often done with IDEs. Standalone debuggers like GDB are also used, and these often provide less of a visual environment, usually using a command line.  
FORTRAN, the first widely used high-level language to have a functional implementation, came out in 1957, and many other languages were soon developed—in particular, COBOL aimed at commercial data processing, and Lisp for computer research.  
 Allen Downey, in his book How To Think Like A Computer Scientist, writes:  
 Many computer languages provide a mechanism to call functions provided by shared libraries.  
The choice of language used is subject to many considerations, such as company policy, suitability to task, availability of third-party packages, or individual preference.