Unreadable code often leads to bugs, inefficiencies, and duplicated code..  
 In the 1880s, Herman Hollerith invented the concept of storing data in machine-readable form.  
 Code-breaking algorithms have also existed for centuries.  
 Implementation techniques include imperative languages (object-oriented or procedural), functional languages, and logic languages.  
 Allen Downey, in his book How To Think Like A Computer Scientist, writes:  
 Many computer languages provide a mechanism to call functions provided by shared libraries.  
 Machine code was the language of early programs, written in the instruction set of the particular machine, often in binary notation.  
It is usually easier to code in "high-level" languages than in "low-level" ones.  
The choice of language used is subject to many considerations, such as company policy, suitability to task, availability of third-party packages, or individual preference.  
Compilers harnessed the power of computers to make programming easier by allowing programmers to specify calculations by entering a formula using infix notation.  
However, because an assembly language is little more than a different notation for a machine language, two machines with different instruction sets also have different assembly languages.  
Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
In the 9th century, the Arab mathematician Al-Kindi described a cryptographic algorithm for deciphering encrypted code, in A Manuscript on Deciphering Cryptographic Messages.  
He gave the first description of cryptanalysis by frequency analysis, the earliest code-breaking algorithm.  
Proficient programming usually requires expertise in several different subjects, including knowledge of the application domain, details of programming languages and generic code libraries, specialized algorithms, and formal logic.  
 New languages are generally designed around the syntax of a prior language with new functionality added, (for example C++ adds object-orientation to C, and Java adds memory management and bytecode to C++, but as a result, loses efficiency and the ability for low-level manipulation).