Implementation techniques include imperative languages (object-oriented or procedural), functional languages, and logic languages..  
 The first computer program is generally dated to 1843, when mathematician Ada Lovelace published an algorithm to calculate a sequence of Bernoulli numbers, intended to be carried out by Charles Babbage's Analytical Engine.  
However, because an assembly language is little more than a different notation for a machine language, two machines with different instruction sets also have different assembly languages.  
It is usually easier to code in "high-level" languages than in "low-level" ones.  
They are the building blocks for all software, from the simplest applications to the most sophisticated ones.  
For example, COBOL is still strong in corporate data centers often on large mainframe computers, Fortran in engineering applications, scripting languages in Web development, and C in embedded software.  
Normally the first step in debugging is to attempt to reproduce the problem.  
Languages form an approximate spectrum from "low-level" to "high-level"; "low-level" languages are typically more machine-oriented and faster to execute, whereas "high-level" languages are more abstract and easier to use but execute less quickly.  
 Different programming languages support different styles of programming (called programming paradigms).  
 New languages are generally designed around the syntax of a prior language with new functionality added, (for example C++ adds object-orientation to C, and Java adds memory management and bytecode to C++, but as a result, loses efficiency and the ability for low-level manipulation).  
There exist a lot of different approaches for each of those tasks.  
 Whatever the approach to development may be, the final program must satisfy some fundamental properties.  
As early as the 9th century, a programmable music sequencer was invented by the Persian Banu Musa brothers, who described an automated mechanical flute player in the Book of Ingenious Devices.  
There are many approaches to the Software development process.  
One approach popular for requirements analysis is Use Case analysis.