There exist a lot of different approaches for each of those tasks..  
 Whatever the approach to development may be, the final program must satisfy some fundamental properties.  
 High-level languages made the process of developing a program simpler and more understandable, and less bound to the underlying hardware.  
However, readability is more than just programming style.  
However, with the concept of the stored-program computer introduced in 1949, both programs and data were stored and manipulated in the same way in computer memory.  
Some text editors such as Emacs allow GDB to be invoked through them, to provide a visual environment.  
By the late 1960s, data storage devices and computer terminals became inexpensive enough that programs could be created by typing directly into the computers.  
For this purpose, algorithms are classified into orders using so-called Big O notation, which expresses resource use, such as execution time or memory consumption, in terms of the size of an input.  
 Following a consistent programming style often helps readability.  
Proficient programming usually requires expertise in several different subjects, including knowledge of the application domain, details of programming languages and generic code libraries, specialized algorithms, and formal logic.  
Trade-offs from this ideal involve finding enough programmers who know the language to build a team, the availability of compilers for that language, and the efficiency with which programs written in a given language execute.  
This can be a non-trivial task, for example as with parallel processes or some unusual software bugs.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
In 1801, the Jacquard loom could produce entirely different weaves by changing the "program" – a series of pasteboard cards with holes punched in them.  
 Popular modeling techniques include Object-Oriented Analysis and Design (OOAD) and Model-Driven Architecture (MDA).