Auxiliary tasks accompanying and related to programming include analyzing requirements, testing, debugging (investigating and fixing problems), implementation of build systems, and management of derived artifacts, such as programs' machine code..  
 These compiled languages allow the programmer to write programs in terms that are syntactically richer, and more capable of abstracting the code, making it easy to target varying machine instruction sets via compilation declarations and heuristics.  
FORTRAN, the first widely used high-level language to have a functional implementation, came out in 1957, and many other languages were soon developed—in particular, COBOL aimed at commercial data processing, and Lisp for computer research.  
 New languages are generally designed around the syntax of a prior language with new functionality added, (for example C++ adds object-orientation to C, and Java adds memory management and bytecode to C++, but as a result, loses efficiency and the ability for low-level manipulation).  
 Different programming languages support different styles of programming (called programming paradigms).  
Their jobs usually involve:  
 Although programming has been presented in the media as a somewhat mathematical subject, some research shows that good programmers have strong skills in natural human languages, and that learning to code is similar to learning a foreign language.  
 A similar technique used for database design is Entity-Relationship Modeling (ER Modeling).  
 Following a consistent programming style often helps readability.  
However, with the concept of the stored-program computer introduced in 1949, both programs and data were stored and manipulated in the same way in computer memory.  
Also, specific user environment and usage history can make it difficult to reproduce the problem.  
 Programs were mostly entered using punched cards or paper tape.  
 Programmable devices have existed for centuries.  
Many applications use a mix of several languages in their construction and use.  
Sometimes software development is known as software engineering, especially when it employs formal methods or follows an engineering design process.  
One approach popular for requirements analysis is Use Case analysis.